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    Preface

    The IBM® Coach Framework is a key element of the IBM Business Process Manager (BPM) product suite. With the Coach Framework, process authors can create and maintain custom web-based user interfaces that are embedded within their business process solutions. This ability to create and maintain custom user interfaces is a key factor in the successful deployment of business process solutions. Coaches have proven to be an extremely powerful element of IBM BPM solutions, and with the release of IBM BPM version 8.0 they were rejuvenated to incorporate the recent advances in browser-based user interfaces. 

    This IBM Redbooks® publication focuses on the capabilities that Coach Framework delivers with IBM BPM version 8.5, but much of what is shared in these pages continues to be of value as IBM evolves coaches in the future. This book has been produced to help you fully benefit from the power of the Coach Framework.
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The IBM Coach Framework and how it can benefit your organization

    The IBM Coach Framework is a key element of the IBM Business Process Manager (BPM) product suite. With the Coach Framework, process authors can create and maintain custom web-based user interfaces that are embedded within their business process solutions. This ability to create and maintain custom user interfaces is a key factor in the successful deployment of business process solutions, and this IBM Redbooks publication has been produced to help you fully benefit from the power of the Coach Framework.

    The term Coach was introduced by Lombardi Software, which was acquired by IBM in 2010. Vince Lombardi was a very successful football coach in the 1960s from whom many have drawn leadership inspiration, and it seemed very natural to call the screens generated by the product Coaches. The purpose of these screens is often to coach the user through the steps necessary to perform their work.

    History aside, Coaches have proven to be an extremely powerful element of IBM BPM solutions, and with the release of IBM BPM version 8.0 they were rejuvenated to incorporate the recent advances in browser-based user interfaces. This IBM Redbooks publication focuses on the capabilities that Coach Framework delivers with IBM BPM version 8.5, but much of what is shared in these pages continues to be of value as IBM evolves Coaches in the future.

    1.1  User interactions with business processes

    BPM solutions can help your organization run more smoothly by automating the business logic of your processes and by providing increased visibility and analysis into the performance of your processes. With BPM solutions in place, the execution of your processes can become more predictable and the performance of your processes can improve over time as you incorporate the insights that BPM provides into your process logic.

    That is the promise of BPM, and this promise of improved process efficiency has been realized by many organizations over a wide variety of industries, but there is much more to the story that needs to be told.

    True process improvement requires much more than getting the right tasks to the right people at the right time. You must also provide the right tools to the people who carry out the work to ensure that they can perform their work in an efficient and error-free manner. Without the right tools for your workers, it is impossible to truly improve process performance.

    That is what this paper is really about: Improving user interactions with your organization’s business processes. The Coach Framework can help you do that.

    Users interact with business processes in various ways, but those interactions can mostly be lumped into a few broad categories:

    •Discovering what work needs to be done

    •Performing work

    •Analyzing the work that has been done in the past

    •Reviewing and managing the work performed by a team

    User interactions with business processes are all about work, and as BPM solution authors we want to design and implement user experiences that can optimize our users’ ability to do their work efficiently and with as few errors as possible.

    Users learn about the work that must be performed in various ways. In some cases, users receive notifications via email or SMS. In other cases, users log on to a specific website to view their task list. In either case, it is important for the user to quickly understand the nature of the task and its relative importance to the other tasks that the user is likely responsible for performing. Custom user interfaces are often necessary to deliver the information that a user needs to determine the relative importance of a task.

    Users perform the work that they are required to do in a number of ways. In some cases, the work is performed outside of the BPM solution using existing systems, and the user simply informs BPM once the work has been completed. In other cases, the user interfaces for performing the work are implemented as part of the BPM solution. In many solutions, both approaches have to be combined. Regardless of the approach, the user must clearly understand the details of the task to be performed, understand the wider business context of the task, and be provided with user interfaces for supplying and modifying the information that the task must gather or manipulate. Custom user interfaces are often necessary to provide users with optimal tools for performing their work.

    Users analyze the work that has been performed in a number of ways and for a number of reasons. During the execution of a process, users need real-time feedback to help them guide the subsequent execution of the process. In a similar vein, managers need visibility into the work that their teams are performing, and tools to help them manage that work. Analysis also occurs after-the-fact to determine if the logic of the process is optimal for the business to run smoothly. In each of these cases, the user needs interfaces that supply the business context information that is most relevant for understanding the reality of how well the process is performing. Custom user interfaces are often necessary to provide users with the most relevant information for analyzing process performance.

    Some BPM user interfaces can be used out-of-the-box and will be applicable to all of your business processes, but the reality is that most BPM user interfaces need to be customized to present the information that is most relevant to the user in the most effective way. Determining the relevant information is very specific to each type of process and each task within the process, and presenting that information effectively is an art that few have mastered. Coaches help you master the art of creating effective business process user interfaces.

    1.2  Coaches: Custom user interfaces for business processes

    The preceding section made clear that custom user interfaces are often necessary in order to present users with the relevant information that helps them efficiently carry out their tasks. Every process is different, and every activity is different, so to optimize the user's experience you need to build custom user interfaces that present and manipulate the most relevant information in the most effective manner.

    This critical need for custom user interfaces for business processes is the driving factor in the development and evolution of the IBM Coach Framework. The Coach Framework's primary focus is to enable process authors to create and maintain custom user interfaces that will improve their users' interactions with their organization's business processes, which in turn can improve the performance of those business processes.

    Maintenance of the custom user interfaces in a BPM solution is crucial due to the frequency of changes to the logic of the organization's business processes. As market conditions change, the logic of the business process has to be adapted. As the logic of a business process changes, the users' interactions with the business process must change. Your ability to adapt the user interfaces of a business process has to keep pace with changes to the process logic, or your organization's agility to respond quickly to change is diminished.

    Coaches make it much easier to adapt your user interfaces when your business process changes. User interfaces that are created with the Coach Framework are packaged along with the other artifacts that make up a Process Application. When a new version, known as a snapshot, of the Process Application is deployed, all of the Coach-based user interfaces are also deployed. This insures that the users are always presented with screens that are in sync with the correct process logic.

    Without Coaches, the deployment of the user interfaces for a process is a separate step that must be performed when a new snapshot of the process is deployed. With Coaches, there is never a concern that the process screens might not match the process logic.

    1.3  Coach Views: Custom user interface components

    Coach Views are the reusable user interface building blocks that authors use to compose their Coaches. 

    Some examples of Coach Views include components that allow users to edit text, push buttons, select items from a list, and select check boxes and radio buttons. Other Coach Views are used to define the physical layout of a Coach. Examples of layout components include vertical and horizontal sections, tables, and tab controls.

    IBM BPM ships with various Coach Views for presenting and manipulating process data, and also supplies tooling for the creation of additional Coach Views. Coach Views are now being created and distributed by IBM, IBM Business Partners, and by clients themselves. This ability to create and distribute additional Coach Views dramatically increases the power of the Coach Framework.

    Each Coach View is tailored to present specific information to the user, and most Coach Views also empower users to gather and manipulate specific information.

    When added to a Coach, the author configures the Coach View by binding it to the business data that the component will display and to any configuration data that is necessary to control the appearance and behavior of the component at run time. 

    Most Coach Views respond when any of the data that they are bound to changes. This allows authors to create dynamic user interfaces by binding multiple Coach Views to the same data. When a user manipulates one Coach View, all of the other Coach Views that are bound to the same data can instantly react.

    Coach Views can also be bound to Ajax services that are invoked to retrieve information and update systems that are related to the business processes. This ability to bind to Ajax services allows authors to create highly dynamic components, such as components with fields that are updated dynamically while users are typing. This feature can be also used to create Coach Views that directly interact with services outside of BPM.

    There are two basic categories of Coach Views; atomic and composite. 

    1.3.1  Atomic Coach Views

    Many Coach Views are atomic in the sense that all of the HTML and JavaScript that makes up the Coach View is contained within a single component. The stock Coach Views that are shipped with IBM BPM are mostly atomic Coach Views. One example of an atomic Coach View is the Text Field that is shipped with IBM BPM.

    Atomic Coach Views are authored by programmers who have a deep understanding of HTML, JavaScript, and Ajax services. They often use third party JavaScript libraries to provide sophisticated behaviors.

    Most atomic Coach Views are general-purpose components that are reused across a wide variety of user interfaces.

    1.3.2  Composite Coach Views

    Coach Views can be defined by combining pre-existing Coach Views.

    Composite Coach Views are authored by business subject matter experts.

    Most Coach Views that present and manipulate specific business object types are composite Coach Views.

    Composite Coach Views are often created when many of the Coaches of a solution include a common section of user interface components. A common header that contains overview information about a process is an example of a section that is often implemented with a composite Coach View.

    1.4  Human Services and Coaches

    Coaches do not exist as a distinct library artifact in the Process Center. The library artifact that wraps Coaches is called a Human Service.

    Human Services are the server-side components that manage the presentation of Coaches. In essence, Human Services are applications that users use to interact with business processes.

    Human Services can be used to implement activities of a business process, or to implement stand-alone applications that can be invoked independently.

    Each Human Service can contain one or more Coaches. The Human Service defines the flow between Coaches, and the integrations and messages that are invoked to support the actions that the user initiates with the Coaches.

    When implementing a business process activity, a Human Service is initialized with data from the process when the process flow reaches the activity. This allows the Coach authors to easily build user interfaces within the context of a specific activity of a business process.

    1.5  Basic types of Coaches

    In version 8.5 of IBM BPM, there are two types of Coaches: Those that are used to complete a specific activity of a process, and those that are used to present overview information about one or more processes. These two types are referred to as Task Completion Coaches and Dashboards.

    1.5.1  Task Completion Coaches

    Task Completion Coaches are user interfaces that let a user work on a specific activity of a process. The lifespan of these Coaches is tied to the lifespan of an activity in the process. The Coach can only be opened while the activity is active.

    1.5.2  Dashboard Coaches

    Dashboards are user interfaces that let a user work with a specific process or collection of processes. The Dashboard's lifespan is independent from any process or activity. It can be opened at any time.

    There are many uses for Dashboards, such as inspecting performance and managing workloads, and the Coach framework provides the power to build Dashboards that are essentially stand-alone applications. 

    Much of the IBM BPM Process Portal is implemented using Dashboards, and many clients have used Dashboards to build their own custom portals.

    1.6  Using Coaches outside the IBM BPM Process Portal

    When users are logged on to the IBM BPM Process Portal, the Coaches that they work with are opened in the browser window of the Process Portal, but Coaches can also be exposed to users who do not use the IBM BPM Process Portal. 

    1.6.1  Launching Coaches via URLs

    Every Coach is embedded in a Human Service, and all Human Services can be launched via a URL. This makes it very easy to incorporate Coaches into a wide variety of web-based interfaces. Links to launch Coaches can be embedded on existing corporate web sites, or when appropriately launched within iFrames on corporate web pages. You can discover human services that are exposed for this purpose via a BPM Representational State Transfer (REST) application programming interface (API).

    1.6.2  Coaches within mobile applications

    A specific example of using coaches via URLs is by using a Coach for the user experience of a mobile application. The IBM BPM iOS application uses this approach. Other samples that illustrate this approach are available on the IBM BPM Samples Exchange at the following link:

    http://bpmwiki.blueworkslive.com/display/samples/Mobile+apps

    1.6.3  Coaches within JSR 286 portlets

    For companies that use IBM WebSphere Portal, the Coach dashboards can be wrapped in JSR 286 portlets. This capability allows dashboards to be wired into WebSphere Portal composite applications in the same manner as other custom Java portlets.

    1.7  How Coaches can benefit your organization

    Now that you have a better understanding of what Coaches are, we can come back to the question of how Coaches can benefit your organization.

    1.7.1  Seamless integration of UIs and process logic

    Coaches benefit your organization by seamlessly integrating the development and deployment of the custom user interfaces for a process with the development and deployment of the process logic and necessary integrations that make up the complete solution.

    IBM BPM does support the use of external user interfaces for interaction with processes via REST APIs, but when external user interfaces (UIs) are used instead of Coaches, the process for developing, testing, and deploying the solutions is disconnected. Without Coaches, explicit coordination and governance is required between the UI and process developers.

    In most cases, the seamless integration of UIs with the process solution will make it much easier for your company to implement a business process change that also required a change to the UIs of the process.

    1.7.2  Tailored UI components for your business

    The ability for each business to create their own Coach Views enables organizations to create their own toolkits of UI components that are tailored for their specific needs. 

    Experienced developers can create rich user interfaces for the key business data and package those user interfaces as building block components that can be used by casual business programmers.

    1.8  Conclusion

    Hopefully this chapter has helped make it clear that the IBM Coach Framework can be an extremely valuable resource for helping your business to achieve the process agility. The remainder of this book focuses on specific details and insight for how to best use the Coach Framework within your own organization.

    Chapter 2, “Assembling user interfaces with Coach Views” on page 11 covers the topic of assembling your custom user interfaces from existing Coach Views. This chapter helps you understand how to connect the user interface components to your underlying business data, and how to make UI components react to changes in related UI components.

    Chapter 3, “Building Coach Views” on page 57 covers the topic of developing custom Coach Views. This chapter provides all of the details that are necessary for constructing new UI components when an existing component does not meet your needs.

    Chapter 4, “Advanced performance considerations” on page 137 covers the topic of performance considerations when crafting your Coaches and custom Coach Views. Included are many practical tips to help you avoid introduction performance problems in your solutions.

    The final three chapters of the book focus on sharing real world lessons that have been learned by a trio of IBM Business Partners who have extensive experience with developing custom Coach Views for their clients. Each chapter offers insights from the unique perspective of a specific partner, Apex Process Consultants, BP3, and EmeriCon. Topics such as dealing with large amounts of data, dealing with mobile UI considerations, and crafting a matched toolkit of Coach Views are presented by folks with extensive experience in building Coach-based solutions for their clients.
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Assembling user interfaces with Coach Views

    In Chapter 1, “The IBM Coach Framework and how it can benefit your organization” on page 1 we learned about Human Services, Coaches, and Coach Views, and how they can be used to build user interfaces. Now it is time to take a closer look at Coach Views and how they can be used to build rich, coach-based user interfaces. In this chapter, we are concentrating on the capabilities that are provided by the product. Those are sufficient for playback scenarios, when you quickly have to mock up a user interface, as well as for many production use cases. If you have user interface (UI) requirements that go beyond that you can build your own coach views, which are explained in the next chapter. The overall chapter is organized into the following sections:

    •Getting started

    •Building a simple coach

    •Configuring coach views

    •Advanced configuration

    •Coach view toolkits

    •Creating Coach Views for business objects

    •Further information

    •Performance considerations

    2.1  Getting started 

    As introduced in Chapter 1, “The IBM Coach Framework and how it can benefit your organization” on page 1, the primary use cases for human services, coaches, and coach views are when building task completion UIs or dashboards. In this chapter, we are focusing on task completion UIs. Task completion UIs are the user interfaces used by a person who participates in a business process by performing human activities. Human activities are used to allow people to enter data, verify data returned by backend systems, give their approval, and so on. All the techniques that are discussed in this chapter also apply when modeling dashboards.

    We look at more sophisticated scenarios later, but now we quickly look at how to get started. In this chapter, we explain what you need to know to build coaches by example. If you want to do some up-front reading, see the information center chapter “Building Coaches” at this site:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/tbuildviewcoaches.html

    Now we get started with the sample. We created a business process definition (BPD) named Publish Paper in Process Designer and we added a single activity Submit Paper Draft. By default, that activity has a standard implementation. We do not want to stick with the standard implementation and therefore launch the Activity Wizard to create an implementation for the activity as shown in Figure 2-1 on page 13. 
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    Figure 2-1   Launching the Activity wizard

    The Activity wizard opens. Ensure that the Activity Type is User Task. That Activity Type is used for human steps in a business process. Also choose Create a new Service or Process for the activity. Press Finish to close the wizard as shown in Figure 2-2 on page 14.
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    Figure 2-2   Activity wizard for Submit Paper Draft activity

    As a result, a Human Service named Submit Paper Draft is created for you and it is associated with the Submit Paper Draft activity of the process. Verify that everything worked as expected by selecting the Submit Paper Draft activity and by looking at its Implementation definition as shown in Figure 2-3 on page 15. 
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    Figure 2-3   Implementation definition of Submit Paper Draft activity

    Double-click the Submit Paper Draft link to open the Submit Paper Draft human service in the service editor. That human service contains the task completion UI of the activity. Initially it consists of a single Coach with a single button as shown in Figure 2-4 on page 16.
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    Figure 2-4   Default implementation of Submit Paper Draft Human Service

    You can now press the run button to run the service as shown in Figure 2-5.
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    Figure 2-5   Run button

    A browser window opens and shows an empty form with a button as shown in Figure 2-6 on page 17.
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    Figure 2-6   Default coach implementation

    Clicking the button closes the form and the text “The service has finished.” is displayed. 

    You have just built and run your first task completion UI! 

    2.2  Building a simple coach

    So now that you have everything in place, you can start working on designing your first coach. To do that, open the Submit Paper Draft service that we created in the previous chapter and go to the Coaches tab to open the Coach editor as shown in Figure 2-7 on page 18. 
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    Figure 2-7   Default Coach in Submit Paper Draft Human Service

    On the left side, you see the list of Coaches in this human service. At the moment there is only one named Coach—the one that has been created for you by the Activity wizard. 

    In the middle, you see the actual canvas of the Coach form. At the moment, there is a lot of white space because you have not started to lay out the UI. 

    On the right side, you see the palette of the Coach editor. By default it shows the stock controls provided as part of product. Stock controls are Coach Views that fall into the categories Controls and Sections. Controls are the actual controls like buttons and entry fields that later on allow users to interact with the form. Sections allow structuring the controls on the form. By default horizontal sections, vertical sections and tabs are provided. Dragging any of the coach views to the canvas in the middle adds it to the form. 

     

    
      
        	
          Note: To learn more about stock controls refer to the following section in the information center: 

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/rstockcontrols.html

        
      

    

    Other elements on the palette are Variables and Advanced elements. Advanced allows to add custom HTML to a form, for example to add a company-specific banner or other HTML markup. Variables list the variables that have been defined for the human service. They represent the data of the human service. Dragging a variable to the canvas results in a matching coach view being selected and added to the coach, while a binding to the corresponding variable is created. We take a closer look at coach views and their bindings later in this book. 

    To make the previously introduced basic scenario a bit more interesting, we extended the Publish Paper process with a few more activities and lanes, describing a simple approval process where first Authors and Reviewers work on several drafts of a paper, before seeking approval, as shown in Figure 2-8. 
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    Figure 2-8   Evolved version of Publish Paper process

    We also added variables to the picture. Initially the Submit Paper Draft activity deals with the following data:

    •A string that describes the location where the paper can be found. We replace that with a real list of documents later

    •A list of review comments

    •A flag that indicates if the paper is ready for approval

    Now we use Coach editor to create a Coach form for the Submit Paper Draft activity:

    1.	First, add a vertical section as an overall container for the coach and give it a name as shown in Figure 2-9.
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    Figure 2-9   Adding a vertical section

    2.	Next, add a text entry field for the “paperLocation” variable by dragging the corresponding variable into the previously added vertical section.
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    Figure 2-10   Adding a text entry field for paperLocation variable

    We see on the coach form in Figure 2-10 that a text entry field has been added, and in the properties section of the coach view we can observe that the Text Coach View has been automatically selected based on the variable type, and that the paperLocation input variable has been set as the Binding. 

     

    
      
        	
          Binding is an important concept of Coach Views. Coach view and variable are coupled via the Binding. When the user changes the data of a coach view, for example by entering text, then the variable bound via the Binding is automatically updated. The change is also propagated to all other coach views that are bound to the same variable.

        
      

    

    3.	Next, drag the variable readyForApproval from the Variables section of the Coach editor menu to the canvas underneath the Paper Location field. Based on the type of the variable (Boolean) the Check Box coach view is selected as shown in Figure 2-11. 
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    Figure 2-11   Adding check box for readyForApproval variable

    4.	Before adding support for lists of comments in the next chapter, we take a short break and run the Coach in playback mode to see how things look like in reality, as shown in Figure 2-12. 
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    Figure 2-12   Running Submit Paper Draft Human Service 

    This looks promising already. Next, we move the “Button” that was created for us by default into the Submit Paper Draft vertical section that we added, and give it a more sensible name. And then we implement the UI for the list of comments. 

    2.3  Configuring coach views

    Before we look at configuring coach views, we continue with the example. We want to be able to display, add, and remove comments from a list of comments. The UI control that we use to do that is the Table coach view. We add a Table coach view and assign it a label, Comments. Next, configure it to bind to the comments variable by clicking the Select button next to Binding and by selecting comments in the pop-up dialog that is displayed as shown in Figure 2-13.
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    Figure 2-13   Defining the Binding for comments

    What we have to do then is to add coach views to display and edit the columns of the table. In this case, the only column is the comment string, therefore all we have to do is to drop a Text coach view into the table and wire it up with the current item in the comments list to which the enclosing table is bound. We do that by selecting currentItem underneath comments. currentItem is a pseudo variable that represents the list iterator. The second pseudo variable is listSelected. We would use it if we wanted to refer to the currently selected item in the list. 

    After defining the binding for the table, we do the same for the Text control we have put inside the table. Figure 2-14 illustrates this. The Text coach view is bound to comments → currentItem. 
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    Figure 2-14   Defining the binding for the Text Coach View in the table

    Next, test-drive the coach by clicking the run button to run the service as shown in Figure 2-15. 
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    Figure 2-15   Run button

    Here is how the Coach is rendered using sample data as shown in Figure 2-16. 
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    Figure 2-16   Rerunning Submit Paper Draft Human Service

     

    
      
        	
          Sample data: The sample data used in this chapter can be downloaded as Additional Material from the IBM Redbooks abstract page. Check Appendix A, “Additional material” on page 357.

        
      

    

    Although this looks promising, the table has two issues:

    •It allows us to select a line, which is not required in our use case

    •It does not allow us to add or remove comments

    Let us see if we can configure the Table coach view in a way that addresses these issues. To configure a coach view, select it and then click the Configuration tab in the Properties section as shown in Figure 2-17 on page 26. 
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    Figure 2-17   Editing the configuration of the Table control

    Displayed under Configuration are the configuration properties of the selected coach view, as shown in Figure 2-17 in the Table coach view. By manipulating configuration properties, the behavior of a coach view can be customized. 

     

    
      
        	
          Configuration options: Configuration options are another important concept of coach views. Two kinds of configuration options exist: Objects and Services. Configuration options of type Object allow specifying configuration data for the coach view like showing a particular button as in Figure 2-17. Configuration options of type Service are used to bind the coach view to services it can use at run time to perform certain tasks like retrieving data or performing data validation. The provider of the coach view defines configuration options. When using the coach view, a Configuration property sheet is automatically generated based on the configuration option definitions.

        
      

    

    To address the issues spotted before, we are now configuring the table view. To make sure the selection option goes away, we change the Selection Type to No Selection as shown in Figure 2-18.
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    Figure 2-18   Changing Selection Type to No Selection

    To allow us to add and remove comments, we also select the check boxes for Show Add Button and Show Delete Buttons, respectively. 

    Rerunning the Coach now produces a result that is far closer to our expectations, as it can be seen in Figure 2-19.
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    Figure 2-19   Yet another run of the Submit Paper Draft Human Service

    Another powerful capability of Coaches is the support for configuring the visibility of elements on the coach. A coach view’s visibility can be defined by selecting the control, and then clicking the Visibility tab in the Properties section. 
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    Figure 2-20   Default visibility of Paper location control

    As you can see in Figure 2-20, by default the visibility of a coach view is the same as its parent. The parent in this case is the Coach, which means that the coach view is visible. That is in line with our observation from the previous test run. 

    Now what we want to do is to modify the visibility of the Paper location entry field based on the value of the Ready for approval check box. When that check box is checked, we consider the paper version final, and thus do not allow further changes of its location. We accomplish that by defining a rule for the visibility of the Paper location coach view by clicking the Rule radio button as shown in Figure 2-21 on page 29. 
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    Figure 2-21   Switching to rule based visibility

    We can now add visibility rules that depend on variable values or team membership. In this case, we define a variable rule that makes the Paper location control read only if “Ready for approval” is checked (in which case its value is true). We do that by clicking Variable to add a variable-based visibility rule. We select the target visibility state “Read only” for the rule and we select the variable “readyForApproval” as the variable that this rule depends on. We leave the condition as “Equal to” and set the value we compare with to “true” as shown in Figure 2-22. 

    If the rule does not apply, some default behavior occurs. The default behavior is defined by the Otherwise rule block, which by default assigns the control the same visibility of the coach view’s parent. Leave it that way. 

    [image: ]

    Figure 2-22   Defining the visibility rules for Paper location

    We could now add additional visibility rules for teams and variables to manage visibility even more fine grained, but we leave things as they are for now and instead do another test run. 

    As you can see from Figure 2-23, what we were trying to accomplish works out nicely. Checking and unchecking Ready for approval disables and enables Paper location respectively. 
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    Figure 2-23   Rerunning Submit Paper Draft to test visibility rules

    By the way, looking at the test result again, have you wondered why we were using such a short file name for the paper so far? This is mostly because the default width of the Text coach view allows for entering longer text, but it will not display it all. As we have enough space on our form, and because we are envisioning longer file names to be entered, we aim to reconfigure the Text coach view to use more horizontal pixels. Unfortunately the Text control does not allow us to define its width as a configuration option. Therefore, we use some advanced configuration techniques that are introduced in the next chapter. 

    2.4  Advanced configuration

    The methods introduced in this chapter require a bit of knowledge about HTML and CSS. Actually, less knowledge than what you might think now. One of the coach views Properties sections we have not yet looked at is HTML Attributes. In HTML Attributes, we can define CSS attributes and CSS classes for the coach view. To be precise, what we define there is added to the HTML <div> element for the coach view. Therefore, to set the width of the Text coach view we are adding an attribute style to set the width to 700 pixels. 

    To do that we select the Paper location control and then click HTML Attributes on the Properties tab. There we click the Add Attribute button and complete the entry fields as demonstrated in Figure 2-24. 
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    Figure 2-24   Adding a style attribute to Paper location

    Unfortunately when we test the change, the result is a bit disappointing. Setting the style attribute on the Text coach view alone has no visible effect. 

    Now it is time to slightly extend our tools set and to debug the Coach. We need to see what the HTML markup looks like to get an indication of what else needs to be done. We use the Firebug plug-in that is available for Firefox to continue our exploration. We launch the Coach again and turn on Firebug. In Firebug, we click the HTML tab and look at the HTML code. 

    We go down starting from the topmost <div> element and keep expanding the child elements. We locate the <div> that corresponds to our Text coach view by clicking each <div> until we see the corresponding element in the browser view above getting highlighted. In Figure 2-25 we have found and selected that <div>. We see that the attribute we have defined (width: 700px) got properly applied. Now all we must do is to make sure that the contained elements also benefit from that change. The easiest way to do this is to tell these elements to use 100% of the available horizontal space. This can be done by assigning an attribute width with a value of 100% to these elements. 
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    Figure 2-25   Using HTML debugger to examine Coach elements

    Now this is easier said than done. There is no direct way in Process Designer to assign attributes to child elements of a coach view. But there is a way, and once you have seen it, it will look natural and easy to you. All we must do is inject the style attributes into the coach and ensure that they get applied to the right elements. We use the Custom HTML construct to do this. Before we can add the custom HTML, we must do one step of preparation though. We need to assign a class to the Text coach view to make sure we can find it later, and to ensure that we manipulate the width of the right child elements. Therefore we add a class named “paperLocation” to our Paper location coach view. We do that by clicking the Add Class button in the HTML Attributes section in Properties of the Paper location control, and entering “paperLocation” as Class name as shown in Figure 2-26. 
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    Figure 2-26   Adding paperLocation class to Paper location coach view

    With that in place we can now add a Custom HTML element that introduces the style changes we require. Custom HTML can be found in the Advanced section of the palette. Drag it to the top of the Coach and then add the required HTML snippet, as demonstrated in Figure 2-27 on page 34.
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    Figure 2-27   Adding Custom HTML section to Coach

    In the HTML snippet, we add a <style> element that searches for classes dijitTextBox and content and assigns these classes an attribute width: with a value of 100%. 

    With these changes applied, it is time to test our coach again. Running the coach now produces the following output as demonstrated in Figure 2-28 on page 35. 
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    Figure 2-28   Rerunning Submit Paper Draft to test the effectiveness of style changes

    As you can see, everything worked out as planned and our Coach looks more beautiful than ever. Note that by looking at the width of the Text coach view we picked a simple use case. The methodology introduced in this chapter can be applied for all sorts of style-based customizations. In many cases, applying these simple manipulations will save you from creating your own custom coach views. These CSS class names are not part of the formal Business Process Manager (BPM) API and are subject to change from release to release.

    2.5  Coach view toolkits

    In the previous sections, we learned about the full set of out-of-the-box capabilities of Coaches and Coach Views. What we have not looked at yet is other Coach View libraries that are provided as part of the product. There are two more libraries with Coach Views you can make use of: Content Management and Dashboards. All you need to do to leverage coach views from these libraries is to add a dependency to the corresponding toolkits using the Process Designer library. 

    First, we add the dependencies to Content Management and Dashboards by clicking the plus icon next to TOOLKITS in the Process Designer main menu. We select Content Management to add a dependency to that toolkit and when we are done with that, we do the same for Dashboards as shown in Figure 2-29 on page 36. 
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    Figure 2-29   Adding toolkit dependencies

    Next, we open our coach again and change the Filter settings of the palette to show controls from the new categories Content and Dashboard by selecting the corresponding check boxes as highlighted in Figure 2-30.   
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    Figure 2-30   Enabling Content controls and Dashboard controls in Coach editor

    Now if we scroll through the Coach Views on the palette, we see all the new Coach Views that have been added. Under Content, we find the Coach Views for interacting with documents in an Enterprise Content Management system, as well as for business process attachments. 

     

    
      
        	
          Note: To learn more about content controls, refer to the following section in the information center:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/rstockcontentcontrols.html

        
      

    

    Under Dashboard, we find all the new Coach Views introduced in IBM Business Process Manager version 8.5 for creating dashboards. If you are looking at Process Performance Dashboard and Team Performance Dashboard in Process Portal, you get a good overview of the capabilities provided by the Coach Views in the Dashboard category because these out-of-the-box dashboards have been built using the Dashboard controls as shown in Figure 2-31 on page 38. The set of controls includes a chart control that allows visualizing data, controls for task lists and process lists, process diagrams and team summaries, and many more. 

     

    
      
        	
          Note: To learn more about dashboard controls, see the following section in the information center:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/rdashboardtoolkitcontrolscontainer.html
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    Figure 2-31   Dashboard controls in Coach editor

    To continue with our sample from above, we scroll up to the Content section. We want to evolve our sample to not point to a document file name anymore. Instead, we want to be able to attach documents and to store them as part of our Publish Paper process. We do not need the Paper location control anymore and therefore delete it. We also delete the “Custom HTML” coach view from the coach. Instead, we now want to use the Document List control to manage the document versions. To accomplish that, we drag the Document List control from the Coach editor palette and drop it as the topmost control on the Submit Paper Draft vertical section of our coach. The result can be seen in Figure 2-32 on page 39.
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    Figure 2-32   Submit Paper Draft coach after adding Document List control

    As you can see above, we also started to change the configuration properties of the Document List view to fit our needs. Other configuration changes that we made are displayed in Figure 2-33 on page 40. 
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    Figure 2-33   Changing the configuration of Document List control

    The primary change is to select “BPM Documents” as document store, instead of using an external Enterprise Content Management (ECM) system by selecting the corresponding value for the “Configure for use with” option. 

    Another important configuration change is to ensure that you only display documents that are associated with the corresponding process instance. Doing that allows multiple processes that are run in parallel, each operating on a distinct set of document drafts. To make that change we drill into Display options of BPM document options. There, we select the “Associated with process instance” check box to ensure that only documents are shown that are associated with the process instance. 

    To verify the effectiveness of the configuration changes, we start the process (not the Human Service) in the playback environment. To do that, we open the Publish Paper process in Process Designer and press the play button. A pop-up window appears that indicates that the process should wait for human input. We accept to switch over to the Inspector view and there select the Submit Paper Draft step of the just started Publish Paper process instance and press the play button to run it. Figure 2-34 on page 41 shows what comes up in the browser window. 
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    Figure 2-34   Running Submit Paper Draft activity in Publish Paper process

    The new Document List control is displayed but no documents have been added yet and therefore the list is empty. We continue our test by pressing the Create Document button to create a document as an attachment to the business process instance. In the dialog that comes up, choose to upload a Microsoft Word document and give it the name “Draft 3”. We repeat that and upload another document, Draft 4, and then look at the Document List again. Everything works smoothly now. Pressing the View Document icon next to a document launches it in an external viewer. Figure 2-35 on page 42 demonstrates that. 
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    Figure 2-35   Working with Document List and viewing documents

    Now that you have seen how to leverage some of the Coach Views provided by IBM Business Process Manager, it is important to point out that the mechanisms introduced here not only apply to IBM provided toolkits with Coach Views, but also to Coach View libraries that are provided by third parties, as introduced in later chapters of this book. 

    2.6  Creating Coach Views for business objects

    When you are using complex data types in your applications, a convenient way to consistently visualize these data types is by generating a Coach View for them. The procedure is quite straightforward and can be accomplished with the knowledge that you already acquired. 

    Continuing our sample from above, we now want to allow users for each comment on a paper to indicate if that comment has been resolved or not. For that purpose, we define a new Business Object type DocumentComment using the Business Object editor in Process Designer, as shown in Figure 2-36.   
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    Figure 2-36   Defining Business Object DocumentComment

    After we are done defining DocumentComment, we now create a Coach View for it by selecting the corresponding menu item from the menu of the Business Object as demonstrated in Figure 2-37 on page 44.
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    Figure 2-37   Creating a Coach View for DocumentComment

    We give the new Coach View the name DocumentComment Coach View and we define it by just dragging and dropping the variable elements of the corresponding Business Object type to the canvas, and wrapping them with a vertical section. We also change the configuration of the Resolved check box to be rendered as a switch, as shown in Figure 2-38 on page 45. That is done by selecting the Switch option for the Show As configuration option for the coach view. 
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    Figure 2-38   Layout of Document Comment Coach View

    When that is done, we go back to our Coach and change the binding of the Comments table control to now bind to the documentComments variable. That variable holds a list of DocumentComment business objects. We remove the Text control in the table. Then, drag currentItem from the documentComments variable and drop it into the table control. The matching Coach View Document Control Coach View is automatically selected and added as shown in Figure 2-39 on page 46. 
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    Figure 2-39   Using Document Comment Coach View to render rows of the Comments table

    Now we test the Coach again. We see that the Comments table now not only has text comments anymore but also for each comment a switch that indicates if the comment has been already resolved as shown in Figure 2-40 on page 47. 
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    Figure 2-40   Rerunning Submit Paper Draft activity in Publish Paper process 

    Having seen all the power at our fingertips, we now are encouraged to further improve our UI to make it look really nice. To further improve our Coach look and feel, we apply a couple of simple changes to the Document Comment Coach View. 

    First, we change the Coach View that is used for the comment from Text to Text Area in the General section under Properties. That should give us a nice multi-line entry field for each comment as shown in Figure 2-41 on page 48. 

    [image: ]

    Figure 2-41   Changing View for Comment to Text Area

    Because we also want to use rich text for our comments, we also change the Text Area Type configuration option of Text Area to Rich Text, as demonstrated in Figure 2-42 on page 49.
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    Figure 2-42   Switching Text Area into Rich Text mode

    The only thing that we are still missing is to make sure that we use all available horizontal screen space for Text Area. To do that, we use almost the same approach as described in 2.4, “Advanced configuration” on page 30. 

    We add under HTML Attributes an attribute style with a value of width: 600px and we also add a class named documentComment as shown in Figure 2-43. 
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    Figure 2-43   Adding HTML Attributes to Text Area

    Now all that remains to be done is to add the style extensions to the Coach View. When we did that for the Coach earlier, we had to add a Custom HTML block and write a <style> element. For Coach Views doing the same is even easier. All that you must do is to define your style extensions as Inline CSS on the Behavior tab of the Coach View. Figure 2-44 on page 50 shows how to do this.
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    Figure 2-44   Adding Inline CSS to Document Comment Coach View

     

    
      
        	
          Styling: Styling coaches and Coach Views can be done in different ways. Earlier in 2.4, “Advanced configuration” on page 30, we showed coach-level styling by adding an HTML class to a Coach View on the canvas and by adding style tags in a custom HTML element at the top of the Coach. Here we have seen that the same is possible for Coach Views by also adding an HTML class to a Coach View on the canvas and by applying styles using the inline CSS capabilities of Coach Views. Other options are to include a CSS file in a Coach View or to set styles dynamically using JavaScript in a Coach View.

        
      

    

    As you can see, there are many more things that you can do on the Behavior tab of the Coach View. Most of that gets relevant and important not for the casual Coach View builder who just clicks together a Coach View for a Business Object, but for modelers who design Coach Views from scratch to take over full control. This topic is discussed in more detail in Chapter 3, “Building Coach Views” on page 57.

    Having done all of these changes to the Document Comment Coach View, you might now wonder if we have to touch the Coach that uses that Coach View again. Rerun the process and see if our changes got picked up automatically. See Figure 2-45 on page 51.
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    Figure 2-45   Rerunning Submit Paper Draft activity with improved Document Comment Coach View

    As you can see from Figure 2-45, it was sufficient to just revise the Coach View. The changes got picked up by the Coach using that Coach View and we got a UI that now not only has basic editing capabilities for comments but provides rich text editing capabilities and nice switches to indicate if comments have been resolved or require further work. 

    2.7  Further information

    To not overload the sample, we stop adding additional details now. There are a few aspects though that might be interesting for you and thus we want to briefly mention them. 

    Coach Views can fire Boundary Events. Boundary Events are used to model the flow between coaches. In our simple example above we used only a single coach. In more sophisticated use cases, we would have multiple coaches in our human service, each representing a separate page of our UI. To navigate between these coach pages Boundary Events are used: A Boundary Event fired by one coach is used at modeling time to draw a connector to another coach. Alternatively, Boundary Events can be used to trigger some server-side logic, and then go back to the same Coach. That allows modeling Web 2.0 style user interface logic where only areas of the Coach are updated, not the entire page.

    Several Coach Views fire Boundary Events. The one we have implicitly used in our example above is Button. When the button is pressed, a Boundary Event is fired, triggering navigation to the Coach that the button is connected to. 

    If you want to model a set of coaches where the end user can jump back and forth between the pages, you would add a Previous button that is wired to the previous coach and a Next button that is wired to the next coach, for example. 

    The following example in the IBM Business Process Manager version 8.5 information center has further details about wiring Coaches:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/index.jsp?topic=%2Fcom.ibm.wbpm.wle.editor.doc%2Fbuildcoach%2Ftopics%2Fexample_wiringcoaches.html

    Boundary Events are also used to do server-side validation of a Coach. Validation is used to make sure that all required data has been entered in a complete and consistent way before leaving a Coach. The following sample introduces validation: 

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/ezample_validatingacoach.html

    Validation is usually modeled using validation scripts or validation services together with Stay On Page events. In bullet 10 of the introductory chapter, Building Coaches, in the information center, you can find further details: 

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/index.jsp?topic=%2Fcom.ibm.wbpm.wle.editor.doc%2Fbuildcoach%2Ftopics%2Ftbuildviewcoaches.html

    2.8  Performance considerations

    Now that we have seen all the capabilities that are available to us from a modeling perspective, let us take a quick look at some performance considerations. How we model a Coach can have an impact on the performance observed by the user. Therefore, it is worthwhile considering the following performance recommendations. For further information about this topic, including runtime deployment performance considerations, see Chapter 4, “Advanced performance considerations” on page 137.

    2.8.1  Consider the expected browser version when designing Coaches

    Rendering speed and efficiency vary significantly by browser vendor and release. When designing a Coach, consider the browser that will be used in production. This is particularly important for older browsers. Generally speaking, the more complicated the Coach user interface, the longer it will take to render on older browsers. Specific issues include:

    •Large Document Object Model (DOM) trees

    •Large JavaScript scripts

    •Deeply nested Coach Views

    2.8.2  Judiciously use the Table control

    Table controls are very powerful, and are the appropriate control for many business scenarios. However, tables can be very expensive to render on some browsers, particularly older browsers. When using the Table control, ensure the total number of cells (number of rows x number of columns) is no more than are necessary. This minimizes the browser rendering time.

    In addition, there are recent code optimizations in Business Process Manager to improve Table rendering time, sometimes dramatically. In particular, for Business Process Manager 8.0.1.1, APAR JR47845 delivers this improvement. 

    2.8.3  Judiciously use the Tab control

    Tab controls are an excellent way to structure information within a Coach. However, in some Business Process Manager releases, a Coach with several tabs can take a significant amount of time to render. This is particularly true for older browsers. Consider this when designing the Coach interface, especially if the browser that will be used in production is an older browser.

    If several tabs are required, implement lazy creation and loading of the tabs. In other words, do not create and load the tab until the user selects the tab. This will delay the rendering of the tab until the user is ready to interact with it.

    In addition, there are recent code optimizations in Business Process Manager to improve Tab creation and rendering time, sometimes dramatically. In particular, for Business Process Manager 8.0.1.1, APAR JR47845 delivers this improvement.

    2.8.4  Minimize the number of Boundary Events

    For each Boundary Event, a network request is made to the server and the current state of the Coach (for example, all data values) is persisted. Both of these operations can be expensive, so use the fewest number of Boundary Events while still satisfying business requirements.

    2.8.5  Minimize the size of Business Objects bound to Coach Views

    Business Objects that are bound to Coach Views are persisted when Boundary Events occur. This can be a costly operation, especially for large Business Objects such as Industry Standard Schema (ACORD, HIPAA, and so on).

    To reduce this cost, if the Business Object used in the process flow is large and complex, create a separate Business Object that only contains fields that are relevant to the Coach user interface, and bind that Business Object to the Coach View. After the Coach actions complete, merge the contents of the Coach-bound Business Object into the (larger) process flow Business Object. This is more efficient than persisting unnecessarily large Business Objects in Coaches when Boundary Events occur.

    2.8.6  Pick appropriate delay time for auto-complete fields

    For some coach controls, auto completion can be configured. Auto completion uses an auto completion service that is called after a certain delay to search for auto completion options. Caution should be used as these searches are performed against the server (for example: searching for a user name). The delay option specifies the time to wait after the user has finished typing in the field to when the request is sent to the server. If a short delay is chosen, several requests could be sent before the user finishes typing, causing unnecessary load against the server, and also delaying end-user response time in the Coach. Set a delay value that ensures the user has finished typing. Several hundred milliseconds is a good compromise between responsiveness and reducing server load.

    2.9  Conclusion

    With what you learned in this chapter, you should be able to build nice Coaches based on stock controls. You have learned how to assemble Coaches based on the Coach Views provided as part of the product and you have seen how to customize the stock Coach Views to fit your needs. You now know how Coaches can be wired together, how validation can be added, and what you need to keep in mind to allow for good response times when users are interacting with the Coaches that you built. You have also seen how easy it is to generate simple Coach Views for Business Objects and how to use them. In the next chapter, you learn about how to go beyond that by building custom Coach Views from scratch to get full control over the components that constitute the user interface. 
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Building Coach Views

    This chapter provides an introduction to creating new Coach Views by using the Process Designer and its associated APIs. The Coach API,1 also known as the Coach View framework or Coach View API, is introduced by samples in the first part of this chapter. Lessons that are learned from this practice are given in the second part of this chapter.

     

    
      
        	
          Notes: Before you start developing custom Coach Views, enable JavaScript debugging in your IBM BPM environment, which allows the more readable versions of the Coach Framework JavaScript and associated libraries to be loaded. For more information about this topic, go to the following website:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/t_enablingdebuggingforcoaches.html

          This chapter includes example JavaScript code that uses the Dojo Toolkit. The Coach Framework does not require Coach View developers to use Dojo. For example, the product information center includes a sample that uses jQuery to create a custom coach view. You can find that sample at the following website:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/tjquerybutton.html

        
      

    

    3.1  Business data

    Business data is essentially the data of a company, and is information with business value. You use configuration options to customize Coach Views, to communicate with other Coach View instances, and to interact with back-end systems through services. Configuration options are described in 3.2, “Read/Write configuration options” on page 73. 

    Coach Views can support one business data variable and one or more configuration options, which is different from services in IBM Business Process Manager (BPM), where there are input and output variables. The Coach View framework uses a data binding mechanism to communicate changes to Coach Views through Coach View event lifecycle handlers. You can bind variables to Coach View through a configuration option or binding, as shown in Figure 3-1. 
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    Figure 3-1   Binding business data

     

    
      
        	
          Note: More information about data binding can be found in the information center that is found at the following website:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/cdatabind.html

        
      

    

    3.1.1  Accessing business data

    To access business data in the Coach View event handlers, you must ensure that some preliminary setup is done:

    •The Coach View must be added to a Coach.

    •The Human Service that contains the Coach should have a variable instance of the type of the Coach View business data.

    •The variable instance from the Human Service should be bound to the Coach View on the coach. 

     

    
      
        	
          Note: It is a preferred practice to develop a Coach View in a unit that is test a Human Service so that when you are getting started with a new Coach View, the impact on other developers that work on the same Coach is minimized. Also, side effects by other Coach Views can be minimized by focusing only on one Coach View in the unit test. When the custom Coach View becomes stable, you can then integrate it into the Coach. More details about this approach are 3.1.2, “Testing Coach Views with Human Services” on page 68.

        
      

    

    The Coach View framework offers a set of behaviors and event handlers that can be used to build Coach Views. The following sections introduce the different event handlers and behaviors with samples. You can find basic introductions for each event handler in the information center that is found at the following website:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/reventhandler.html

    A custom Coach View sample

    Look at a sample of a simple Coach View implementation. This implementation shows how to create a basic Coach View that displays text. Then, the sample shows how the function of the Coach View is extended to give you an idea of how iterative Coach View development works and to introduce API functions and event handlers of the Coach View framework.

    To get started with the sample, create a Coach View named Display Text CV.

    In Process Designer, click the plus icon on the User Interfaces line, and then select Coach View to create a Coach View, as shown in Figure 3-2.
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    Figure 3-2   Create new Coach View

    A window opens and prompts you for the name of the new Coach View, as shown in Figure 3-3.
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    Figure 3-3   Create Coach View through a wizard

    Variables

    In the Variable section of the editor, define a Business Data variable in the new Coach View. For this sample, use the simple data type String, as shown in Figure 3-4 on page 61.
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    Figure 3-4   Define a Business Data variable

     

    
      
        	
          Note: You can also derive a Coach View from an object definition. When complex objects are used as business data, the preferred way to create a Coach View is through the Create Coach View window that is shown in Figure 3-5.
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    Figure 3-5   Create Coach View wizard 

    Layout

    If you want to display a text in a simple Coach View, it is convenient to have an anchor point. This anchor point can be a static HTML element. For this sample, use a span HTML element. Figure 3-6 shows the span highlighted in Firebug.
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    Figure 3-6   Span HTML element

    To specify the span in the sample Coach View, switch to the Layout section to add a Custom HTML control. Here you can add the span tag, as shown in Figure 3-7.
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    Figure 3-7   Coach View Layout

    Now you have an anchor point that you can programmatically use through the Coach View API or standard HTML selectors. 

    Inline JavaScript

    In this sample, switch to the Behavior section and then to Inline JavaScript. Inline JavaScript can hold common functions and local variables for your custom Coach Views. These functions and private variables can be used in all events of a Coach View instance. Inline JavaScript is not an event handler, but it is part of the Coach View definition itself.

    For this sample, in the Coach View, specify local variables to hold the content of bound variable instances and Document Object Model (DOM) elements in the Coach View instance context by completing the following steps:

    1.	Switch to the Behavior section.

    2.	Select Inline JavaScript.

    3.	Add a variable by using the following lines:

    var _this

    	, span

    	, text;

    You see that we defined the JavaScript variables _this and text, as shown in Figure 3-8 on page 64. The variable _this holds a general reference to the context object.

     

    
      
        	
          Note: When using a local _this cache that is defined in Inline JavaScript, a good practice is to null out _this in the unload event handler to free up resources. 

          Sample: 

          _this = null;

        
      

    

    The context object provides access to helper functions, such as a callback to fire a named Boundary Event. More information about this topic can be found at the following website:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/rcontext.html 
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    Figure 3-8   Creating local variables

    The variable text is used to hold the business data binding of the Coach View instance. We show the value of text within the span element. The local span variable is used to hold a reference to the span HTML DOM element that was defined in “Layout” on page 62.

    Loading

    The load event handler is used to run initialization tasks, as the one shown below, that are executed before the view event handler is run:

    myBusinessData = this.context.binding ? this.context.binding.get(“value”) : null; 

     

    
      
        	
          Note: When you cache objects, you must be aware of potential stale objects. Stale objects are basically instances that are out of sync. Instances are out of sync if your local object instance contains outdated information that does not reflect the most recent state of the object instance. To ensure that you have the latest information, update your local copy regularly with the current state.

          Consider avoiding caching altogether. For more information about this topic, see “Caching binding objects” on page 134.

        
      

    

    When you bind to variables in the load event handler, it is a preferred practice to use conditional operators. These operators allow you to define defaults for variables that can make your Coach View more robust. Defaults allow you to handle unbound configuration options or bindings in a more controlled way.

     

    
      
        	
          Conditional operators: Let us show you a typical conditional operator:

          yourvariable = (condition) ? value1 : value2;

          Value1 is used if the condition evaluates to true. value2 is the default value.

        
      

    

    In this sample, gather information from bindings and reach out to the HTML anchor point (which was defined in “Layout” on page 62), as shown in Figure 3-9.
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    Figure 3-9   Simple load event handler

    The first line places this information into the _this variable (which was defined in “Inline JavaScript” on page 63), as shown in Example 3-1. Variables that are defined in the Inline JavaScript section are applied globally for a Coach View instance, which means that you can access the variables from any event handler in a Coach View instance. Thus, when you assign the value during the loading process, the assigned value also is accessible in the view event handler, as shown in Example 3-1. 

    Example 3-1   Assigning values during load
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    _this = this;

    text = this.context.binding ? this.context.binding.get("value") : "";

    span = this.context.element.getElementsByTagName("span")[0];

    console.log("span", span);
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    In the load event handle, you get the initial value of the bound variable and store it in the text variable. Use a conditional operator to ensure that there is always a value that is assigned to text. 

     

    
      
        	
          Note: A key part of this process is the usage of the API function this.context.element, which scopes the search for DOM elements to this Coach View instance. When this API is used, the whole Coach is not searched for the specified tag.

        
      

    

    Now, reach out to the anchor point, the span HTML element, which was defined in “Layout” on page 62. For this sample, use the getElementsByTagName API call that searches for HTML elements in the scope of this Coach View instance. Use the tag that you are looking for as the parameter. In this sample, search for span tags. There is only one span tag that is defined in this Coach View, so our anchor to the span is at position 0 of the list of nodes that is returned by the call. 

     

    
      
        	
          Note: There are multiple ways that you can find DOM elements. You can also use, for example, querySelectorAll or querySelector, which are HTML 5 functions. 

        
      

    

    In this sample, we added a console.log statement. When you develop Coach Views, it is handy to use a console for debugging purposes. In Firebug, a plug-in for Firefox, the output that is shown in Figure 3-10 is shown for our sample.
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    Figure 3-10   Firebug console output

    Now, you can see that the span tag was successfully found by the API call and you can now assign text that is bound to the Coach View. 

    View

    The span.innerHTML assignment sets the text when the view event handler is called, as shown in Figure 3-11 on page 67. 
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    Figure 3-11   Simple view event handler

    Human Service

    To test our custom Coach View, create a unit test Human Service, as shown in Figure 3-12, to validate that everything works as expected.
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    Figure 3-12   Simple Human Service unit test

    3.1.2  Testing Coach Views with Human Services

    As mentioned in 3.1.1, “Accessing business data” on page 58, it is a preferred practice to create Unit Test services when you develop custom functions for the following reasons:

    •This service can be used to develop a Coach View in isolation, so you are not working in the coach directly where it should be used. This isolation allows you to reduce the side effects by other controls on a coach.

    •When you complete development, you can use the Human Service as a sort of unit test, allowing you to debug and to reproduce errors. This can save time, especially for complex Coach Views with many parameters because you do not have to create a unit test first before you can start debugging. 

    •When another developer takes over, he has a better starting point because there is already a sample that uses the Coach View. In this case, the Human Service serves as documentation. 

     

    
      
        	
          Note: When you develop Coach Views, it is convenient to have data to test your custom Coach View functions. You can use the Random Data toolkit for data generation. The toolkit can be found in the IBM BPM wiki at the following website:

          http://bpmwiki.blueworkslive.com/display/samples/Data+Generator

        
      

    

    A good pattern is for your test Human Service to have some of the following items:

    1.	A service to perform basic initialization. If you use complex objects, you can create a service for each complex object. If you must initialize multiple complex objects, you can nest the initialization services. Using services enables you to reuse initialization logic, which improves maintainability. 

    2.	A server script to set defaults.

    3.	A first coach where you can manually adjust parameters of the Coach View.

    4.	The main coach.

    5.	A server script to do final actions, such as nulling out complex object instances to reduce general memory usage, as shown in Figure 3-13 on page 69.

    [image: ]

    Figure 3-13   Unit test Human Service inspiration pattern

    3.1.3  Change event handler introduction

    If you want to make your Coach View react to changes in the business data variable, you must implement the change event handler. Each time the business data variable instance that is bound to the coach is changed, the Coach View framework triggers the change event handler.

    Let us look at a change event handler; you can put a console log in to the change event to inspect the event object in Firebug, as shown in Figure 3-14.
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    Figure 3-14   Simple change event handler

    In Process Designer, you can place your custom Coach View on a Coach and bind it to a variable, as shown in Figure 3-15 on page 70.
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    Figure 3-15   Custom Coach View in Process Designer

    Then, you can see what happens in the Firebug console when you change the value, as shown in Figure 3-16.
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    Figure 3-16   Change event in Firebug

    You can see that the old value and the new value are contained in the event. Also, you can see the name of the variable that is bound to the Coach View, as shown in Figure 3-17 on page 71. 
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    Figure 3-17   Relationship between private variable name and event property

    The name of our business data variable in our sample was myText, but the property attribute has the value someText, as shown in Figure 3-17. This is the name of the variable that was bound to the Coach View instance in the Coach. 

    Filter change event

    To change the text that is displayed by the Coach View, you need to capture the new value of the bound variable when it changes. The change event handler is triggered each time the value of the bound variable changes. The handler receives an event object when a change is made.

     

    
      
        	
          Note: You can find more information about the change event handler in the information center that is found at the following website:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/rchangeevent.html

        
      

    

    In this sample, we want to change only the value that is shown by the Coach View if the event object contains a new value and if the new value is not the same as the old value. You can write a filter condition to reduce the number of updates to the span element to a minimum. 

     

    
      
        	
          Note: Filtering events is important, especially when expensive operations are called in your change logic. For example, if a back-end integration that takes some seconds to run is called as a result of a change, you want to ensure that it is not called unnecessarily. 

        
      

    

    In this sample, we added a filter that checks that the event type is not config because configuration options also use events, but we do not want to update the span if a configuration option of our Coach View is updated. In the change event handler, the event type is either a “config” value or undefined / null. If the event type is not a “config” value, there is an indicator that business data was changed, as shown in Figure 3-18. 
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    Figure 3-18   Change event handler with filter

    In this condition, update the innerHTML of the span element with the new value. With Firebug, you can now validate if this works as expected, as shown in Figure 3-19 on page 73.
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    Figure 3-19   Change event in Firebug

    3.2  Read/Write configuration options

    Configuration options can be used so that a Coach View can interact with other Coach Views. Typical configuration options contain data only used within your Process App, for example, to help you to select the correct path and to keep state information.

    The value of a configuration option that is bound to a Coach View can be accessed through the API as follows:

    var myOption = !!this.context.options.myOption ? this.context.myOption.get(“value”) : null;

    Sample

    Let us look at a simple sample that gives insight in to how you can use configurations options. In this sample, extend the previous Display Text CV with a configuration option that allows you to change the text color. 

    First, create a configuration option in the Variables section. You can create a variable instance that is called color and a type that is named Color for it, as shown in Figure 3-20 on page 74. 
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    Figure 3-20   Add a custom typed configuration option

    The new type should be a Simple Type of the Selection type. This type makes the configuration option appear as a select box in the Coach View instance configuration. You can specify all potential values in the Selection Validation part, as shown in Figure 3-21.
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    Figure 3-21   Create selection type

    Now, when you create an instance of the Coach View in the designer by using it on a Coach, you see a drop-down menu with the options that were defined in the configuration section of the Coach View, as shown in Figure 3-22.

    [image: ]

    Figure 3-22   Selection type in a Coach View instance configuration

    Inline JavaScript

    You can now extend the Coach View implementation. In this sample, add a color variable to the Inline JavaScript, as shown in Figure 3-23.
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    Figure 3-23   Sample Inline JavaScript

    Use the following lines for the variable:

    var _this

    	, span

    	, text

    	, color;

    Loading

    Now, you can extract the initial value that is assigned to the configuration option through data binding. For this sample, add the following lines to the load event handler with a default value of red, as shown in Figure 3-24 and Example 3-2. This value is used if no option is selected by the user. 
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    Figure 3-24   Sample Load event handler

    Example 3-2   Assigning values during load
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    _this = this;

    text = this.context.binding ? this.context.binding.get("value") : "";

    span = this.context.element.getElementsByTagName("span")[0];

    color = this.context.options.color ? this.context.options.color.get("value") : "red";
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    Asynchronous Module Definition dependency

    Asynchronous Module Definition (AMD) dependencies are used to load libraries into Coach Views.

     

    
      
        	
          Note: More information about AMD in Dojo can be found at the following website: 

          https://dojotoolkit.org/documentation/tutorials/1.8/modules/ 

        
      

    

    You can now extend the view event handler to change the color of the text. In this sample, add a Dojo library to the AMD dependencies. Use the dom-style library. For more information about the dom-style library, go to the following website:

    https://dojotoolkit.org/reference-guide/1.8/dojo/dom-style.html 

    To use the library, you create an alias, as shown in Figure 3-25 on page 77.
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    Figure 3-25   Defining AMD dependencies

    View

    Now, you can use the library, as shown in the Dojo reference in the view function.

    See Figure 3-26 for a sample view event handler.
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    Figure 3-26   Sample view event handler

    Here is the content of the Dojo reference:

    span.innerHTML = text;

    domStyle.set( span

      , { "color": color

        , "backgroundColor": "yellow" }

    );

    For the span element in this sample, set a style for color and backgroundColor. For the color tag, use the value of the color variable instance. For backgroundColor, hardcode yellow as the value, as shown in Figure 3-26. 

    If you now run the Human Service that you created before to test the custom Coach View, it shows the dialog box that is shown in Figure 3-27.
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    Figure 3-27   Sample dialog box (red text)

    You see that the text is colored in red and the background is set to yellow. If you change the configuration option to green and run it again, the text changes to what is shown in Figure 3-28.
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    Figure 3-28   Sample dialog box(green text)

    3.3  Complex objects

    Earlier, we showed how your Coach Views can react to changes in the values of simple variables, such as string typed variables. In contrast, complex object changes are not automatically propagated. If an attribute value changes, other controls that also bind to that attribute are not automatically notified about a value change. Instead, you can use the Coach Framework to have complete control of binding to and propagating changes to better optimize performance. 

    Sample

    In this sample, create a business object named Totals with three attributes, as shown in Figure 3-29 on page 79. 
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    Figure 3-29   Complex object definition

    For this sample, create a Human Service. It is a preferred practice to initialize complex objects before using them in a Coach. In this sample, do this in the first server script of the Human Service, as shown in Figure 3-30. 
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    Figure 3-30   Sample Human Service unit test

    To simulate how the Coach View responds to external data binding changes in this sample, add a server script to the Human Service that adds an item to the totals list. This server script is run when you click the Add Item button that is specified on the Coach. This action adds an item to the list of totals, as shown in Figure 3-31 on page 81. 
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    Figure 3-31   Boundary Events in a Human Service

    In this sample, you can now create the Coach View Totals Computation CV for a list of total objects. You can create the Coach View by using the process that is described in 3.1.1, “Accessing business data” on page 58. In this sample, bind it on the Coach to the list of totals that you initialized in the Human Service, as shown in Figure 3-32. 
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    Figure 3-32   Table binding

    AMD dependencies

    For compatibility with older browsers such as Internet Explorer 8, use the dojo/_base/array implementation for arrays in this sample. Add an alias for arrays through AMD dependencies, as shown in Figure 3-33. Instead of the Dojo implementation, you might have chosen another Ajax frameworks implementation. 

    [image: ]

    Figure 3-33   AMD dependency for a Dojo array

    Inline JavaScript

    In the Inline JavaScript section in this sample, which is shown in Example 3-3 on page 83, specify a set of functions that you use to manage handlers that are used to update totals. Use an approach that is suggested in the information center that is found at the following website:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r0m1/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/runload.html

    First, create an empty list of handlers. This array contains handlers for all items in the totals list. Here is the empty list:

    this.connectHandles = [];

    Create a handler for one item in the totals list and add the handler to the array of item handlers. Use this handler to react to changes in the cost and people attributes. When one of the two values is changed, a total is calculated from these values and the value is updated in the table.

     

    
      
        	
          New event handler option: Version 8.5 has a new feature that you can use to reduce the memory footprint of Coach Views that are used multiple times on a Coach. More information about the new Prototype-level event handler option can be found in 3.6, “Preferred practices for developing Coach Views” on page 101.

        
      

    

     

    Example 3-3   Manage the handlers
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    this.setBindingHandler = function(config) {

      var item = config.item;

      this.connectHandles.push(

        item.bindAll( function ( data ) {

          var costs = this.get("costs") ? this.get("costs") : 0;

          var people = this.get("people") ? this.get("people") : 0;

          item.set("total", people * costs);

        }, item)

      );

    }

    #You can remove all active handles through the remove handles function:

    this.removeHandles = function () {

      console.log("removeHandles this", this);

      if (this.bindAllHandle) { this.bindAllHandle.remove(); }

      array.forEach(this.connectHandles, function(handle) {

        if ( handle ) { handle.remove(); }

      });

      this.connectHandles = [];

    }

    #Add handles for all relevant actions through this function.:

    this.addHandles = function () {

      this.bindAllHandle = this.context.binding.get("value").bindAll(this.bindAllChange, this);

      var totals = this.context.binding.get("value");

      for (var x = 0; x < totals.length(); x++) {

        this.setBindingHandler( { item: totals.get(x) } );

      }

    }

    #Refresh all handles by removing them and then adding them again:

    this.refreshItemBindings = function () {

      this.removeHandles();

      this.addHandles();

    }

    #If a new item is added to the totals list, refresh the bindings:

    this.bindAllChange = function(event) {

      if ( event.newVal !== null &&

           event.newVal !== undefined &&

           event.newVal !== event.oldVal ) {

        this.refreshItemBindings();

      }

    } 
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    Loading 

    In this sample, add all relevant handles by calling the addHandles that you defined in Inline JavaScript on load:

    _this = this;

    this.addHandles();

    Unloading 

    During the unload in this sample, call the removeHandles function that you defined in Inline JavaScript that releases all relevant handles:

    this.removeHandles();

    Changes

    Refresh all bindings if a change of the business data is detected:

    if ( event.newVal !== null &&

         event.newVal !== event.oldVal &&

         event.type !== "config" ) {

      this.refreshItemBindings();

    }

    Output

    When you run the Human Service, the window looks like Figure 3-34. When you change one of the cost or people values, the handlers that you created in the sample trigger a recalculation of the total.
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    Figure 3-34   Table sample output

    3.4  Back-end integration

    If you want to retrieve more data while a Coach is running on the browser, you have a set of options. You can retrieve data through the Ajax service construct or you can trigger a Boundary Event. More information about this topic can be found at the following website:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/modeling/topic/building_ajax_service.html

    Boundary Events can be triggered through buttons or the Coach View framework. More information about this topic can be found at the following websites:

    •http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/rstockcontrols_button.html

    •http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/rcontext.html

    3.4.1  IBM BPM Ajax call

    IBM BPM provides Ajax Service type services. In Coach Views, you can define an Ajax Service as configuration option. A set of the standard controls, such as the Select control, support the usage of Ajax Services to load content asynchronously. 

    The following sample shows how you can create a custom Coach View that performs an Ajax call by using the Ajax Service. You can use this method to gather business data asynchronously instead of loading it up front on the server side, which can make Coaches more responsive. 

    When data is loaded before the Coach in a Human Service, this action delays the loading of the Coach. When data is loaded asynchronously, you can load data while the page is being rendered on the client side. Because complex UIs might require processor-intensive work on the client side because of heavy JavaScript usage, it makes sense to start the rendering as soon as possible and to load data in the meanwhile.

     

    
      
        	
          Notes: Most browsers have a limit for concurrent Ajax connections. You must keep in mind these limits and avoid making excessive Ajax calls.

        
      

    

    Variables

    For this sample, create a configuration option of the Service type. You can then specify a default Ajax Service implementation. The selected service defines the interface for potential Ajax Services that can be used with this Coach View, as shown in Figure 3-35.
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    Figure 3-35   Coach View with Ajax Services

    Inline JavaScript

    In the Inline JavaScript section in this sample, specify a set of local variables and the getParams function that is used to define the configuration for the Ajax Service. Set the parameters that you send to the Ajax Service as input. Define the callback function that is called when the Ajax Service returns a result. Define an error handler, as shown in Example 3-4.

     

    
      
        	
          Note: For versions of IBM BPM before Version 8.5, you must remove the @metadata attribute. In Version 8.5, this might not be necessary anymore. 

        
      

    

    Example 3-4   Inline JavaScript for the getParams function
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    var _this

      , results

      , myData

      , service;

      

    this.getParams = function(config) {

      var params = {

          params: JSON.stringify(config.inputs)

        , load: function(data) {

          var result = data.results;

          delete result['@metadata'];

          for (var x = 0; x < result.items.length; x++) {

            delete result.items[x]['@metadata'];

          }

          _this.context.binding.set("value", result);

        }

        , error: function(error) {

          console.error("error", error);

        }

      };

      return params;

    }
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    Loading

    In the load event handler in this sample, populate the local variables that were defined in the Inline JavaScript with the initial data from the variables to which the Coach View instance was bound. Do the same for the service, and in this sample, call the Ajax Service directly on load. Call the getParams function that was defined in the Inline JavaScript, as shown in Example 3-5.

    Example 3-5   Populating local variables
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    _this = this;

    results = this.context.binding ? this.context.binding.get("value") : null;

    myData = this.context.options.myData ? this.context.options.myData.get("value") : null;

    service = this.context.options.getListData;

    service(this.getParams( { inputs: { myData: { name: myData.get("name") } } } ));
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    Calling

    In Firebug, you can inspect the Ajax call and look at the response from the server, as shown in Figure 3-36.
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    Figure 3-36   Example Ajax call result

    3.4.2  Boundary Event

    Simple Boundary Events happen if you click a button. If the outgoing path on the Coach that corresponds to the button is going to another Coach, you are taken to a new page where the next Coach is rendered, as shown in Figure 3-37.
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    Figure 3-37   Simple Coach flow

    If you go to a service instead of to another Coach, the behavior is different. No page transfer happens, just data that was changed or added by the service is sent back to the Coach through an Ajax call that is done by the Coach View framework. 

    In Figure 3-38, the Get Data server script is called when you click Fetch Data in the Coach, as shown in Figure 3-39.
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    Figure 3-38   Coach flow with Boundary Event
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    Figure 3-39   Coach designer

    Triggering

    You can also programmatically trigger a Boundary Event from within a Coach View by selecting the Can Fire a Boundary Event option in the Overview tab, as shown in Figure 3-40. 
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    Figure 3-40   Enable triggers

    This option triggers the Boundary Event programmatically depending on the conditions that you implement. You can use the following API call to trigger a Boundary Event:

    this.context.trigger();

    Sample

    Here you can look at a sample usage of the trigger API. In this sample, we want to show only a Coach View if three dependent Select boxes are filled, as shown in Figure 3-41 on page 91. 
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    Figure 3-41   Trigger sample in Firebug

    The Human Service is shown in Figure 3-42. When the trigger API is called, the Change Visibility server script is called.
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    Figure 3-42   Triggers in a Human Service

    In the Change Visibility option, toggle the visibility for the lower Coach View as follows:

    tw.local.visibility = tw.local.visibility == "NONE" ? "DEFAULT" : "NONE";

    Inline JavaScript

    In this sample, define the local variables in the Inline JavaScript section. as follows:

    var visibility

    	, continent

    	, country

    	, province;

    When a value changes, the changeBinding function is called. First, check if a value changed. Only if a change of a relevant attribute is detected do you update the local variable with the new value and show that a change happened by setting the helper variable doTrigger to true. 

    If you see that one of the relevant attributes changed, update the local private variable and update the doTrigger variable to show that something changed, as shown in Example 3-6. 

    Example 3-6   Populating variables
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    this.changeBinding = function (event) {

      var binding = this.context.binding.get("value");

      var doTrigger = false;

      if ( event.type !== "config" &&

           event.newVal &&

           event.newVal != event.oldVal ) {

        if (event.property === "continent") {

          continent = event.newVal;

          doTrigger = true;

        } else if (event.property === "country") {

          country = event.newVal;

          doTrigger = true;

        } else if (event.property === "province") {

          province = event.newVal;

          doTrigger = true;

        }

      }

      console.log("Data: ", continent, country, province);
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    In the second block, check if all private values have a value and that there was a change of one of the values. Check the helper variable doTrigger to detect a change. Only when all the conditions match do you call the trigger API, as shown in Example 3-7.

    Example 3-7   Checking for value changes
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    if ( this.context &&

           continent !== null &&

           continent !== "" && 

           country !== null &&

           country !== "" &&

           province !== null &&

          province !== "" &&

           doTrigger ) {

        this.context.trigger();

      }

    }
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    Loading 

    In this sample, gather information from the bindings and initialize the local variables with the bound values, as shown in Example 3-8. 

    Example 3-8   Initialize local variables
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    var binding = this.context.binding.get("value");

    visibility = this.context.options.visibility ? this.context.options.visibility.get("value") : "";

    continent = binding ? binding.get("continent") : null;

    country = binding ? binding.get("country") : null;

    province = binding ? binding.get("province") : null;
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    Bind to the changes of the three attributes. Call the changeBinding function that you defined in the Inline JavaScript when a change of the attribute values is detected, as shown in Example 3-9. 

    Example 3-9   Use of the changeBinding function
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    if (binding) {

      this.continent = binding.bind("continent", this.changeBinding, this);

      this.country = binding.bind("country", this.changeBinding, this);

      this.province = binding.bind("province", this.changeBinding, this);

    }
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    Unloading 

    In this sample, release the handlers in the unbind event handler, as shown in Example 3-10.

    Example 3-10   Releasing the handlers
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    if (this.continent) { this.continent.unbind(); }

    if (this.country) { this.country.unbind(); }

    if (this.province) { this.province.unbind(); }
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    3.4.3  Dojo XMLHttpRequest (XHR)

    Instead of using the Ajax Service construct directly, you can also call it through the IBM BPM Representational State Transfer (REST) API. More information about this topic can be found at the following address:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/tajaxservice.html

    This method is useful if you want to have more control over how the call is done. In this sample, use dojo.xhrPost, which allows you, for example, to define a custom timeout for a call to a REST API. More information about this topic can be found at the following website:

    http://dojotoolkit.org/reference-guide/1.8/dojo/xhrPost.html

    Let us look at a sample that is the same as the Ajax Service sample before, but this time use Dojo to do the REST call.

    Variables

    In the variables section, do not define the Ajax Service because you are using the REST API directly, as shown in Figure 3-43 on page 95.
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    Figure 3-43   Configuration option with complex object type

    Inline JavaScript

    Define the local variables that you use in the other event handlers:

    var _this

    	, results

    	, myData

    	, xhrArgs

    	, deferred;

    Specify the getXhrArgs function that you use to prepare the arguments for the actual xhr call. Specify the URL of the REST API, the parameters that are sent through POST, and how you want to handle the response, as shown in Example 3-11 on page 96. 

     

    
      
        	
          Note: You can find more information about this IBM BPM REST call in the information center that is found at the following address:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.ref.doc/rest/bpmrest/rest_bpm_wle_v1_service_instanceid_post_start.htm

          Preferably, the URL should not be hardcoded because, for example, the /rest/ part of the IBM BPM REST URL might vary by environment. 

        
      

    

    Example 3-11 shows that you can extend the xhr arguments. For example, you can add the timeout setting here.

    Example 3-11   Extending the xhr arguments
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    this.getXhrArgs = function(config) {

      return {

          url: "/rest/bpm/wle/v1/service/RB01@getAddressData"

        , content: { accept: "application/json"

                   , params: JSON.stringify(config.inputs)

                   , createTask: false

                   , parts: "all"

                   , action: "start"

                   }

        , handleAs: "json"

      }

    };
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          Ajax Service as configuration option: If you want to refer to an Ajax Service that was defined as configuration option, you can extract the URL for the service through the following API call:

          this.context.options.myOptionService.url

        
      

    

    Loading 

    During the loading process, populate the local variables with data that is bound to the Coach View instance, as shown in Example 3-12. 

    Example 3-12   Populating local variables
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    _this = this;

    results = this.context.binding ? this.context.binding.get("value") : null;

    myData = this.context.options.myData ? this.context.options.myData.get("value") : null;
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    Call dojo.xhrPost and provide it with the arguments that you prepare by calling the getXhrArgs function that was defined in the inline JavaScript, as shown in Example 3-13. 

    Example 3-13   Calling dojo.xhrPost
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    deferred = dojo.xhrPost(this.getXhrArgs( { inputs: { myData: { name: myData.get("name") } } } ));

    [image: ]

    The xhrPost call returns a deferred object; use this object to define the callback function and an error handler. When xhr returns a result, update the local binding with the returned value, as shown in Example 3-14.

    Example 3-14   Updating the local binding
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    deferred.then( function(value){

      _this.context.binding.set("value", value.data.data.results.items);     

    } , function(error){

        console.error("error", error);        

    });
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    3.5  DOM manipulation

    If you want to manipulate the content of your Coach programmatically, the Dojo dom-construct library can be a significant aid. You can easily, for example, add a span programmatically to your custom Coach View. You can also use any other Ajax frameworks in the DOM manipulation library. 

    For example, if you want to show an image in a Coach View, you can use the library to create an image tag and to place the image, for example, into a div. To build the sample, put a div tag into a Custom HTML block in the Layout section, as shown in Figure 3-44.
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    Figure 3-44   Define a base div element

    Inline JavaScript

    You can now create the local variables in the Inline JavaScript section:

    var _this

    	, div

    	, img;

    Loading

    In the load event handler, take the div element and create an img element with domConstruct.create. Then, you can place the new element in to the existing div element, as shown in Example 3-15. 

    Example 3-15   Creating new elements
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    div = this.context.element.getElementsByTagName("div")[0]; 

    img = domConstruct.create("img");

    domConstruct.place(img, div, "last");
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    You can use the dom-attr Dojo library to assign the src attribute to the img element. You can refer to an image in the managed files. You can use the com_ibm_bpm_coach.getManagedAssetUrl framework function to obtain the URL where the image can be found, as shown in Example 3-16.

    Example 3-16   Assigning a source attribute
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    domAttr.set(img, "src", com_ibm_bpm_coach.getManagedAssetUrl( "dialog-information-2.png" , com_ibm_bpm_coach.assetType_WEB ) );
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    AMD dependencies

    You must add the following AMD dependencies before you can run the Coach View the first time, as shown in Figure 3-45. 
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    Figure 3-45   AMD dependencies

    Output

    When you run a Coach with this Coach View, you see the dialog box that is shown in Figure 3-46 on page 99.
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    Figure 3-46   Output

    3.5.1  Content box

    A content box allows you to add content to a custom Coach View at design time. So, if you want to allow a user of your Coach View to specify the content of some parts of the Coach View in Process Designer, you can use the content box control. More information about this topic can be found at the following website:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/ccontrols.html

    To show how you can use the content box, you can extend the sample by adding a tooltip that is shown when you hover your cursor over the image. The content of the tooltip is modeled at design time in Process Designer in a content box, as shown in Figure 3-47. 
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    Figure 3-47   Content box

    At run time, the content that is specified in the content box is moved in to the tooltip, as shown in Figure 3-48. 
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    Figure 3-48   Output with tooltip

    Inline JavaScript

    Define the following local variables:

    var div

    	, img

    	, myDialog

    	, myButton

    	, contentBox;

    Loading 

    In the load event handler, you can search for the content box in the scope of your Coach View instance. In this case, use the querySelector function and then search for the ContentBox class that is assigned to the content box div element. Then, create a TooltipDialog instance following the examples from the Dojo toolkit website:

    https://dojotoolkit.org/reference-guide/1.8/dijit/TooltipDialog.html

    Now, move the content box to the dialog instance by assigning the dom node to the content attribute, as shown in Example 3-17.

    Example 3-17   Assigning the dom node to the content attribute
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    div = this.context.element.getElementsByTagName("div")[0]; 

    img = domConstruct.create("img");

    domConstruct.place(img, div, "last");

    domAttr.set(img, "src", com_ibm_bpm_coach.getManagedAssetUrl( "dialog-information-2.png"

                                                                , com_ibm_bpm_coach.assetType_WEB ) );

    contentBox = this.context.element.querySelector(".ContentBox");

    myDialog = new TooltipDialog( { onMouseLeave: function(){ popup.close(myDialog); } });

    myDialog.attr('content', contentBox);

    on( img, 'mouseover', function(){

      popup.open( { popup: myDialog

                  , around: img

                  });

    });
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    AMD dependencies

    You must add some additional AMD dependencies for the Tooltip Dialog control. You must do this so that the correct dependencies are imported and accessible within your Coach View, as shown in Figure 3-49 on page 101.
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    Figure 3-49   AMD dependencies for Tooltip Dialog control

    3.5.2  Sample download

    You can find the samples of this chapter in the IBM BPM wiki at the following website:

    http://bpmwiki.blueworkslive.com/display/samples/Coach+View+Samples

    3.6  Preferred practices for developing Coach Views

    This section is a compilation of preferred practices that should be adopted when you create custom Coach Views.

    3.6.1  Cascading style sheets

    This section covers the guidelines for using CSS in custom Coach Views.

    Making all styles extensible

    When you create custom Coach Views, you can show the look and feel of your Coach Views through CSS classes. The users of your Coach View can easily change the look and feel of your Coach View without having to change the source code (copy and modify).

    When you author Coach Views, do not make style definitions inline, as shown in the following example:

    <div style="background:red;"> content 

    </div>

    Instead, use explicit classes, as shown in the following example:

    .myClass { background: red; }

    Then, use these classes when defining your Coach View, as shown in the following example:

    <div class=“myClass”> 

      content 

    </div>

    The users of your Coach View can change the look and feel by overriding the class, as shown in the following example:

     .myClassOverride .myClass 

     { background: blue; }

    Inheriting the look and feel from the Stock Coach Views 

    When you create a Coach View, it is a preferred practice to match the look and feel of the Stock Coach Views (the Coach Views that come with IBM BPM). For example, if you want to match the look and feel of the Stock Coach Views, you must use the IBM BPM Coach View framework CSS style that is included in the coach_ng_controls.cc CSS file.

    Two different approaches can be taken. Which approach you take depends on whether the Stock Coach View that you want to emulate is implemented as HTML (that is, the Button Coach View) or as a Dojo dijit (that is, the Text Coach View).

    Emulating an HTML-based Stock Coach View

    If the Stock Coach View you want to emulate was implemented as HTML (that is, the Button Coach View), complete the following steps:

    1.	Include in your Coach View the CSS that defines the look and feel of the Stock Coach Views. To do so, add coach_ng_controls.css to the Included Scripts folder, as shown in Figure 3-50 on page 103.
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    Figure 3-50   Included Scripts

    2.	To apply the styles you want you use in your Coach View, add the Custom HTML Coach View, as shown in Figure 3-51.
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    Figure 3-51   Custom HTML

    3.	Then, use the CSS classes (BPMButton and BPMButtonBorder, as shown in Figure 3-52) that are defined in coach_ng_control.css (this file can be found in the Coaches toolkit in the Files folder).
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    Figure 3-52   Adding CSS classes

    To determine what class to select, either use browser tools such as Firebug or open coach_ng_controls.css.

     

    
      
        	
          Formatted content: In Version 8.0.1.2 and Version 8.5.0.1 or higher, this CSS file is put through a Dojo build, so it is compressed and comments are removed. To see the formatted content, use a web browsers’ built-in debugger (for example, Firebug) or CSS formatting tools.

        
      

    

    Figure 3-53 shows three Coach Views that are rendered in a web browser.
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    Figure 3-53   Custom Button Coach View - runtime view

    The first one is a Stock Coach View Button. The second one is a Custom Button Coach View without any CSS styling applied. The third one is a Custom Button Styled Coach View with CSS classes from the coach_ng_control.css file applied so that the custom Coach View mimics the look and feel of the Stock Coach Views.

    Emulating a Dojo dijit-based Stock Coach View

    If the Stock Coach View that you want to emulate was implemented as a Dojo dijit (that is, Text Coach View), complete the following steps:

    1.	Use Firebug to look for the CSS classes and the div structure that is used in the Stock Coach View that you want emulate.

    2.	Open the coach_ng_controls.css file (you can find it in the Files folder in the Coaches toolkit) and copy the relevant CSS classes from that file in to the Inline CSS editor, as shown in Figure 3-54.
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    Figure 3-54   AMD dependencies for tooltip

    Figure 3-55 on page 105 shows four Coach Views that are rendered in a web browser.
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    Figure 3-55   Custom Text Coach View - runtime view

    The first one is a Stock Text Coach View. The second one is a Custom Text Coach View without any CSS styling applied. The third one is a Custom Text Styled Coach View with CSS classes from the coach_ng_control.css file applied so that the custom Coach View mimics the look and feel of the Stock Coach Views. The fourth one is also a Custom Text Styled Coach View with CSS classes applied, which shows that the selected look and feel mimics the Stock Text Coach View.

    Example 3-18 shows the CSS code that is used to accomplish the look and feel of the Stock Text Coach View.

    Example 3-18   CSS code
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    /* Text */

    .CVTextInput {

        /* added to make style as close to stock text control */

        width: 100%;

        padding-bottom: 2px;

        padding-top: 2px;

        

        /* from coach_ng_cnotrols.css */

        background-color:#FFF;

        border:1px solid #bbb;

        color:#2d2d2d;

        background-image: linear-gradient(bottom, rgb(255,255,255) 50%,    rgb(239,239,239) 100%);

        background-image: -o-linear-gradient(bottom, rgb(255,255,255) 50%, rgb(239,239,239) 100%);

        background-image: -moz-linear-gradient(bottom, rgb(255,255,255) 50%, rgb(239,239,239) 100%);

        background-image: -webkit-linear-gradient(bottom, rgb(255,255,255) 50%, rgb(239,239,239) 100%);

        background-image: -ms-linear-gradient(bottom, rgb(255,255,255) 50%, rgb(239,239,239) 100%);

        background-image: -webkit-gradient(

    linear,

    left bottom,

    left top,

    color-stop(.5, rgb(255,255,255)),

    color-stop(1, rgb(239,239,239))

    );

        /* include rules from .dijitReset */

        font-family: inherit;

        font-size: inherit;

        font-size-adjust: inherit;

        font-stretch: inherit;

        font-style: inherit;

        font-variant: inherit;

        font-weight: inherit;

        line-height: normal;

    }

    /* from coachng_cnotrols.css */

    .CVTextInput:hover {

    border-color:#999;

    }

    /* from coachng_cnotrols.css */

    .CVTextInput:focus {

    border:1px solid #1b75bc;

    -moz-box-shadow: 0 0 2px 1px rgba(27,118,188,.9);

    -webkit-box-shadow: 0 0 2px 1px rgba(27,118,188,.9);

    box-shadow: 0 0 2px 1px rgba(27,118,188,.9);

    }

    /* Sets the width of the text control */

    .CVTextContent {

        width: 15em;

    }

    .CVTextLabel {

    color:#000;

    font-weight:bold;

    letter-spacing:.3px;

    }
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    3.6.2  Coach View visibility

    When you create a Coach View, the Visibility property automatically is made available. In the Visibility page, the users of your Coach View can set the runtime visibility properties in the Coach by using Value, Rule, or Script options, as shown in Figure 3-56 on page 107.  
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    Figure 3-56   Visibility - in Coaches

    These visibility options are available only for coach view instances in a Coach, and not Coach Views. Coach Views have only the “value” visibility style, as shown in Figure 3-57.
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    Figure 3-57   Visibility - in Coach Views

    Your custom Coach View must implement these visibility settings.

    Figure 3-58 shows two Coach Views that are rendered in a web browser. In the parent Coach that includes these Coach Views, the Visibility was set to Read only for both.

    The top Coach View is a Stock Text Coach View. It acknowledges the visibility setting, but it is not editable. The second one is a custom Text Coach View that did not implement the visibility logic; it is editable even though the Visibility was set to Read only.
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    Figure 3-58   Read only visibility at run time

    Implementing visibility in a custom Coach View

    Internally, the visibility settings are DEFAULT (the code equivalent of same as parent), EDITABLE, REQUIRED, READONLY, NONE, and HIDDEN. When you create a custom Coach View, you must provide support for the visibility settings in the view() handler, as shown in Figure 3-59.
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    Figure 3-59   Implementing visibility in a Coach View

    A recommended way to implement the visibility logic is to copy the code from a Stock Coach View that is similar to your custom Coach View.

    The visibility logic must be implemented in the view() handler. It is not necessary to implement the change() handler. If the change() handler is not implemented, the view() handler is called if a change occurs in the bindings of the Coach View.

    As an example, examine the visibility logic in the Text Stock Coach View’s view() handler, which is shown in Example 3-19. 

    Example 3-19   Visibility logic in the Text Stock Coach View’s view() handler
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    var visibility = utilities.handleVisibility(this.context, null, [this.comboBox]);

    if (visibility != "NONE" && visibility != "HIDDEN" || this.isShown == undefined) {

    this.isShown = true;

    var span = this.context.element.getElementsByTagName("span")[0];

    var img = this.context.element.querySelector("img");

    if (visibility == "READONLY") {

    // show the span

    this.context.setDisplay(true, span.parentNode);

    // hide the "text input"

    this.context.setDisplay(false, this.comboBox.domNode);

    } else {

    // hide the span

    this.context.setDisplay(false, span.parentNode);

    // show the "text input"

    this.context.setDisplay(true, this.comboBox.domNode);

    }

    if (visibility == "REQUIRED") {

    var label = labelDiv.querySelector(".controlLabel");

    domClass.add(label, "BPMRequired");

    this.comboBox.set("required", true);

    } else {

    var label = labelDiv.querySelector(".controlLabel");

    domClass.remove(label, "BPMRequired");

    this.comboBox.set("required", false);

    }
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    Note how the code in Example 3-19 on page 108 covers all the states: DEFAULT, EDITABLE, REQUIRED, READONLY, NONE, and HIDDEN.

     

    
      
        	
          Note: The code in Example 3-19 on page 108 refers to utilities, which come from the utilities.js file that is included in IBM BPM, as shown in Figure 3-60. To use the code in utilities.js, you must first include it in Included Scripts and then create an AMD alias, as shown in Figure 3-61.
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    Figure 3-60   utilities.js location
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    Figure 3-61   Create an AMD alias for utilities

    3.6.3  Providing Coach View information

    As with Stock Coach Views, a custom Coach View should supply basic information to make it easier to find and use it. 

    Tags

    Add at least one tag to your custom Coach View, as shown in Figure 3-62. 
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    Figure 3-62   Coach View tags

    The Coach Editor in Process Designer uses these tags to categorize the Coach View on the palette, as shown in Figure 3-63.
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    Figure 3-63   Tags in the Coach palette

    Coach Editor considerations

    Provide meaningful icons for the Coach Editor palette icon and a layout image, as shown in Figure 3-64 on page 111.
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    Figure 3-64   Coach View authoring time icons

    The icon images should be first imported as web files into your toolkit, as shown in Figure 3-65.
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    Figure 3-65   Coach View authoring time icons – web files

    To set the palette and layout icons in your custom Coach View, click the Overview tab. Then, select the icon files in the Preview section, as shown in Figure 3-66.

    [image: ]

    Figure 3-66   Specifying Coach View authoring time icons

    3.6.4  Boundary Events 

    Boundary Events are client-side browser events that you might want to propagate back to the server. At run time, Boundary Events are implemented as an Ajax call to the server, Boundary Events are recognized in the Human Service editor. At authoring time in the Human Service Editor, you can add wires to Boundary Events to run the client request. 

    Here are some key uses of Boundary Events: 

    •Navigate to the next step in Human Service flow.

    •Perform server-side validation.

    •Get more or new data from the server.

    To declare Boundary Events, in the Overview tab in the Coach View Editor, select the Can Fire Boundary Event check box, as shown in Figure 3-67.
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    Figure 3-67   Can Fire a Boundary Event setting

    To fire a Boundary Event, add JavaScript code to trigger the event at the appropriate time by using this.context.trigger(callback, options):

    function() 

      {

        // when boundary event completes execute this code  

      }

    );

     

    
      
        	
          Note: For more information about the trigger() function, see the IBM Business Process Manager V8.5 information center that is found at the following website:

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/index.jsp?topic=%2Fcom.ibm.wbpm.wle.editor.doc%2Fdevelop%2Ftopics%2Frcontext.html

        
      

    

    Boundary Events: Performance considerations

    Boundary Events have a key advantage when they are used to refresh data from the server. For loopback scenarios where the data is committed and then the same Coach reopens, only the affected data is reloaded in the Coach View instead of the full page. For example, suppose Coach 1 (shown in Figure 3-68) contains a Custom Image Coach View with a Boundary Event that is defined to fire when the user clicks the image. In the Human Service Editor, it is possible to wire the Boundary Event to an Enterprise Content Management Service, which can be used to refresh the image from the server.
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    Figure 3-68   Firing a Boundary Event for updates

    Boundary Events are useful, but under some circumstances they might negatively impact server performance because the firing of Boundary Events causes a commit of the data from web client to the server. If many concurrent users are interacting with a Coach that is frequently generating Boundary Events, the server might become easily overloaded.

    3.6.5  Base Text Direction settings considerations

    IBM Business Process Manager can support languages that are written from right to left and languages that are written from left to right. In Process Designer, Base Text Direction support can be enabled by selecting File → Preferences → Capabilities → Base Text Direction, as shown in Figure 3-69.
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    Figure 3-69   Enabling Base Text Direction settings

    After Base Text Direction is enabled, the Base Text Direction settings display in the General tab in the Behavior window, as shown in Figure 3-70. 

    [image: ]

    Figure 3-70   Setting the Base Text Direction settings

    Table 3-1 on page 115 describes Base Text Direction settings.

    Table 3-1    Base Text Direction settings descriptions

    
      
        	
          Value

        
        	
          Description

        
      

      
        	
          Default

        
        	
          Inherit the text direction that is set in the user's profile.

        
      

      
        	
          Contextual

        
        	
          Display the text according to the first strong directional character in the string. For example, if the first strong directional character is from a right to left language, display the text from right to left. This setting applies to all text elements that a Coach View shows. For example, a Text stock control has an Arabic label but its contents are English. In this case, the text in the label is right to left and the text in the field is left to right. 

        
      

      
        	
          Left to Right

        
        	
          Display the text from left to right no matter what characters are in the text.

        
      

      
        	
          Right to Left

        
        	
          Display the text from right to left no matter what characters are in the text. 

        
      

    

    Supporting Base Text Direction

    All Stock Coach Views provide Base Text Direction support. To enable Base Text Support in your custom Coach View, you must retrieve the value of the Base Text Direction attribute and write code (typically in load() handler) that looks similar to Example 3-20.

    Example 3-20   Base Text Direction

    [image: ]

    var baseTextDirection = this.context.options._metadata.baseTextDirection && this.context.options._metadata.baseTextDirection.get("value") ? this.context.options._metadata.baseTextDirection.get("value") : utilities.BiDi.BASE_TEXT_DIRECTION._default;

    var textDir = 	baseTextDirection.toLowerCase() == utilities.BiDi.BASE_TEXT_DIRECTION._default ? 

    generalPrefTextDirection ? 

    utilities.BiDi.GENERAL_PREFERENCE_BASE_TEXT_DIRECTION.getValue(generalPrefTextDirection) : 

    "" :

    baseTextDirection.toLowerCase()== utilities.BiDi.BASE_TEXT_DIRECTION.contextual ? 

    "auto" : 

    baseTextDirection.toLowerCase();

     

    if (textDir == "ltr" || textDir == "rtl" || textDir == "auto") {

    args.textDir = textDir;

    }

    if (this.context.binding != undefined && this.context.binding.get("value") != undefined) {

    spanViewElement.innerHTML = 

     

    this.context.htmlEscape(this.context.binding.get("value")) :

    "&nbsp;";

    utilities.BiDi.applyTextDir(spanDivElement, spanDivElement.innerHTML, baseTextDirection, generalPrefTextDirection);

    this.comboBox.set('value', this.context.binding.get("value"));

    }

    if (this.context.options._metadata.label != undefined && this.context.options._metadata.label.get("value") != "") {

    labelViewElement.innerHTML = this.context.htmlEscape(this.context.options._metadata.label.get("value"));

    utilities.BiDi.applyTextDir(labelViewElement, labelViewElement.innerHTML, baseTextDirection, generalPrefTextDirection);

    }
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    3.6.6  Collaboration

    You can use IBM Process Portal to request help from experts and collaborate with experts and other users in real time to complete work on a task. The collaboration feature provides feedback behavior when multiple people work on the same Coach at the same time. 

    Defining collaboration behavior

    In most cases, Coach Views can rely on a Coach Framework to handle Coach Collaboration in IBM Process Portal. 

    However, there are a few exceptions, and they are usually associated with a container type of custom Coach Views (for example, Table or Tab). Typically, these container types of Coach Views show and hide content one at a time (for example, table pagination or tab transition); some additional logic is required to ensure that the UI shows consistent content during a collaboration session. 

    Enabling collaboration for container type Coach Views involves the APIs that are shown in Table 3-2 on page 117.

    Table 3-2   Collaboration APIs

    
      
        	
          Collaboration API

        
        	
          Description

        
      

      
        	
          context.triggerCollaboration(payload)

        
        	
          The Coach View can use this API to emit custom collaboration events to the collaborators (for example, tab transition).

        
      

      
        	
          collaboration(evt)

        
        	
          The Coach View should implement this lifecycle API to handle custom collaboration events.

        
      

    

    The Stock Table or Tab Coach Views can serve as samples. Example 3-21 shows the collaboration() handler implementation of the Stock Tab Coach View.

    Example 3-21   Collaboration() handler implementation
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    if (event.type == 'custom') {

      //do view specific stuff with event.payload, the following       is what Tab view may do:

      if (!!event.payload && event.payload != "") {

    var panes = this.tabContainer.getChildren();

    for (var i=0; i<panes.length; i++) {

      if (panes[i].id == event.payload) {

        this.tabContainer.selectChild(event.payload);

                    break;                   

    }

    }

       }

    } else {

      //call the super class view to handle the collab event

      CoachView.prototype.collaboration.apply(this, arguments);

    }
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    3.6.7  Validation

    IBM BPM Coach Framework provides a server-side validation capability that you can use to validate the data that is in the Coach before the flow proceeds to the next step in the service flow.

    To validate the data in a Coach before the flow proceeds to the next step in the service flow, you can add a validation node, as shown in Figure 3-71. When a Boundary Event is fired, the validation node runs first, and if a validation error is reported, a validation service for the control goes back to the Coach.
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    Figure 3-71   Server-side validation in Human Service

    Enabling server-side validation

    If your custom Coach View receives user input, you must take special steps to enable the server–side validation that is provided by the Coach Framework.

    The validate() handler is invoked when the validation service that is associated with the validate Boundary Event returns errors. The handler contains the logic to display error indicators and the error messages that are defined in the validation service. To ensure that your custom Coach View is consistent in the way it displays validation errors, use the Stock Coach Views for examples of presentation logic. 

    As shown in Figure 3-72 on page 119, a Stock Coach View with a validation error changes color and displays an error icon. When you hover hour cursor over the icon, an error message is shown.
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    Figure 3-72   Server-side validation - displaying validation errors

    The stock Text can serve as an example of how to implement the validate() handler, as shown in Example 3-22.

    Example 3-22   How to implement the validate() handler
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    var img = this.context.element.querySelector("img");

    var span = this.context.element.querySelector("span.coachValidationText");

    domClass.remove(this.context.element, "coachValidationContainer");

    domClass.add(img, "CoachView_hidden");

    span.style.visibility = "hidden";

    if (this.validateTooltip != undefined) {

      this.validateTooltip.destroyRecursive();

      delete this.validateTooltip;

    }

    if (event.type == "error") {

      for (var i=0; i<event.errors.length; i++) {

        var error = event.errors[i];

    if (error.view_dom_ids[0] == this.context.element.id) {

    domClass.add(this.context.element, "coachValidationContainer");

    domClass.remove(img, "CoachView_hidden");

    span.style.visibility = "";

    thisClass.add(this.context.element, "coachValidationContainer");

    domClass.remove(img, "CoachView_hidden");

    span.style.visibility = "";

    this.validateTooltip = new Tooltip({

    connectId: [img, span],

    label: error.message,

    position: ["above", "below", "before", "after"]

    });

    this.validateTooltip.onShow = function(){

    domClass.add(Tooltip._masterTT.domNode, "coachValidationTooltip");

    };

        }

      }

    }
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    3.6.8  Coach View configuration options

    Optionally, Coach View configuration options can be defined to provide users with ways to customize Coach View instances. 

    Defining a configuration data type

    Configuration options can be a set of specific values. For example, your custom Coach View’s configuration option might require a currency symbol from a predefined set of supported currency symbols.

    In such cases, do not use the built-in types, such as String. Instead, create a Business Object that is called CurrencyType, and for Definition Type use Simple Type, as shown in Figure 3-73. 
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    Figure 3-73   Defining a Simple Type

    Then, in your custom Coach View, select the CurrencyType for the type of your configuration option, as shown in Figure 3-74 on page 121.
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    Figure 3-74   Using Simple Types to define Coach View configuration options

    When you finish configuring your custom Coach View, the user sees only the valid currency types, as shown in Figure 3-75.
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    Figure 3-75   Configuration options selection when Simple Types are used

    This setting lets you avoid runtime errors and the need to check for a valid currency symbol during run time.

    Making configuration options more usable

    To make configuration options more usable, complete the following steps

    1.	In the Label field, provide a meaningful display name for the configuration property. 

    2.	Use the Documentation field to provide hover help text to help users understand how to use the settings.

    3.	Provide a Group Name to group several related configuration options, as shown in Figure 3-76.
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    Figure 3-76   Configuration options - defining documentation

    Note the Group Name (Currency Formatting Options) and Documentation (Use dropdown to select a valid configuration value) in Coach Editor, as shown in Figure 3-77.
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    Figure 3-77   Configuration options - documentation at authoring time 

    To ensure that your custom Coach Views can be used internationally, make sure to provide translations for the text of your Coach View. These translations can be provided by creating Localization Resources and then by adding these resources to the Localization Resources folder on the Variables page in a custom Coach View (Currency RB in Figure 3-78 on page 123).
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    Figure 3-78   Coach View globalization

     

    
      
        	
          Notes: For more information about creating Localization Resources, see the IBM Business Process Manager V8.5 information center that is found at the following website: 

          http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/buildcoach/topics/example_localizingacoach.html?resultof=%22%4c%6f%63%61%6c%69%7a%61%74%69%6f%6e%22%20%22%6c%6f%63%61%6c%22%20

        
      

    

    Promoting your configuration options

    You can promote your custom Coach View’s configuration options. A promoted configuration option appears in higher-level Coach Views, which vastly simplifies and enables Coach View reuse.

    Suppose in your custom Coach View (Parent) that you need to reuse another Coach View (Child). If you want the Child Coach View configuration options to be exposed to the Coaches that include it (or other Coach Vies that must include your Parent Coach View), you must promote the Child’s Coach Views configuration options.

    To accomplish this task, you must explicitly click Expose this configuration in the parent Coach View button in your custom Coach View, as shown in Figure 3-79  
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    Figure 3-79   Promoting configuration options

    Clicking this button creates a variable in your custom Coach View and binds it to the configuration option. Additionally, the user of your custom Coach View (Grandparent) can see and set the configuration options of the child Coach Views you include in your custom Coach View (Parent), as shown in Figure 3-80.
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    Figure 3-80   Promoted configuration option

    3.6.9  Label support

    If your Custom Coach View has a label, you must add support for it to ensure that your Coach View behaves as other Stock Coach Views do during run time (for example, when the custom Coach View is included inside the Table and Tab Coach View), and at authoring time in the Coach Editor.

    Runtime label support

    When a custom Coach View is included in the Table or Tab Coach View, the label should appear only once. In Figure 3-81, the Decimal Stock Coach View on the left shows the label only in the table header, and a poorly constructed Custom Coach View on the right shows the label inside the table cell. 
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    Figure 3-81   Runtime label support in Table Coach View

    The same incorrect behavior is shown in the Tab Coach View, as shown in Figure 3-82.
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    Figure 3-82   Runtime label support in Tab Coach View

    To enable label “hiding” in container type of Coach Views, such as Table and Tab in the view() handler of a custom Coach View, you must add code that is similar to the code that is shown in Example 3-23.

    Example 3-23   Label hiding
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    var labelDiv = this.context.element.querySelector(".outputTextLabel");

    if (this.context.options._metadata.label == undefined ||

        this.context.options._metadata.label.get("value") == "" ||

        (this.context.options._metadata.labelVisibility != undefined &&

         this.context.options._metadata.labelVisibility.get("value") == "NONE")) {

      // hide the label div

      this.context.setDisplay(false, labelDiv);

    } else {

      // show the label div

      this.context.setDisplay(true, labelDiv);

    }

    var visibility = handleVisibility(this.context);
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    The code in Example 3-23 on page 125 uses the labelVisibility property to determine whether the label should be shown or hidden.

    Authoring label support

    If your Custom Coach View has a label, the label does not appear in the Coach Editor or Coach View Editor by default. Even though the label value is defined, it does not appear in the Coach View Editor, as shown in Figure 3-83.
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    Figure 3-83   Authoring time label support 

    For the label to be visible at authoring time, you must select the Support a Label check box in the Overview tab of the Coach View Editor. Additionally, you should specify the default label position by using the Preview Label Position drop-down menu, as shown in Figure 3-84.
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    Figure 3-84   Configuring runtime label support

    This setting specifies only the authoring time preview support. If you have a configuration option to adjust the label position, the design time authoring does not reflect the setting; it should show the default. If you do not supply a configuration option for your label position and you have a hardcoded runtime label position, make sure that the preview label support matches the runtime support. 

    3.6.10  Coach Views runtime performance considerations

    This section describes runtime performance considerations when you are authoring custom Coach Views.

    Excessive change events

    Avoid unnecessary change event firing. Always check the value of configuration / binding before setting a new value. If a new value is the same as the old value, do not set the value again.

    Tab Coach View

    Tabs are all loaded up front (not lazy-loaded). Avoid putting too many tabs with many Coach Views in a single Coach, as it takes much time to render all the content even though only one tab is visible up front.

    If you cannot avoid many tabs with many Coach Views in each tab, implement a custom Tab Coach View that can handle lazy-load of the Dojo dijit controls.

     

    
      
        	
          Lazy-load for the Tab Coach View: If you are using IBM BPM V8.0.1.1, V8.0.2.1, or V8.5.0.1, you can download and install APAR JR47845. This APAR provides lazy-load support for the Tab Coach View. Only the selected tab has all the Dojo dijit controls instantiated. If you are using a IBM BPM version higher than Version 8.5, this lazy-loading feature is included in your version.

        
      

    

    Table Coach View

    Avoid showing many rows and columns when you use the Table Coach View. The pagination support in Table Coach View is only client-side. So, all data is still loaded on to the client, but only a portion of it is shown to the user. 

    If you cannot avoid many rows with many Coach Views in each row, implement a custom Table Coach View that can handle lazy-instantiation of the Dojo dijit controls.

     

    
      
        	
          Lazy load for the Table Coach View: If you are using IBM BPM V8.0.1.1, V8.0.2.1, or V8.5.0.1, you can download and install APAR JR47171. This APAR provides lazy-load support for the Table Coach View. Initially, data in the table is rendered as HTML. Only when you click a row are the Dojo dijit controls instantiated, assuming the user intends to edit the data. If you are using a IBM BPM version higher than Version 8.5, this lazy-loading feature is included in your version.

        
      

    

    Excessive Ajax calls

    Avoid using too many Ajax calls during the initial load to populate data. Browsers have a limited number of concurrent connections available and their logic to handle concurrent connections varies.

    Instead of using a data initialization Ajax call to the server, use a setup script step to preinstall the data before the Coach step, as shown in Figure 3-85.
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    Figure 3-85   Initializing Coach data in a Human Service

    Reducing the Coach View memory footprint

    Select the Prototype-level event handlers check box (available in Version 8.5 or higher) to reduce memory footprint and improve performance when you implement frequently reusable Coach Views, especially if multiple instances of the Coach Views are being used in a single Coach.

    Selecting this option means that the event handlers for the Coach View are in the prototype and not in every instance, as shown in Figure 3-86.
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    Figure 3-86   Enabling the Prototype Event Handler

    However, the JavaScript code that you use to create and access variables differs between Coach View instance-level event handlers and prototype-level handlers, as shown in Table 3-3.

    Table 3-3    Prototype-level event handler programming considerations

    
      
        	
          Instance-level event handlers

        
        	
          Prototype-level event handlers

        
      

      
        	
          Define the variable in the inline JavaScript of the Coach:

          View:var myVariable = "123";

        
        	
          Define the variable in the inline JavaScript of the Coach:

          View:this.myVariable = "123";

        
      

      
        	
          Access the variable in the load event:

          handler:if(myvariable == "123") { ... }

        
        	
          Access the variable in the load event: 

          handler:if(this.myvariable == "123") { ... }

        
      

    

    3.6.11  Coach Views development considerations

    This section describes development and coding tips when you are authoring custom Coach Views.

    Debugging 

    Always test your Coach / Human Services by clicking the orange Run Service button (followed by using native web browser debug tools, such as Firebug), and not the Debug Service button, as shown in Figure 3-87.
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    Figure 3-87   Debug Service

    When you use Debug Service, some artifact-loading side effects might occur, which might hide certain coding errors. This situation occurs because a “step” in the Debug Service debugger shows and loads the variable page in the debugger. As a result, any Boundary Events that use stay-on page return control back to the Coach.

    Using bind() and bindAll() APIs correctly

    Here are some preferred practices to use bind() and bindAll() APIs correctly:

    •Avoid using event handler change() as the callback; instead, use a different function as a callback handler.

    •Do not use lifecycle event change() as the callback handler, as shown in the following example:

    code:this.context.binding.get("value").bindAll(this.change);

    Instead, use a different function as the callback handler, as shown in the following example:

    this.context.binding.get("value").bindAll(myCallbackFunc);

    •If you use a different function as the callback handler when the change() handler is invoked, it is guaranteed that the change is on either the data binding or one of the configuration options. To further distinguish between these two items in the view() handler, add the following code to check event types:

    if(event.type == "config") {

    // the change is on one of the configure options

    } else {

    // the change is on data binding

    }

    •Add rebind logic when the base object is changed. 

    For example, suppose that a Coach View is bound to the personInfo.phoneList variable, and the Coach View is interested in any change (add or delete set) of any items of phoneList. To correctly implement this behavior, add the following logic to the load() handler:

    this.bindAllHandle = this.context.binding.get("value").bindAll(this.callbackFuncForListItemChange);

    Add this logic in the unload() handler:

    if(this.bindAllHandle) {

    this.bindAllHandle.unbind();

    this.bindAllHandle = null;

    }

    The above code works for most scenarios. However, when this.context.binding gets a new value, this.context.binding.get("value"); returns a different object from the one you called on bindAll(). As a result, this.callbackFuncForListItemChange is associated with a stale object.

    This issue can be resolved if, as described earlier, you do not use lifecycle event change() as the callback in the change() handler, but instead use a different function as the callback handler:   

    if(event.type == "config") {

      // the change is on one of the configure options

    } else {

      // the change is on data binding, so we need to rebind

      // unbind current handle

      if(this.bindAllHandle) {

         this.bindAllHandle.unbind();

      }

      // rebind

      this.bindAllHandle =   this.context.binding.get("value").bindAll(this.callbackFuncForListItemChange);

    }	

    Using a Loading Curtain pattern

    Depending on the size and the complexity of a web page, JavaScript and CSS might take a long time to complete initialization. The speed of initialization depends on the browser’s rendering engine. During this initialization, a web page is not ready for user interactions and might flicker as the page elements are loaded and initialized. 

    To avoid this flickering, you can implement a Loading Curtain as a Coach View that includes a progress indicator and a CSS style with an opaque background color high z-index, as shown in Figure 3-88.
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    Figure 3-88   Loading Curtain to hide excessive flickering

    To implement a Loading Curtain Coach View, complete the following steps: 

    1.	Add Content Box in the Layout tab. This content box must be the outer-most Coach View that contains all other Coach Views in your Coach, as shown in Figure 3-89. 
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    Figure 3-89   Loading Curtain - Content Box Coach View

    2.	Add Inline CSS, as shown in Figure 3-90.
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    Figure 3-90   Loading Curtain - Inline CSS

    3.	Add Inline JavaScript, as shown in Figure 3-91.
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    Figure 3-91   Loading Curtain - Inline JavaScript

    4.	Add AMD dependencies, as shown in Figure 3-92 on page 133.

    [image: ]

    Figure 3-92   Loading Curtain - AMD

    5.	Implement the load() event handler, as shown in Figure 3-93.
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    Figure 3-93   Loading Curtain - load() handler

    6.	Implement the view() event handler, as shown in Figure 3-94.
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    Figure 3-94   Loading Curtain – view() handler

     

    
      
        	
          Note: The loading curtain sample is included in the SampleLoadingCurtain - SN01.twx file.

        
      

    

    Caching binding objects

    Here are some preferred practices to cache binding objects:

    •Avoid caching binding objects or configuration option objects and use them later, as they might change. 

    •When you are developing Coach Views, use this.context.binding to access the binding object of a Coach View instance, and use this.context.options to access the options of a coach view instance.

    •For convenience, it is customary to define a local variable as the shortcut to the current value of this.context.binding or this.context.options as follows:

    var myBinding = this.context.binding;

    var myBindingValue = this.context.binding.get("value");

    var myOptionX = this.context.options.pptionX;

    var myOptionXValue = this.context.options.optionX.get("value");

    However, this practice might lead to stale objects. Here are two such examples:

     –	The myBindingValue variable becomes stale when this.context.binding receives a new value, which occurs when this.context.binding.set("value", newValue) is called.

     –	The myBinding variable becomes stale because this.context.binding might point to a new binding object. For example, suppose a Coach View is bound to personInfo.address. Later, when the personInfo variable itself is changed, this.context.binding now points to a new binding object.

    Support for multiple Coach View instances

    In some situations, you might want to use the id attribute for your DOM elements within a Coach View. Because Coach Views are reusable, it is common to have several Coach Views that are instantiated in a single Coach. To ensure that your Custom Coach View can be instantiated more than once in a single Coach, your Custom Coach View must have a unique DOM ID. To ensure a unique ID, you can use the $$viewDOMID$$ placeholder keyword. At run time, this keyword is replaced by the Coach View DOM ID.

    To generate a unique DOM ID for your Custom Coach View, in the Layout page, create a custom HTML control and add HTML code that is similar to Example 3-24.

    Example 3-24   Custom HTML control code
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    <div id="$$viewDOMID$$_myId1">   

      <span id="$$viewDOMID$$_myId2"></span>   

      <input id="$$viewDOMID$$_myId3" type="button" class="Mybutton" name=myjbtnName" value="default">

      </input>

    </div>
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    Table behavior 

    Test your Custom Coach View’s runtime behavior in the Table Coach View.

    One common issue that can occur is when a Coach View inside a table is selected to enter data. Unless correct clipping behavior is implemented, clipping might occur, as shown in Figure 3-95.
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    Figure 3-95   Custom Coach View clipping inside the Table Coach View

    Notice that a user has no access to all the drop-down list items. The correct behavior is to display the drop-down menu at the top of the table, as shown in Figure 3-96.
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    Figure 3-96   Correct Custom Coach View behavior inside the Table Coach View

    

    1 You can find more information about the Coach API in the IBM BPM 8.5 Information Center, found at: http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/topic/com.ibm.wbpm.wle.editor.doc/develop/topics/rcoachapi.html
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Advanced performance considerations

    This chapter presents advanced performance considerations for both designing and developing Coaches, and also runtime deployment and usage guidance. This chapter is a follow-on to the Coach development performance considerations in 2.8, “Performance considerations” on page 52.

    4.1  Design and development considerations 

    This section discusses how to design and develop Coaches that perform well at run time.

    4.1.1  Minimize network requests to the server

    For optimal performance, make as few network requests as possible to the Process Server. This is particularly true if the production runtime environment will have high network latency between the Coach clients and the Process Server, or the Process Server and its database. This is also important if the production runtime environment will use a relatively low-bandwidth network.

    The number of network requests can be determined via Firebug, if Firefox is the browser, or a similar tool for other browsers.

    The following techniques minimize network requests:

    •Combining multiple JavaScript files into one (or a few)

    •Combining multiple CSS files into one

    •Utilizing CSS image sprites to reduce the number of requests to retrieve image files

    •Designing coarse-grained API calls that minimize the number of API calls that flow over the network to the Process Server.

    4.1.2  Execute long-running calls asynchronously

    When making service calls that are expected to take a long time to complete, such as calls to back-end systems, perform these calls asynchronously so control can be returned to the user as quickly as possible.

    4.1.3  Maximize browser concurrency

    Most browsers utilize multiple channels in order to process concurrent network requests between the browser and the Process Server. However, the Coach author must structure the Coach to be able to take full advantage of this capability. Specific techniques are identified in the rest of this section.

    Load CSS Files before JavaScript Files

    JavaScript files can have dependencies on CSS files, such as layout options. If while processing a JavaScript file such a dependency is found and the CSS file is not yet loaded, processing will be stopped for all JavaScript files on all browser channels. This can produce higher, and more variable, Coach load times.

    To avoid this issue, where possible, load CSS files before JavaScript files to ensure all CSS dependencies are satisfied before processing JavaScript files. This is primarily applicable to custom Coach code.

    Load CSS and JavaScript files from HTML

    Browsers only have visibility to files that are loaded directly from the parent HTML file; these are the only files that can be downloaded concurrently on multiple browser channels. Structure your Coach HTML file accordingly.

    As a corollary to the above, avoid loading JavaScript files from other JavaScript files, which results in sequentially loading each JavaScript file on the same browser channel.

    4.2  Deployment considerations 

    This section discusses performance at runtime deployment considerations for Coaches.

    4.2.1  Use a high performing browser

    Business Process Manager supports many browsers. The specific browser releases supported vary by Business Process Manager release, and include Chrome, Firefox, Internet Explorer, and Safari. Performance can vary dramatically depending on which browser is used. Typically the most recent releases of these browsers offer the best performance. This is particularly true for Internet Explorer.

    4.2.2  Enable browser caching

    Coaches rely heavily on Ajax and JavaScript code; their performance depends heavily on the browser’s efficiency in processing this code. To improve Coach client response times, you might need to adjust both HTTP server and client browser settings. This section covers ensuring that browser caching is enabled. HTTP server caching is addressed in 4.2.5, “Tune the HTTP server” on page 142.

    By default, Business Process Manager allows the browser to cache static information such as style sheets and JavaScript files for 24 hours. However, if the browser is configured in a way that does not cache static files such as these, the same resources are loaded repeatedly, resulting in long page load times.

    The next sections describe how to enable browser caching for Internet Explorer and Firefox.

    Ensuring browser cache is enabled in Internet Explorer

    To enable caching, use the following steps:

    1.	Click Tools → Internet Options → General → Browsing History.

    2.	Set the cache size, indicated by Disk space to use, to at least 50 MB.

    Ensure browser cache is not cleared on logout

    Modern browsers have options to clear the cache on exit; make sure that this setting is not enabled. Use the following procedure to disable cache clearing:

    1.	Click Tools → Internet Options.

    2.	Under the General tab, make sure that the Delete browser history on exit check box is cleared.

    3.	Under the Advanced tab, ensure that the Empty Temporary Internet Files folder when browser is closed check box is cleared. Click OK to save the settings.

    4.	Restart your browser to ensure that the changes have taken effect.

    Ensuring browser cache is enabled in Firefox

    To enable caching, use the following steps:

    1.	Click Tools → Options → Advanced → Network → Offline Storage.

    2.	Set the Offline storage to at least 50 MB.

    Use the following procedure to enable cache clearing:

    1.	Click Tools → Options.

    2.	Click the Privacy tab and make sure that it reads Firefox will: Remember History. Click OK. This setting enables caching. If you select, Firefox will: Never remember history, caching is disabled and you must change the setting.

    If you select Use custom settings for history, you have additional options that still allow caching:

     –	If you select Automatically start Firefox in a private browsing session, caching is enabled. However, after the browser is closed, everything is erased (not only cache, but also browsing history) as though you were never using the browser.

     –	If private browsing is not selected, make sure the Clear history when Firefox closes check box is cleared.

    3.	Restart the browser to apply the changes.

    4.2.3  Optimize network quality between browser clients and servers

    As noted previously, multiple network requests are made between the Coach in the browser and the Process Server. Therefore, ensuring an optimal network connection between these systems is crucial. There are two primary factors that influence network speed:

    •One factor that influences network latency is the physical distance between servers and clients, and also the distance between the Business Process Manager servers in a cluster and their database (for example, between the Process Server and its databases). When practical, locate Business Process Manager servers physically close to each other, and also to the Coach browser clients to minimize the latency for requests.

    •The other key factor is the quality of the network itself: the speed and the bandwidth of the connection. Ensure that the browser client is using the fastest possible network with the highest bandwidth.

    4.2.4  Warm-up frequently used Coaches

    Coaches are generated in two stages on the Process Server:

    •Stage 1 does the vast majority of the generation of the coach runtime code. This stage is only done once during the lifetime of a Process Server Instance.

    •Stage 2 only performs substitution of dynamic data in the coach runtime code that was generated during Stage 1. It is done every time a Coach is opened.

    This is a good design trade-off, since most of the Coach generation is only done once during a Process Server runtime instance. However, this does mean the first usage of a Coach will take much longer than subsequent uses. To mitigate this effect, where possible, warm up commonly used Coaches one time whenever the Process Server is started. To warm up a Coach, open an instance of that Coach in a client browser. The Coach instance does not need to be completed; Stage 1 code generation will be done when the Coach instance is opened.

    If warming up a Coach is not practical for business reasons, such as not being able to have a test process instance and task in the system to use to warm up the Coach, recognize the first usage of a Coach can take longer than subsequent usages.

    4.2.5  Tune the HTTP server

    Coaches are deployed to Process Servers in production scenarios that often use a topology that includes an HTTP server or an HTTP server plug-in. Coaches send multiple requests to their respective server, which are then handled by this HTTP server. To minimize the number of requests and the size of the response data to obtain good user response times, tune your HTTP server to efficiently handle the expected load.

    In particular, ensure that caching is effectively enabled in the HTTP server. Much of the content that is requested by coaches is static (for example images and JavaScript files), and can be cached in the browser. Of course, ensure that browser caching is enabled first, but also tune the HTTP server to support caching at that level. Specifically in the httpd.conf file, use the following caching and compression settings:

    •ExpiresActive on

    •ExpiresByType image/gif A86400

    •ExpiresByType image/jpeg A86400

    •ExpiresByType image/bmp A86400

    •ExpiresByType image/png A86400

    •ExpiresByType application/x-javascript A86400

    •ExpiresByType text/css A86400

     

    
      
        	
          Tip: 86400 seconds = 1 day

        
      

    

    By default, static files (JavaScript, CSS, images, and so on) are set to expire in 24 hours. If increasing the expiration is desirable, one can change the expiration header in the HTTP server. This can have a side effect when new Business Process Manager (BPM) product code is applied which updates any of these files, since the files will not be reloaded until the expiration period elapses.

     

    
      
        	
          Note: For more information about tuning the IBM HTTP Server, which is included as part of the Business Process Manager product, see the IBM HTTP Server Performance Tuning page:

          http://publib.boulder.ibm.com/httpserv/ihsdiag/ihs_performance.html
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Real world lessons from Apex Process Consultants

    In this chapter, we introduce Apex Process Consultants, an IBM Premier Business Partner, and their palette of tools to support the development of IBM Business Process Manager (BPM) Coach Views.

    •Apex overview

    •Designing Coach Views for a business technical user

    •Leveraging client-side data

    •Packaging for reuse

    •Optimizing performance

    5.1  Apex overview

    We introduce Apex Process Consultants and take a look at their Coach View tools and offerings.

    5.1.1  Apex Process Consultants

    Apex Process Consultants is an IBM Premier Business Partner focused 100% on IBM BPM. Our mission is to partner with our customers to build Business Process Engineering capability that delivers business performance through agility. We provide a wide range of business process engineering services built around IBM BPM to meet our customers’ needs including:

    •BPM Program Services: Apex can help a customer design an enterprise-wide BPM program that can scale delivery capability for repeatable success. This includes helping customers crystallize their BPM vision, defining a BPM strategy aligned to their corporate objectives, and creating a Center of Excellence to build on success of initial projects.

    •BPM Enablement Services: The Apex approach is designed to enable customers to take ownership of their BPM efforts by providing knowledge transfer of industry best practices. This includes ensuring teams are up to speed quickly with tailored BPM training, providing dedicated or on-demand mentoring services to help teams continue to grow, and creating powerful tools and methodologies to accelerate BPM implementations.

    •BPM Delivery Services: Incubator projects build business consensus and provide context for targeting and estimating a first implementation in a specific business process area. Apex can provide expert staffing and experienced leadership as needed to complement the customer’s resources. Apex can also manage a customer’s BPM project end-to-end, taking total project delivery responsibility for the BPM solution.

    In addition to services, Apex develops and markets a range of products that complements the capabilities of IBM BPM and helps our customers achieve their BPM objectives.

    5.1.2  Evolution of Apex user interface tools

    User experience is critical to the success of any IBM BPM project. From the beginning, Apex has used patterns and toolkits to help enhance the look and feel of IBM BPM Coaches. The earliest toolkits were JavaScript libraries that would insert Dojo grids and dialogs into IBM BPM 7.x Coaches using blocks of custom HTML. Although effective, these were restricted to specific use cases and the modeling usability was not what we wanted it to be.

    In late 2010, we collaborated with a customer that required highly interactive, client-side user interfaces using IBM BPM 7.x. To meet these requirements, we built a new client-side, Dojo-based Coach transform from the ground up. During the next year and several production releases of the process application, we discovered and refined a long list of UI patterns and implementation approaches. While the user experience was outstanding, the heritage Coach designer in 7.x limited the modeling experience.

    In late 2011, we shared our UI experiences with the IBM BPM product team and they introduced us to the BPM 8 Coach View framework that was under development then. The new framework addressed the limitations that we experienced in 7.x and allowed us to fully realize the potential for the UI patterns that we had developed.

    In early 2012, we joined the beta program for BPM 8.0 and started development of Apex Coach Views. The framework delivered on the promise and we quickly had our first prototype running. We were honored when John Reynolds invited us to co-present the new IBM BPM Coach View Framework at Impact 2012. John showed the framework and we demonstrated an industrial example based on our prototype.

    Development continued through the summer culminating in the release of Apex Coach Views 1.0 in the fall of 2012. Five additional releases were completed by the end of 2013, with most of the features driven by our customers’ continuing evolution of advanced UI patterns through real industrial use.

    5.1.3  Apex Coach Views

    Apex Coach Views is a library of 90 ready-to-use layouts and controls designed for business technical users. They enable rich user experience with the latest dynamic client-side technologies under the hood and are ideal for both task completion and ad hoc information management user interfaces. Apex Coach Views provides the following benefits:

    •Improved usability

    •Reduced development cost

    •Improved performance

    •Provides a more consistent user experience

    The complete set of Apex Coach Views is shown in Figure 5-1 on page 146.
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    Figure 5-1   Apex Coach Views

    The remainder of this chapter provides insight into the design of Apex Coach Views and the patterns that can be implemented using them.

    5.2  Designing Coach Views for a business technical user

    This section shares experiences in designing Coach Views for business technical users. It includes the definition of a business technical user, definition of three levels of user interface design work, and an explanation of design patterns and decisions that help design Coach Views for a business technical user.

    5.2.1  Business technical user defined

    IBM BPM was designed with the business technical user in mind. Coach views should be designed in the same way. For the design of Apex Coach Views, we define a business technical user as a person with domain knowledge who is comfortable building complex spreadsheets and possibly simple databases using Microsoft Office tools. The business technical user is not a professional software developer but is comfortable working with technical tools.

    5.2.2  User interface design skill levels defined

    At Apex, we divide user interface development work into three skill levels:

    •Level 1: Building Coaches by dragging and dropping pre-existing atomic and composite Coach Views.

    •Level 2: Building composite Coach Views by dragging and dropping pre-existing atomic and composite Coach Views.

    •Level 3: Building atomic Coach Views using HTML, JavaScript, and CSS.

    Apex Coach Views enable business technical users to become adept at level 1 and 2 modeling. 

    Level 3 modeling requires deep web development skills and is usually beyond the capabilities of a business technical user. Apex Coach Views are designed to reduce or even eliminate the need for level 3 skills. The following sections explore key design patterns and decisions using examples from Apex Coach Views. 

    5.2.3  Consolidate common patterns

    Coach design efficiency can be improved by consolidating common patterns into new atomic Coach Views. Apex Coach Views includes layout Coach Views that control the way information is presented on the page. Layout views include page-related views, container views, and section views. Page-related views include:

    •Page provides the main container for the page and establishes the liquid layout 

    •Header displays a logo and text at the top of the page

    •Footer displays text at the bottom of the page

    A header is an example of consolidating a common pattern. The same result could have been accomplished with combinations of other Coach Views (Horizontal Section, Image, and Text Output in this example). Providing a dedicated Coach View-like header makes modeling more efficient (single view versus multiple views) and improves ease of use through simple configuration options (see Figure 5-2).
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    Figure 5-2   Simple configuration options on Header Coach View

    5.2.4  Specialize by behavior

    A key design decision is whether to make a single general-purpose Coach View or a set of Coach Views that are specialized by behavior. To illustrate this decision, look at an example from Apex Coach Views. Container views are used to subdivide the page container into smaller liquid layout containers or containers with special behavior. Container views include:

    •Tabs define a set of containers that are presented as tabs

    •Tab defines a container within the Tabs set of containers

    •Region subdivides a container into subcontainers 

    •Dialog defines a container that is presented in a modal dialog

    A tab is an example of specializing by behavior. The library could have been designed with Vertical Section to be used as a tab. Table 5-1 compares the Vertical Section and Tab Coach Views.

    Table 5-1   Comparing Vertical Section and Tab

    
      
        	
           

        
        	
          Vertical Section

        
        	
          Tab

        
      

      
        	
          Configuration Options 

        
        	
          Region

          Show Label

          onValidationStateChange

        
        	
          onShow

          onHide

          Load On

          onValidationStateChange

        
      

      
        	
          Properties1

        
        	
          none 

        
        	
          isLoaded

          isSelected 

        
      

      
        	
          Methods2

        
        	
          disable

          enable

          hide

          show

          reset

          setLabel

        
        	
          disable

          enable

          hide

          show

          reset

          setLabel

          select 

        
      

    

    

    1 Properties are part of the public interface for an Apex Coach View and are accessible on the client using expressions like “views.myTab.isSelected”.

    2 Methods are part of the public interface for an Apex Coach View and are accessible on the client using expressions like “views.myTab.select()”.

    While most of the methods are the same for the views, there are two behavioral differences that justify the specialized Tab view:

    •A tab can be shown by the user clicking it or using the select() method

    •The load of the contents of a tab can be deferred to improve page load performance

    Neither of these behaviors is applicable to a Vertical Section. Using a Vertical Section as a tab would have made it more complex and less intuitive to use.

    5.2.5  Clarify layout using helper views

    Helper views are Coach Views that modify the presentation or behavior of another Coach View. To illustrate the concept of helper views, look at an example from Apex Coach Views. Section views organize a set of fields into a row, column, or table inside of a container. Section views include:

    •A Vertical Section organizes the fields into a vertical column with the labels and fields aligned.

    •A Horizontal Section organizes the fields into a horizontal row.

    •A Dynamic Section is a repeating Horizontal Section based on a static or progressively loaded list.

    •A Table Section organizes the fields within its Column Sections into a tabular view.

    •A Column Section organizes a set of fields into a column within a Table Section.

    •A Column Expander makes a field to span two or more columns in a Table Section.

    •A Row Expander makes a field to span two or more rows in a Table Section.

    A Column Expander and a Row Expander are examples of helper views that clarify the layout. Consider the example in Figure 5-3. The street address field spans three columns to provide more space to enter the value.
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    Figure 5-3   Street address spanning three columns

    This behavior could have been achieved by adding a Column Span configuration option to each of the field views. This is not ideal because it would make the field views more complex and would also make the layout confusing (see Figure 5-4). The State and ZIP code fields appear as if they would be on the same line as the Street Address.
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    Figure 5-4   Address table section without Column Expanders

    Apex Coach Views include the Column Expander helper view to make the Street Address field span three columns as shown in Figure 5-5.
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    Figure 5-5   Address table section with Column Expanders

    The Column Expanders do not have any configuration options. They are simply dragged from the palette onto the canvas.

    5.2.6  Specialize by data type

    Specializing Coach Views by data type improves usability. The Field views in Apex Coach Views illustrate specialization by data type. Field views are used to present a value with an optional label on a Coach. Field views include:

    •Text values are presented using Text, Multiline, and Masked Input fields.

    •Numeric values are presented using Number, Percent, and Currency fields.

    •Date and time values are presented using Date, Time, DateTime, and Custom Date fields.

    •Discrete values are presented using Checkbox, Radio Buttons, Select, and Lookup fields.

    Define common configuration options

    When designing a set of field views, work from the general to the specific. Start by establishing a set of configuration options that are common to all data types. The field views in Apex Coach Views share these configuration options:

    •Dataspace Binding defines the client-side binding for the field (see 5.3, “Leveraging client-side data” on page 156 for more details)

    •Format:

     –	Show Label defines the position of the label (left, top, none)

    Define configuration options by presentation

    Next, specialize the configuration options by presentation. Apex Coach Views include three presentations: input, output, and grid column. The output presentation does not have any additional configuration options beyond the common set. The input presentation adds the following configuration options:

    •Format:

     –	Placeholder Text defines text (for example, Enter part number) that is shown when the field has no value.

    •Validation:

     –	Validation Message defines the message that will be displayed if the field is not valid.

     –	Validation Service defines an optional Ajax service for server-side field (and cross-field) validation.

    •Inline Edit:

     –	Inline Edit turns inline edit (click to edit) on or off.

     –	Update Service defines the Ajax service that will persist the changes.

     –	Identifier defines the ID that will be passed to the update service.

     –	Attribute defines the attribute name that will be passed to the update service.

    •onChange defines a JavaScript snippet that will be executed when the field value changes.

    The column presentation adds the following configuration options:

    •Field defines the parameter or expression based on parameters that will give the column its value.

    •Width defines the optional width of the column.

    •Selectable defines whether the column value is selectable or not.

    Define configuration options by data type

    Next, define additional configuration options for each data type.

    Configuration options for text fields
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    Figure 5-6   Text fields in Apex Coach Views

    The text fields in Apex Coach Views as shown in Figure 5-6 have configuration options as follows:

    •Text Coach View presents a single line of text and includes these additional configuration options:

     –	Is Password defines whether the field should be masked for password input.

     –	Validation defines an optional regular expression that will be used to validate field values.

    •Multiline Coach View presents multiple lines of text and includes these additional configuration options:

     –	Number of Rows option defines the vertical size of the input area.

     –	Rich Text option defines whether the field will include rich text formatting.

     –	Plug-ins option defines an optional list of rich text field plug-ins that will be included.

     –	Validation option defines an optional regular expression that will be used to validate field values.

    •Masked Input Coach View presents a single line of text using a format mask and includes these additional configuration options:

     –	Mask defines a pattern of characters for the mask (“(200) 200-000)” for example).

     –	Mask Definition defines the meaning of each mask character (“2” means 2-9 and “0” means 0-9 for example).

    Configuration options for numeric fields
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    Figure 5-7   Numeric fields in Apex Coach Views

    The numeric fields in Apex Coach Views as shown in Figure 5-7 have configuration options as follows:

    •Number Coach View presents a numeric value and adds these additional configuration options:

     –	Decimal Places option defines the maximum number of decimal places allowed.

     –	Use 1000’s Separator option indicates whether the separator (defined by the locale) will be included.

     –	Negative Numbers option defines how negative numbers are presented (parentheses or minus sign).

    •Percent Coach View option presents a percentage value and includes this additional configuration option:

    Decimal Places option defines the maximum number of decimal places allowed.

    •Currency Coach View presents a currency value and adds these additional configuration options:

     –	Fractional option indicates whether fractional values will be included or not.

     –	Currency option is a drop-down selection of one of the ISO 4217 currency codes.

    •Number, Percent, and Currency each include these additional validation configuration options:

     –	Minimum defines the minimum value.

     –	Maximum defines the maximum value.

    Configuration options for date and time fields
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    Figure 5-8   Date and time fields in Apex Coach Views

    The date and time fields in Apex Coach Views as shown in Figure 5-8 have configuration options as follows:

    •Date Coach View presents a date value and adds one additional configuration option:

    Format defines the presentation of the date as short, medium, long, or full.

    •Custom Date Coach View allows entry of dates using different formats and adds one additional configuration option:

    Formats option defines a comma-separated list of date formats that can be used.

    •Time Coach View presents a time value and adds these additional configuration options:

     –	Format defines the presentation of the time as short, medium, or long.

     –	Increment defines the granularity of the drop-down values (every 15 minutes for example).

     –	Range defines how many values will be shown in the drop-down (4 hours for example).

    •DateTime Coach View presents both a date and a time value and adds these additional configuration options:

     –	Format defines the presentation of the date and time as short, medium, long, or full.

     –	Increment defines the granularity of the drop-down values (every 15 minutes for example).

     –	Range defines how many values will be shown in the drop-down (4 hours for example).

    •Date, Custom Date, Time, and DateTime all include these additional validation configuration options:

     –	Minimum defines the minimum value allowed.

     –	Maximum defines the maximum value allowed.

    Configuration options for discrete fields
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    Figure 5-9   Discrete fields in Apex Coach Views

    The discrete fields in Apex Coach Views as shown in Figure 5-9 have configuration options as follows:

    •Checkbox does not add anything beyond the common fields.

    •Radio Buttons Coach View presents a set of mutually exclusive options and adds these additional configuration options:

     –	Orientation option defines whether the options are shown horizontally or vertically.

     –	Name Value Pairs (List) option defines the options using a data entry table.

     –	Name Value Pairs (JSON) option define the options using a JSON string.

    •Select Coach View presents a set of mutually exclusive options as a drop-down and adds these additional configuration options:

     –	Name Value Pairs (List) option defines the options using a data entry table.

     –	Dataspace List Source defines the options using a client-side array.

    •Lookup Coach View presents a set of mutually exclusive options as a drop-down and adds these additional configuration options:

     –	List Service option specifies the Ajax service that returns the filtered list of name value pairs.

     –	Data Source option specifies an Apex node that will return the filtered list of name value pairs.

     –	Filters option specifies the comma-separated list of data space values for the filters.

     –	Display Attribute option identifies the attribute to be displayed if it is not “name”.

    5.3  Leveraging client-side data

    The IBM BPM Coach View framework includes support for binding fields to values defined in the Human Service. This section describes a set of patterns that can be used to leverage client-side data.

    •Simplify the Human Service by reducing or eliminating Boundary Events for the interaction between Coach Views.

    •Reduce the server-side session size by retrieving data dynamically on the client.

    •Improve responsiveness by progressive loading of large data sets.

    5.3.1  Combining server-side and client-side data

    This section introduces the concept of client-side data through three patterns that combine server-side and client-side data.

    Using client-side binding for cross-field interactions

    Coach designs frequently require interaction between fields on a Coach. Cross-field interaction is dramatically simplified by using client-side data. Consider the example of an address section as shown in Figure 5-10.
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    Figure 5-10   Address section for the United States

    When the user changes the country from USA to Canada, the State field is replaced by a Province Field and the Zip Code field is replaced by a Postal Code field as shown in Figure 5-11 on page 157.
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    Figure 5-11   Address section for Canada

    In versions before 8.5, this could be achieved using a Boundary Event and a server script that sets the field visibility using JavaScript, but that would clutter the Human Service diagram and require a round trip to the server. IBM BPM 8.5 offers rule-based visibility, but the functionality stops at visibility. Client-side binding offers a simpler, more complete approach.

    Add client-side binding to the Country field

    Like the other fields, the Country is bound to a property of the address object: “address.country” in this case. Fields in Apex Coach Views can also be bound to a client-side variable as shown in Figure 5-12.
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    Figure 5-12   Dataspace binding for the Country field

    A data space in Apex Coach Views is a pool of client-side data that is independent from the tw.local variables that come from the server. The data space binding configuration option defines the name that will be used to access the value in the page’s data space.

    Add client-side logic

    Now that the value is addressable on the client, logic needs to be added to react to changes in that value. Apex Coach Views includes the Gateway Coach View to define client-side logic. The Gateway Coach View provides the same capabilities as a gateway in a process diagram. Figure 5-13 shows the Coach Views that are used to present the Zip Code and Postal Code.
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    Figure 5-13   Coach views for Zip Code and Postal Codes

    Table 5-2 shows the configuration options of the Show_Zip gateway.

     

    Table 5-2   Show_Zip configuration options

    
      
        	
          Option

        
        	
          Value

        
        	
          Comments

        
      

      
        	
          Operands

        
        	
          Country

        
        	
          This gateway monitors the country client-side value.

        
      

      
        	
          Evaluate On

        
        	
          Load and Change

        
        	
          This gateway is evaluated both on load of the page and as the country changes.

        
      

      
        	
          Condition 1

        
        	
          value1 == ‘USA’

        
        	
          When the value is USA.

        
      

      
        	
          Action 1

        
        	
          views.Zip_Code.show().enable();     views.Postal_Code_Canada.hide().disable();      views.Postal_Code_Other.hide().disable();

        
        	
          The Zip Code field is shown/enabled and the others are hidden/disabled.

        
      

      
        	
          Condition 2

        
        	
          value1 == ‘Canada’

        
        	
          When the value is Canada.

        
      

      
        	
          Action 2

        
        	
          views.Zip_Code.hide().disable();     views.Postal_Code_Canada.show().enable();     views.Postal_Code_Other.hide().disable();

        
        	
          The Canadian Postal Code field is shown/enabled and the others are hidden/disabled.

        
      

      
        	
          Default Action

        
        	
          views.Zip_Code.hide().disable();     views.Postal_Code_Canada.hide().disable();     views.Postal_Code_Other.show().enable();

        
        	
          Otherwise, the other Postal Code field is shown/enabled and the others are hidden/disabled.

        
      

    

    The actions shown in Table 5-2 on page 158 are JavaScript snippets that are executed on the client. “views.Zip_Code” is a reference to an Apex node that is created for each Apex Coach View. “.show()” and “.enable()” are examples of helper functions that are included in Apex Coach Views to simplify client-side logic.

    Retrieving data on the client

    A more powerful example of client-side data is retrieving whole Business Objects on the client. Consider the example of a Human Service to prepare an order. The business wants to show some of the store details at the top of the Prepare Order Coach. Without client-side binding, a service would be called before the Coach to read the store from the database. This has several potential issues:

    •As more Business Objects are added, the service diagram and variables become more complex.

    •The Business Objects are read before the Coach is displayed thus slowing the load of the Coach.

    •The Business Objects are held in memory on the server consuming more server resources.

    •The Business Objects held on the server can become stale if other users are modifying them at the same time.

    Apex Coach Views addresses all these issues by making it easy to read Business Objects from the client.

    Manage only business keys in the Human Service

    In this example, storeId is an input to the service and orderId is an output. No private variables are required because they will be managed on the client side as shown in Figure 5-14 on page 160.
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    Figure 5-14   Only business keys in the Human Service

    Get the storeId to the client

    In this example, storeId is a GUID that is not shown to the user. Apex Coach Views includes the Binding Coach View to handle cases like this. It is a non-visual control that binds a value on the server side to a value on the client side.

    Read the store on the client

    Apex Coach Views includes a Service Call Coach View to call an Ajax service.   The configuration options are shown in Table 5-3.

    Table 5-3   Service call configuration options

    
      
        	
          Configuration Option

        
        	
          Example Value

        
        	
          Comments

        
      

      
        	
          Service

        
        	
          Read Store Ajax

        
        	
          The Ajax service that will be called

        
      

      
        	
          Execute On

        
        	
          On Demand or On Load

        
        	
          When the service should be called

        
      

      
        	
          onExecuteBegin

        
        	
          views.Spinner.show()

        
        	
          JavaScript snippet to execute before the call starts

        
      

      
        	
          onExecuteComplete

        
        	
          views.Spinner.hide()

        
        	
          JavaScript snippet to execute after the call completes

        
      

      
        	
          onError

        
        	
          views.Errror_Dialog.show()

        
        	
          JavaScript snippet to execute if there is an error

        
      

    

    Notice that there are no configuration options for inputs and outputs. The Service Call Coach View inspects the inputs to the Ajax service and pulls them from the client-side data space. When the service call is complete, the outputs are put into the data space. This auto mapping of inputs and outputs makes using Ajax services to retrieve data quick and easy. In this example, the Read_Store Call Service Coach View is set to read the store on load. It pulls the storeId from the data space, makes the call, and puts the store output into the data space.

    Bind the fields on the client

    The fields on the Coach are bound to the store object like this:

    •Name field data space binding is “store/name”

    •Number field data space binding is “store/number”

    When the page loads, the fields are shown and as soon as the Ajax call completes, the fields are automatically updated with the values that came from the service.

    5.3.2  Managing large data sets

    Large tables of information are very common both in task completion user interfaces, dashboards, and administrative user interfaces. The server-side approach to displaying a large grid is to fetch the rows on the server before the Coach and display them in a repeating table. This has several drawbacks:

    •The records are fetched before the Coach, which increases response time.

    •The records are held in memory on the server, which increases server memory requirements.

    •Coach views are created for each cell in the table resulting in poor client performance.

    Apex Coach Views address these issues with the Grid Coach View and its associated Column views.

    Design the grid

    Start by creating the basic grid:

    •Drag a Grid view onto the canvas, set the label to “Parts” and leave the configuration options set to defaults.

    •Drag a Text Column into the grid, set the label to “Part Number” and the field configuration option to “name”.

    •Drag a Multiline Column into the grid, set the label to “Description” and the field configuration option to “Description”.

    •Drag a Text Column into the grid, set the label to “Status” and the field configuration option to “status”.

    •Drag a Text Column into the grid, set the label to “Engineer” and the field configuration option to “engineer” as shown in Figure 5-15. 
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    Figure 5-15   Completed grid design

    The grid has a default Human Service that returns fake data with name and description as shown in Figure 5-16. This allows you to test the visual design before the underlying Ajax service is available. 
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    Figure 5-16   Resulting grid with fake data

    This UI-first approach helps solidify the design before investments are made in back-end services.

    Build the Ajax service

    The Grid Coach View calls an Ajax service to retrieve a logical page of data. Each call returns 25 rows as well as the total number of rows. As the user scrolls down, the Grid Coach View automatically retrieves the next 25 rows with another Ajax call. The scroll bar always reflects the total number of rows so that the user has the impression that they are working with the entire data set, when in fact, they are rarely working with more than 25 or 50 rows.

    Standard inputs

    The Ajax service has standard inputs:

    •Start indicates the index of the first row to return

    •Count indicates how many rows to return

    •Sort indicates what column the results should be sorted by

    •Additional inputs are defined for filters that will be applied

    Standard outputs

    The Ajax service has standard outputs:

    •Items is the array of results that will be displayed in the grid

    •Identifier is the name of the attribute that uniquely identifies a row

    •numRows is the total number of rows that match the filter criteria

    Set the list service

    After developing the Ajax service, go to the Grid Coach View and change the configuration option from the default service to your new service. In this example, the service is called “List Page of Parts”. Change the “name” field on the first column to “partNumber” and run the service to see the results as shown in Figure 5-17.
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    Figure 5-17   Parts grid with the Ajax service

    Experience excellent performance

    The page and grid are displayed before the rows are fetched for improved response time. In this example, the Parts grid shows over 280,000 parts. The data is displayed in a few seconds because only 25 rows are actually sent to the client. Subsequent scrolling and sorting operations are also very fast. Regardless of the size of the grid or the number of users, no information is residing in memory on the server. Finally, only five Coach View instances were created on the client so performance on the client is very good.

    Add co-dependent filters

    Working with large data sets usually involves filters to focus on the items of interest. The best usability comes from a set of co-dependent filters. Co-dependent filters filter the grid and each other. 

    Add the filters

    In this example, we add three filters:

    •Base Part Number

    •Status

    •Engineer

    The filters are Lookup fields that are placed in a Horizontal Section above the grid as shown in Figure 5-18.

    [image: ]

    Figure 5-18   Grid with filters

    Each filter has two key configuration options:

    •Dataspace Binding defines the client-side variable where the filter value will be stored (“status” for example).

    •List Service identifies the Ajax service that retrieves the values (“List Page of Part Engineers” for example).

    The user can select the drop-down arrow to see the first page of engineers. More commonly, the user enters a few characters and the system finds the matching values, which are shown in Figure 5-19.
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    Figure 5-19   Type ahead values in filters

    Connect the filters to the grid

    In this example, the three filters have data space binding of “basePartNumber”, “status”, and “engineer” respectively. To connect the filters to the grid, simply give the list of values to use as filters and set the grid to refresh automatically as shown in Table 5-4.

    Table 5-4   Connecting filters to the grid

    
      
        	
          Configuration Option

        
        	
          Value

        
        	
          Comments

        
      

      
        	
          Filters

        
        	
          “basePartNumber, status, engineer”

        
        	
          The comma-separated list of data space binding values that will be used as filters

        
      

      
        	
          Refresh

        
        	
          Automatically

        
        	
          Any time that any of the filter values change, the grid will automatically be refreshed

        
      

    

    When a value is selected for a filter, the grid is automatically filtered as shown in Figure 5-20 on page 166.
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    Figure 5-20   Grid with filter applied

    Make the filters co-dependent

    At this point, each of the filters work independently. The grid is filtered by the intersection of the filters but each filter ignores the other filters and presents the full list of values. This results in a bad user experience because selecting some filter combinations will result in no records being displayed in the grid.

    To make the filters co-dependent, simply enter the bindings of the other views in the Filter configuration option as shown in Table 5-5.

    Table 5-5   Filter configuration options

    
      
        	
          Coach View

        
        	
          Filter Value

        
      

      
        	
          Base Number Filter

        
        	
          status, engineer

        
      

      
        	
          Status Filter

        
        	
          baseNumber, engineer

        
      

      
        	
          Engineer Filter

        
        	
          baseNumber, status

        
      

      
        	
          Parts Grid

        
        	
          baseNumber, status, engineer

        
      

    

    After making the filters co-dependent, if a value is selected in one filter, the results of the other filters are reduced as shown in Figure 5-21.
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    Figure 5-21   Co-dependent filter results

    Local actions

    Local actions are operations that a user can do to a specific item in a grid. In this example, we add an Edit and Delete local action to our Parts grid.

    Add the actions column and actions

    Add the actions column and local actions as follows:

    •Drag the Actions Column Coach View into the grid and set the label to “Actions.”

    •Drag the Action Coach View into the actions column, set the label to “Edit” and the icon to “Edit.png.”

    •Drag the Action Coach View into the actions column, set the label to “Delete” and the icon to “Delete.png.”

    Run the service and the grid will now have actions as shown in Figure 5-22 on page 168.
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    Figure 5-22   Parts grid with actions

    Make the actions do something

    Each Action Coach View has an onClick configuration option that is used to specify a JavaScript snippet that will be executed when the user clicks the action. The “id” and “item” options are available in this context. For a quick test, set the onClick configuration option of the Edit action to “alert(‘edit part with id: ‘+id);” and run the service. Clicking the edit action shows the alert as shown in Figure 5-23.
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    Figure 5-23   Edit with alert

    Display the dialog

    In this example, the edit action will be accomplished using an Edit Part dialog. The design of this is shown in Figure 5-24.
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    Figure 5-24   Edit part dialog design

    The Coach Views will interact with each other using events. When the user clicks the Edit action, the onClick configuration option executes this JavaScript snippet:

    views.Read_Part.execute({partId: id});

    The .execute() method initiates the read of the part. In the previous Service Call, the inputs were automatically pulled from the data space. In this case, the inputs are explicitly specified using the JSON string “{partId: id}”. The Action Coach View makes the id available in the context that the JavaScript snippet is run.

    When the Read_Part Coach View finishes reading the part, the outputs are put into the data space and the onExecuteComplete configuration option executes this JavaScript snippet:

    views.Edit_Part_Dialog.show();

    The .show() method of the dialog opens it with the fields values completed as shown in Figure 5-25.
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    Figure 5-25   Edit part dialog in action

    Save the part

    Edit the values and the click the Save button. The onClick configuration option of the Save button executes this JavaScript snippet:

    views.Save_Part.execute();

    Hide the dialog and refresh the grid

    The Save_Part service all calls the Ajax service to save the part and when it is complete, the onExecuteComplete configuration option executes the following JavaScript snippet:

    views.Edit_Part_Dialog.hide().reset();   views.Parts_Grid.refresh();

    The .hide() method closes the dialog and the .reset() method clears the values for the next time that the dialog is used. The methods .reset(), .hide(), .show(), .optional(), and .required(), can be called either on specific fields or on a container to apply to all fields. The .refresh() method will refresh the grid to reflect the new values.

    Global actions

    Global actions are operations that do not apply to a specific item in the grid. In this example, we add an Add Part global action for the grid.

    Add the Add Part button

    Create a Horizontal Section above the grid and set Show Label to “No” and Align to “Right”. Add a Button to the section, set the Label to “Add Part” and the Icon to “Create.png”. The design is shown in Figure 5-26 on page 172.
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    Figure 5-26   Add Part design

    The result is shown in Figure 5-27 on page 173.
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    Figure 5-27   Add Part global action

    Make the button add a part

    The pattern for Add Part is very similar to Edit Part. The onClick of the Add Part button initiates the construction of a part:

    views.Construct_Part.execute();

    When the part is constructed, the onExecuteComplete shows the dialog:

    views.Add_Part_Dialog.show();

    When the user clicks the Add Part button, it initiates the create:

    views.Create_Part.execute();

    When the part is created, the dialog is hidden and reset and the grid is refreshed:

    views.Add_Part_Dialog.hide().reset();   views.Parts_Grid.refresh();

    5.3.3  Integrate directly with a system of record

    The previous section illustrated how Apex Coach Views leverage client-side data to handle interactions with large sets of data. The patterns include two types of Ajax services:

    •“List Page of Objects” services that returned a logical page of Business Objects from the system of record.

    •“CRUD” services that create, read, update, or delete Business Objects in the system of record.

    While the pattern works very well, implementation effort is still required to build a set of Ajax services for each Business Object in the system of record. This section shows how Apex is using Coach Views to eliminate this work and do direct integration with the system of record on the client.

    Set up the Store Business Object

    The example that we will use is managing stores for a store order process. Create a new Business Object called “Store” and add the parameters as shown in Figure 5-28.
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    Figure 5-28   Store Business Object

    Next, run the Manage Repository service in the Apex Repository to configure the Business Object persistence. As you can see in Figure 5-29, rules have been applied to configure the persistence.
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    Figure 5-29   Persistence settings for the Store Business Object

    After the settings are confirmed, the system automatically creates the tables, views, indexes, and foreign keys that are required to manage the Store Business Object.

    Finally, to support development and testing, store data is copied from Excel and pasted into the Manage Data window to create the Store Business Objects (see Figure 5-30).
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    Figure 5-30   Uploading store data

    With the Business Object created and the persistence configured, we can move on to the user interface for managing the store Business Objects.

    Create a grid of stores

    Start by creating a Human Service called “Manage Stores” and expose it as a URL service to the appropriate set of users. Add a Coach with the following structure:

    •Page

     –	Header

     –	Grid

     •	Name (Text Column)

     •	Description (Multiline Column)

     –	Footer

    Run the service and you should see the grid with dummy data as shown in Figure Figure 5-31.
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    Figure 5-31   Stores grid with dummy data

    Connect the grid to the system of record

    Instead of writing a new Ajax service called “List Page of Stores” and connecting that to the grid, Apex Repository Coach Views will be used to retrieve the data for the grid.

    Apex Repository Coach Views include:

    •Construct Coach View initializes a new Business Object

    •Create Coach View creates a Business Object in the repository

    •Read Coach View reads a Business Object from the repository

    •Update Coach View updates a Business Object in the repository

    •Delete Coach View removes a Business Object from the repository

    •Save Coach View either creates or updates a Business Object in the repository

    •Find Coach View finds a Business Object in the repository

    •List Objects Coach Views lists Business Objects

    In this case, we simply drag the List Objects Coach View onto the canvas and:

    •Change its ID to “List_Stores”

    •Set the Business Object Name configuration option to “Store”

    Finally on the Stores Grid, set the Data Source configuration option to “views.List_Stores”. The final design is shown in Figure 5-32.
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    Figure 5-32   Stores grid design

    Run the service and you see the list of stores displayed in your grid as shown in Figure 5-33.
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    Figure 5-33   Stores grid with real data

    Add the Add Store dialog

    The Add Store dialog is modeled using the same pattern that was used in the Add Part dialog. Instead of a Service Call Coach View to construct the store, use the Construct Coach View with the following configuration options:

    •Business Object Name is set to “Store”

    •Output is set to “store”

    The Create Coach View is used in the place of a Service Call Coach View with the following configuration option:

    •Input is set to “store”

    The completed design is shown in Figure 5-34.
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    Figure 5-34   Add Store dialog design

    Add the Edit Store dialog

    The Edit Store dialog is modeled using the same pattern that was used in the Edit Part dialog. Instead of a Service Call Coach View to read the store, use the Read Coach View with the following configuration options:

    •Business Object Name is set to “Store”

    •Output is set to “store”

    The Update Coach View is used in the place of a Service Call Coach View with the following configuration option:

    •Dataspace Binding is set to “store” 

    The completed design is shown in Figure 5-35 on page 179.
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    Figure 5-35   Edit Store dialog design

    Summary

    Using Apex Coach Views layout, grid, and fields with the Apex Repository Coach Views, a complete UI and persistence for a Business Object was built and operational in a fraction of the time that would be required using object-specific persistence services.

    5.3.4  Integrate with an external data source

    Sections 5.3.2, “Managing large data sets” on page 161and 5.3.3, “Integrate directly with a system of record” on page 174 illustrated client-side data management leveraging information retrieved through Ajax services on the 
IBM BPM server. Some companies have very stringent security requirements and do not want any data to be in the IBM BPM server at any time.

    To meet these requirements, Apex Coach Views include a Representational State Transfer (REST) Call Coach View. This Coach View is designed to retrieve data from, and save data to, external systems through REST application programming interfaces (APIs).

    This section shows the REST Call Coach View in action by accessing and updating information in a time and expense Software as a Service (SAAS) application called Harvest.

    Create the Manage Users grid

    First, create a Human Service called “Manage Users” and expose it as a URL to the appropriate users. Add a Coach with the following page structure:

    •Page

     –	Header

     –	Grid

     •	First Name (Text Column)

     •	Last Name (Text Column)

     •	Email (Text Column)

     •	Is Admin (Checkbox Column)

     –	Footer

    Connect the grid to the REST Call

    Instead of specifying an IBM BPM Ajax service that retrieves the data, add a REST Call Coach View with ID “List_Users” to the design as shown in Figure 5-36 and Figure 5-37 on page 181.

    [image: ]

    Figure 5-36   List_Users REST Call
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    Figure 5-37   List_Users REST Call configuration options

    The configuration options are as follows:

    •URL specifies the URL of the REST API that will be called

    •Operation specifies that a GET operation will be used

    •Output Dataspace Name specifies that the results of the REST API call will be put into “users”

    •Identifier specifies that the unique identifier for each user in the list is “user.id”

    On the grid, set the Datasource configuration option to “views.List_Users”. This tells the grid to direct its list operations to the List_Users REST API call.

    In this example, the REST API from the external system returns information in three layers:

    •A list of objects

    •A user object

    •Attributes of the user object

    By default, the grid expects to receive a two-layer information structure:

    •A list of objects

    •Attributes of the object

    This is handled by adding the extra layer in the field configuration option on each column:

     –	user.first_name

     –	user.last_name

     –	user.email

     –	user.is_admin

    The results are shown in Figure 5-38.
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    Figure 5-38   Manage Users grid

    Add the local and global actions

    The Edit and Delete local actions and Add global action are added using the same patterns illustrated in previous sections. The Edit User dialog uses two REST Call Coach Views: Read_User and Update_User.

    The Read_User REST Call is configured as follows:

    •URL: /mum/proxy/https/apexbpm.harvestapp.com/people/[[id]]

    •Operation: GET

    The URL is parameterized using “[[id]]”. This signifies that the value of “id” in the data space should be put in the URL before the call.

    The Update_User REST Call is configured as follows:

    •URL: /mum/proxy/https/apexbpm.harvestapp.com/people/[[id]]

    •Operation: PUT

    •Inputs: user

    The “Inputs” configuration option specifies that the user object in the data space should be sent in the body of the message.

    The Add User dialog uses one REST Call Coach View Add_User that is configured as follows:

    •URL: /mum/proxy/https/apexbpm.harvestapp.com/people

    •Operation: POST

    •Inputs: user

    Finally, the Delete Confirmation dialog uses one REST Call Coach View (Delete_User) that is configured as follows:

    •URL: /mum/proxy/https/apexbpm.harvestapp.com/people/[[deleteId]]

    •Operation: DELETE

    “deleteId” is put into the data space by the Delete local action on the grid before the REST Call is executed.

    Summary

    The REST Call Coach View, along with the client-side data handling capabilities in Apex Coach Views, gives a powerful combination for designing client-side user interfaces that integrate multiple systems. 

    5.4  Packaging for reuse

    As previous chapters have highlighted, composite views are an excellent way to package presentation. Just create a new composite view, drag atomic views into the layout, and you have a reusable Coach View.

    5.4.1  Modeling behavior without Apex Coach Views

    While these composite views are useful in making portions of the UI visually consistent, they do not include any behavior. Using the Coach Views delivered with IBM BPM, behavior is modeled using Boundary Events. To appreciate the impact of this, study how to model the Parts Grid without Apex Coach Views.

    Parts Grid behavior

    The Parts Grid would be implemented using a repeating table. Since it is impractical to load all 280,000 parts into memory at once, paging would need to be simulated and the grid would require three Boundary Events:

    •Forward button to load the next page of data

    •Backward button to load the previous page of data

    •Apply button to reload the current page of data after changes

    The Edit Part local action and dialog would add two more Boundary Events:

    •Edit Part button to read the part and open the dialog

    •Save Part button to update the part in the database and refresh the grid

    The Add Part global action and dialog would add two more Boundary Events:

    •Add Part button to construct a new part and open the dialog

    •Create Part button to insert the part in the database and refresh the grid

    The Delete Part local action would add one more Boundary Event:

    •Delete button to delete the part in the database and refresh the grid

    Completing the functionality by adding a Delete Part local action would add two more Boundary Events resulting in a total of eight Boundary Events. The resulting Human Service diagram is shown in Figure 5-39 on page 185.
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    Figure 5-39   Parts grid behavior without Apex Coach Views

    Behavior for a simple portal

    As you add more functionality to a “one page app” the number of Boundary Events continues to increase and becomes unmanageable. A simple portal with two Business Object tabs (Parts and Products) and a Tasks tab would have 25 Boundary Events as shown in Figure 5-40 on page 186.
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    Figure 5-40   Behavior for a simple portal without Apex Coach Views

    Behavior duplication makes reuse impractical

    Not only does the Human Service become unmanageable, the more fundamental problem is that all of the Boundary Event logic must be duplicated on every Coach that uses the composite view. The resulting increase in modeling effort and opportunity for errors makes heavy reuse impractical.

    5.4.2  Packaging behavior without Apex Coach Views

    Using the Coach Views that come with IBM BPM, the only way to package behavior in the composite Coach Views is to write code. After a business technical person has defined the content in a composite view by assembling atomic Coach Views on the Layout tab, the composite view is turned over to a developer with level 3 skills to write JavaScript methods in the Behavior tab. Refinements of the composite view layout by the business technical user may break the code in the Behavior tab requiring the developer to get involved again. This back and forth makes iterative refinement much more time-consuming and difficult to achieve.

    5.4.3  Packaging behavior with Apex Coach Views

    Apex Coach Views include a set of non-visual controls to help a business technical user package a behavior in a composite Coach View. This results in dramatically simplified Human Service as shown in Figure 5-41.
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    Figure 5-41   Behavior for a simple portal with Apex Coach Views

    The packaging views include:

    •Dataspace

    •Method

    •Event

    To illustrate how these work, package the Add Part dialog as a reusable component.

    Model the basic composite view

    Start by creating a new Coach View called “Add Part Dialog”. Drag Coach Views onto the Layout tab as follows:

    •Add Part Dialog (composite view)

     –	Construct_Part (Service Call)

     –	Add Part (Dialog)

     •	Part Number (Masked Input)

     •	Description (Multiline)

     •	Engineer (Lookup)

     •	Save (Button)

     –	Create_Part (Service Call)

    Isolate the composite view’s data

    The Add Part Dialog could be used in many different Coaches. It could even be used multiple times on the same Coach. To ensure that the client-side data in this composite view does not interfere with the caller’s data, it is isolated from the caller by adding a Dataspace Coach View.

    Add the Show method

    When the Add Product Dialog composite is used on a Coach, the caller needs a method to display the dialog. This is done using the Method Coach View. To add the show method, drag the Method Coach View onto the layout and configure it as follows:

    •The id defines the name of the method – set it to “show” 

    •Parameters is a comma-separated list of input parameters – leave it blank

    •Implementation is a JavaScript snippet that is executed when the method is called – set it to “views.Construct_Part.execute();”

    Add the onAdd event

    When the dialog adds a part, the caller needs to be notified so that it can refresh the part grid. This is done using the Event Coach View. To add an “onAdd” event, drag the Event Coach View onto the layout and configure it as follows:

    •The id defines the name of the event – set it to “onAdd”

    •Parameters is a comma-separated list of output parameters – leave it blank

    To trigger the event when the part is added, add this to the onExecuteComplete configuration option of the Create_Part view:

    parent.onAdd();

    Finally, to allow the caller to specify what should happen when the event fires, add a configuration option called “onAdd” of type string. The Event Coach View will automatically execute the JavaScript snippet that the caller enters in that configuration option. The completed design is shown in Figure 5-42 on page 189.
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    Figure 5-42   Add Part dialog packaged with behavior 

    Using the composite Coach View

    To use the packaged composite view, drag it onto the Coach and note the id – it will be “Add_Part_Dialog1” by default. In order to make the dialog show when the user clicks the Add Part button, set the button’s onClick as follows:

    views.Add_Part_Dialog1.show();

    To refresh the grid after a part is added, set the onAdd configuration option of the Add_Part_Dialog1 view as follows:

    views.Parts_Grid.refresh();

    5.4.4  Summary

    Apex Coach Views’ packaging views make it easy to package reusable user interface components that include both presentation and behavior. This dramatically reduces development time, reduces the need for level 3 skills, and improves the consistency and quality of the end user experience.

    5.5  Optimizing performance

    This section highlights four approaches that are used to improve performance in Apex Coach Views.

    5.5.1  Reduce page load time by deferring processing

    When the page loads, the Coach View framework processes each of the views in the page by calling their load functions. As the number of Coach View instances grows, the page load time increases. To mitigate this performance problem, Apex Coach Views give the option to defer the processing of certain types of views.

    Defer processing of tab content

    The Tab view in Apex Coach Views has a “Load On” configuration option with two values:

    •Show

    •Page Load

    The default is Show, which delays the processing of the views contained inside the tab until the tab is selected by the user. In large “one page apps”, there can be several tabs (and sometimes nested tabs as well). Deferring the processing of the Coach Views until the tab is shown reduces the page load time.

    In some cases, it makes sense to process the tab contents immediately after the page loads. This allows Ajax services to retrieve data on the tab before it is actually shown. Setting load on to “Page Load” addresses this scenario.

    Defer processing of dialog content

    The Dialog in Apex Coach Views is another view that has a “Load On” configuration option. Like Tab, the default is “Show” and is used in most cases. 

    5.5.2  Reduce page size by packaging Coach View source

    As the number of Coach Views used on a page grows, the page size grows as well. This is driven by the fact that the source of each Coach View is in the page source each time. Apex Coach Views reduces the page size by packaging the source for each Coach View in a JavaScript file that will be cached on the client. The three-tab portal that was described in Section 5.4.1, “Modeling behavior without Apex Coach Views” on page 183 includes 114 Coach View instances drawing from 36 different Coach Views. Refactoring the code into a JavaScript file reduced the page size from 297 kb to 182 kb, a 39% reduction.

    5.5.3  Reduce page size by modularizing into templates

    In order to further reduce the page size, Apex Coach Views introduced templates. A composite Coach View can be wrapped in a Template Wrapper Coach View and stored as a template in the library. To use the template in a Coach or composite Coach View, a Template Loader Coach View is added specifying the name of the template. When the page is sent to the client, the source includes the Coach Views down to and including the Template Loaders. This results in a dramatic reduction in the page size. The portal is reduced from 182 kb to 21 kb, an 88% reduction.

    When the page is loaded on the client and a Template Loader Coach View is encountered, it requests the template from the server and inserts it into the page. Templates that are inside tabs or dialogs that the user does not open are not even requested from the server.

    5.5.4  Reduce server round trips by caching templates

    Although templates reduce the page size dramatically, calling the server each time that a new template is encountered is inefficient. To address this potential issue, the Template Loader view in Apex Coach Views caches the templates on the client. This caching not only improves performance on a second visit to the same page, it also improves performance on any page that uses that template. The templates are stored with a key composed of the template name and the snapshot id. This ensures that the template loader uses the correct version of the template and even supports multiple versions of the same template.

    5.6  Conclusion

    Apex Coach Views puts powerful user interface capabilities within the reach of business technical users. They improve usability, reduce development cost, and improve performance. Do not waste your time developing your own coach views from scratch. Use Apex Coach Views so that you can focus on delivering business value.
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Real World Lessons from BP3

    BP3 is an IBM OEM partner and reseller exclusively focused on IBM Business Process Manager (BPM) and complementary products such as IBM Blueworks Live™ and ODM. We work with clients across all segments of the economy to deliver sustainable process excellence. BP3 provides several service offerings, specifically designed and managed to help organizations with their BPM programs from the moment they know what the BPM acronym stands for, all the way through ongoing support and maintenance of production applications. BP3’s heritage on the IBM BPM platform dates back to 2003 Lombardi when BP3’s founders were senior staff at Lombardi, and extends through the present-day:

    •BPStrategy approaches process problems from a product agnostic standpoint, using a combination of Lean and Six Sigma to improve processes and determine how BPM can best be applied to accelerate your business. 

    •BPServices is BP3’s core service offering, helping clients with everything from building BPM programs and COEs, to defining and refining processes using Blueworks Live, all the way through implementing process applications on top of BPM. 

    •BP Labs serves a dual role as both the technical innovation lab for BP3, as well as our support organization for customers. BP Labs develops and curates tools and knowledge on topics such as in-flight migration, solution analysis, and UI customizations. BP Labs employs a team of former consultants and Lombardi and IBM alumni who work from Austin, TX, and the BP3 European office to fulfill various environment, application, and tool support agreements offered by BP3.

    •BPMobility provides expertise on BPM solutions that have a significant user presence from outside the traditional desktop and notebook environment. This includes everything from unique user experience requirements where a custom BPM web portal might need to work on various devices from a mobile phone to a large screen TV all the way through building hybrid and native applications for iOS and Android.

    With the introduction of CoachViews in BPM 8.0 and the increasing demand for mobile enablement from our clients, BP3 saw an opportunity to create a UI framework that would yield both desktop and mobile interfaces from a single drag and drop implementation effort using CoachViews. This approach would eliminate the additional cost of mobile-enabling a BPM process by providing the developer with CoachViews that look great and work naturally on either desktop or mobile devices, instead of UIs that were only designed for the desktop. 

    The response from our clients have been overwhelmingly positive. Not only are they mobile-enabling their processes from day one, but also they are simply able to produce great looking desktop interfaces for BPM, on par with major commercial and social media web sites. 

    In addition to BP3’s services and product offerings, BP3’s blog is widely read for its coverage of all topics around BPM, innovation, and process. You can find it at the following location:

    http://www.bp-3.com/blogs

    6.1  Responsive design		

    With every new BPM implementation, it becomes clearer to us that the enterprise has transcended the desktop and notebook interface as the only means to get work done. Popular social, e-commerce, and entertainment platforms, have conditioned their users to expect a rich experience. Furthermore, these giants have built native applications for various device types, setting the expectation that those platforms can be accessed from anywhere, without compromising the user experience. Enterprise applications have fallen a bit behind, but they are starting to catch up. 

    When building a BPM solution that requires mobile participants, creating native applications is conceivably the way to get the absolute best user experience, but it is far from the most cost effective. Even though iOS and Android make up more than 80% of all mobile devices, version fragmentation complicates things for developers. In order to capture most of Android users, you would need to create Android apps for six very different versions. Version fragmentation is much less of an issue with iOS, but it does still exist. Even if the BPM solution needs to support a single device type and version, the cost is still significant due to the additional development effort, and a completely different skill set from traditional BPM Developer. 

    An alternative to native interfaces is web apps. With standardization in the HTML5 spec, ever more powerful mobile devices, and the significant improvements in browser capabilities in the last few years, many web applications can be built to be nearly indistinguishable from their native counterparts. Furthermore, if implemented properly, the same web app will function uniformly on all mobile web browsers, regardless of whether it is Apple, Android, or another device. Still, there are use cases (for example, games, 3D modeling, and video editing) where native apps yield a much better user experience than even the most skilled HTML5 developer can craft, but those are seldom found in BPM projects. BPM solutions are heavy on complex forms, tables, reports, and charts. Major players in modern web development have proven that interfaces like this can be created with HTML5 to feel completely native (for example, Senchas HTML5 remake of Facebook, as a response to Facebook going native). Exceptional platforms like IBM Worklight® have taken this a step further, and made creating mobile web apps for BPM almost as easy as creating the desktop UIs in the BPM Coach Designer.

    Going with a mobile web app, instead of a native one, lowers the cost for making BPM interfaces accessible from mobile devices, but it still requires an extra development effort in addition to the screens built in the coach designer. Development time needs to be allocated for building a different set of interfaces in a different tool. Sometimes this is the best solution because the functions available to mobile devices, within a given process app, are drastically different from the desktop interfaces. For example, if one BPM activity always needs to be completed on a Tablet (iPad or Android) and never on the desktop, building that mobile interface in a separate tool makes sense, because it would not be implemented in the Coach Designer. Still, most of mobile use cases that we see in BPM solutions today are interfaces that need to be available to both desktop and mobile users. Whether it is a type of request form, approval screen, or another activity in the process, users want to be able to complete those tasks on both desktop and mobile devices.

    Responsive design was first introduced in 2010 in an ‘A List Apart’ magazine article. Since then it has quickly caught on with some of the largest Internet companies today. It is an approach to web interface development where a single web page is implemented to display properly, regardless of screen size. Instead of building one web interface for phones, one for tablets, and a third for desktops, modern web design and CSS3 media-queries are used to create a single implementation that adapts to the device it is being viewed on. 

    Figure 6-1 is an IBM BPM Coach being viewed on a desktop web browser. It has been implemented using Brazos, the BPM UI toolkit from BP3, with just the BPM Process Designer.
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    Figure 6-1   Wind Study Coach on a Desktop

    If we load this same exact coach from Safari, on an iPad or iPhone, it will look like Figure 6-2 and Figure 6-3 on page 198. 
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    Figure 6-2   Same Wind Study Coach on an iPad
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    Figure 6-3   Same Wind Study Coach on an iPhone

    Note that the interface adjusts to the screen size. Individual CoachView elements are built to resize, rearrange, and completely shift from one part of the interface to another based on the device. There is no need to waste time on pinch and zoom, the form is presented in the optimal format for the screen it is being viewed on. This is Responsive Design at work. With the addition of the CoachView framework to BPM in version 8.0, we can now incorporate modern HTML5 concepts and CSS3 media queries into the coach designer controls, making this possible. 

    6.2  The Coach View UI Toolkit

    The majority of BP3’s contribution to this Redbooks publication focuses on Brazos, our CoachView UI toolkit. The approach and features of this toolkit are a reflection of the demand we have seen from our clients, and our experiences using it on almost every IBM BPM 8+ project we work on. 

    The purpose of this section, however, is to address how to approach building your own CoachView UI Toolkit. Brazos is a great solution for most IBM BPM deployment needs, and if you can, we recommend using it rather than starting from scratch to build a new one. 

    However, there are reasons to consider making such an investment. Since CoachViews were first introduced in BPM, we encountered multiple organizations that had already invested in a certain web UI framework in other parts of their organization before being introduced to IBM BPM. There are many exceptional web UI frameworks out there, thus organizations frequently pick one that is not Dojo (out-of-the-box BPM controls are written with Dojo) or Bootstrap (like Brazos). 

    For example, one company may already be using Kendo UI to build enterprise applications because of its great .NET connectors or another might have adopted Sencha due to the nice integrated development environment. In each case, the organization has altered the look and feel of the framework to fit their corporate identity, built up internal expertise, and accustomed its end users to the framework. With the power of CoachViews, IBM BPM has the unique capability to incorporate any modern web UI framework into Coach Views. By implementing UIs that an organization is already accustomed to, organizations can reduce friction for BPM adoption. Moreover, since process applications can be built much faster on BPM than many other development platforms, using a familiar UI framework will help the BPM footprint grow within the organization.

    We found that an iterative approach, much like the one used to build process applications in BPM, works best when adapting a web UI framework to CoachViews and the Process Designer. A comprehensive web UI framework will contain dozens of controls with hundreds of configurable features; therefore, the implementation needs to be broken down in to well-planned iterations in order to keep the scope and budget manageable.

    Although the specific requirements of the first few process applications to be built with the new UI framework are important, the first iteration of the framework implementation should focus on translating the layout paradigm of the web UI framework to CoachViews. The goal is to define a set of CoachViews that will allow a BPM developer to take advantage of the layout features offered by the web UI framework. For example, if it is a responsive framework, and sections rearrange based on screen size, the CoachViews should do the same, as BP3 did with the Brazos Toolkit. In addition to layout, the first iteration should include some basic input controls, with minimal configuration options. 

    Subsequent iterations are defined based on the web UI framework at hand as well as the intent for the CoachView framework being built. Each iteration will add another layer of capability, whether it is advanced input features, modular CoachViews, or mobile enablement. Within every iteration, a complete design, build, and QA cycle should be taken to ensure alignment with the overall designation for the framework and to retain consistent quality.
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    Figure 6-4   Stages of an iteration

    If done correctly, process applications can start using the UI toolkit as early as iteration 2 of the implementation. As new snapshots of the toolkit are created, process applications update their dependencies and begin using the newly available features without breaking anything that has already been built. Continuous automated unit testing of the UI framework ensures that the toolkit remains upgradeable from snapshot to snapshot as shown in Figure 6-4.

    6.3  BP3’s Brazos UI Toolkit

    Brazos is a responsive IBM BPM UI toolkit created by BP3. The toolkit implementation adapts Bootstrap, one of the most popular web UI frameworks, to the IBM BPM CoachViews and serves as a complete replacement for the out-of-the-box controls as shown in Figure 6-5. 
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    Figure 6-5   Different target platforms

    BP3 has made the toolkit available for no charge to everyone through our website. Anyone can get the toolkit and use it for whatever purpose they want, from development to production. We found Brazos indispensable on our projects, and we think that the whole IBM BPM community benefits when processes have great user interfaces. We do offer several varieties of comprehensive support agreements. They range from being able to file Brazos bugs all the way through having BP3 build custom Brazos controls, on demand. Contact info@bp-3.com for more details. 

    As detailed in the previous section, we do not claim that Brazos is the one and only answer to UI in IBM BPM. The purpose of this section is not to convince you that you should use Brazos, but rather to present the reasoning behind why the toolkit exists as it does today and to convey the design choices we made along the way. 

    6.3.1  User experience matters

    Even though business users have been conditioned to expect a less stimulating experience from enterprise software, it is by no means indicative of their desire. Better tools lead to a more productive workforce. Aesthetically pleasing web interfaces, which look like they were designed for the hardware that they are being consumed on and seemingly predict the intentions of their users, will always win supporters over a web form that looks like it was built in the mid-2000s. The goal for UIs in enterprise software today should not only be to meet business and functional requirements but also to exceed the user experience expectations of a generation that is accustomed to high-quality web interfaces like Google, Facebook, and Twitter. In a competitive marketplace for top talent, exceptional enterprise solutions will go a long way in improving productivity, morale, and retention of employees. Starting with the adaptation of Bootstrap, the intent behind Brazos is to bring the best of modern web design, which users are accustomed to in their private lives, to enterprise BPM solutions.

    Still, taking a note from iOS application development, end user experience is only one piece of the puzzle. To ensure that a development community thrived around their platform, Apple put an overwhelming amount of time and money in to Xcode, the development environment used to build iOS applications. Even the minutest features have been tweaked extensively to optimize developer productivity and ease of use. 

    Even though the target audience for the BPM Process Designer is significantly smaller than Xcode, it in many ways follows the same pattern. BPM Developers are able to build all the artifacts that make up a process application within a single tool, toolkits organize reusable components, and snapshots make version management a breeze. Brazos builds on this foundation and attempts to make BPM UI Development as pleasant as putting together an iOS App. Brazos implements little things such as ensuring that all controls display correctly without having any data bound to them, supporting both instantiated and non-instantiated business data and property variables, and making sure that all controls are aligned aesthetically, regardless of the interface a developer puts together, to name a few. 

    These subtleties may seem inconsequential or “a matter of training”, but they add up. The less time a developer has to spend figuring out (or reading about) how to use a UI framework, the more time they have to actually build interfaces. Moreover, the development experience in Brazos has been thought out with the business analyst in mind. A non-technical user can prototype complex UIs, incorporate advanced features like typehead and modals, and of course craft both a mobile and desktop experience without needing to write any JavaScript, all within the Process Designer. 

    6.3.2  Business case

    The primary driver behind the creation of Brazos was the need for IBM BPM process participants to complete their tasks from a mobile device. Before Brazos, this was accomplished by either having end users use desktop coaches on their mobile devices or by implementing a set of interfaces specifically for mobile devices in a different technology. Using desktop screens on a mobile device is an unpleasant user experience with an adverse impact on productivity. Not to mention, developing a set of mobile interfaces in addition to the desktop ones is a costly affair. Brazos delivers both a rich desktop experience, and a rich mobile experience, with a single implementation effort that is no more difficult than building a set of screens (just for the desktop) the old way. 

    6.3.3  The implementation

    Let us examine a few implementation concepts.

    •“Frameworks utilized”

    •“Vector-only approach”

    •“Native controls” on page 203

    •“Touch versus click” on page 204

    Frameworks utilized

    Brazos incorporates Bootstrap, jQuery, and additional open source libraries like FontAwesome, Spinner.js, and so on. Most of BP3’s time building Brazos has been spent on adapting the open source frameworks to the BPM use case, CoachViews, and touch-enabling all the components. 

    Vector-only approach

    High pixel density interfaces were first introduced to consumers with the retina display on the iPhone 4. Since then, Apple has expanded the retina display footprint to iPads and MacBook Pros. Furthermore, other vendors have started building high pixel density displays for both mobile devices and desktop screens. 

    Web interfaces that use standard resolution, scalar, graphics look fine on traditional pixel density displays. When these are viewed on high pixel density displays, they seem washed out and blurry. Because of this, Brazos only uses vector graphics and fonts across all controls. Vector graphics look sharp, regardless of pixel density.

    Native controls

    Modern HTML5 browsers, like the ones that are found on iOS and Android, provide the ability for web pages to take advantage of certain native controls. Actions like date and time selection, combination box selection, picture upload, and others can be performed much more effectively with these native controls since the device manufacturers have thought through the best way to present the user with say a date selection as shown in Figure 6-6.
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    Figure 6-6   Native iPad date picker from a Brazos control in Safari

    In order for this to work correctly, each control must be implemented using the proper HTML5 types. Brazos uses the appropriate standard HTML5 types across all controls. 

    Touch versus click

    On a desktop, interface elements like buttons, drop downs, and other interactive components wait for the click event to occur before performing their action. Desktop JavaScript controls like the out-of-the-box IBM BPM table, wait for a user to click the add table button before making an extra row appear. This works great. When a user clicks the button, the row instantly appears.

    When a web page is being viewed on a mobile device, a click on the desktop does not translate to a finger tap on the touchscreen. In fact, the user will observe a 300ms delay between when they tap on the add row button (from the previous paragraph) and when the row will actually appear, making the interface feel clunky. This happens because the HTML5 specification includes touchscreen specific events. When an element is just waiting for a click, it waits for the following event sequence to occur: (touchstart, touchmove, touchend, mouseover, mousemove, mousedown, mouseup, CLICK). In order to avoid any such delay on mobile devices, controls need to be implemented to support touch events in addition to click events.

    In order for Brazos controls to instantly respond to both click on the desktop and tap on mobile devices, each control has been built to support both event types. This extra work pays off every single time a user touches the interface, across every screen built with a Brazos control on it. 

    6.3.4  Layout and controls

    As mentioned in prior sections, the first step in adapting a web development framework to the CoachView framework is to design the layout. The approach to lay out implementation and assembly within the coach designer may differ significantly based on the web development framework being adapted. Working with responsive web frameworks brings an extra layer of complexity. Not only should the person assembling an interface with the coach designer be able to create desktop screens, but they also need to define how the screen scales to a smaller screen size. As the screen size changes, layout components may rearrange themselves, sections may appear and disappear, and so on.

    Brazos includes Bootstrap’s robust layout framework, which uses a row and column metaphor for layout design. A row takes up the full width of the screen. Each row can be broken down in to multiple columns. The relative width of columns within a given row is specified by adding a class value of span1 through span12. See Figure 6-7 on page 206.
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    Figure 6-7   Span values and associated column width

    As illustrated in Figure 6-7, a span of 12 is the full width of a given row, if two columns are added with a span of 6 into a row, each one will take up half the row, and so on. As the screen size displaying the interface changes, so does the size of the interface. On phones, where there is not enough room to display multiple columns in one row, the interface rearranges itself to display a single column per row, and adds as many rows as necessary to house all columns.

    Figure 6-8 on page 207 shows column width configuration for Brazos columns in Process Designer.
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    Figure 6-8   Column width configuration(Span) for Brazos columns in Process Designer

    In implementing Brazos, the same row and column metaphor was retained. A single “Responsive Row” CoachView represents the full width of the screen and can contain several “Responsive Column” CoachViews. The relative width of each column within a row is defined by using the span property of the Responsive Column as shown in Figure 6-8.

    6.3.5  Example 1: Desktop, mobile, and beyond

    The business case highlighted in this example is for a chemical manufacturing company. The requirement is to have a BPM interface for defining a custom chemical order. Once the order is defined and submitted, the actual manufacturing process begins. The screen needs to contain: A list of chemical ingredients, machines used throughout the manufacturing cycle, the associated man-hours, and basic order details. Additionally, the business requires the ability to scan SIDs of batches used for each chemical ingredient. The SIDs are found as bar codes on every drum of chemical ingredient. 

    Dynamic tables will be needed for both the chemical ingredients as well as the Machine Usage. Since one container of a given chemical ingredient may not be sufficient to complete one recipe, the user needs to be able to define multiple sources for a given chemical. From an interface perspective, this translates to a table (batches) within a table (chemicals). The batch table should have the ability to add batches and scan the associated SIDs (bar codes) of each batch with a mobile device. 

    Brazos is the right fit for this business case because it offers lightweight coach views that can be used to create complex interfaces that work great on either desktop or mobile. Even though mobile web browsers do not have the explicit ability to scan bar codes, Brazos can be used in a Hybrid App to accomplish this goal. 

    Implementation strategy

    The first thing to consider is what devices the app will be used on and what functionality will be needed on each of those devices. Brazos uses a responsive UI framework, which supports interfaces from desktop to mobile. Even though a single Coach automatically adapts to various screen sizes, certain design decisions will be driven by the target devices. This makes knowing which devices a given interface is being built for an important consideration. 

    For this interface, most of the work will be done on a desktop, with a few steps on a mobile device. The business user would launch the task from a desktop, add overview details, add the chemical ingredients that make up the Recipe, and add the necessary Machine Usage. Once all the chemical ingredient rows are added, the user will pull the screen up on a mobile device and scan serial numbers (bar codes) for batches of the chemical ingredients, entering the associated amount used of each batch. The bar code scanning will be accomplished by having Brazos controls talk to a native shell application that supports that capability. This example will explain how it can be done on both Android and iOS.

    Build-out

    We can divide the build-out phase into the following sections:

    •Layout construct (Responsive Row, Responsive Column, Section, Tabs)

    •Simple controls (Input Box, Drop Down, Check Box, Doc Upload, and so on)

    •Advanced controls: Table

    •Advanced controls: Modal

    Layout construct (Responsive Row, Responsive Column, Section, Tabs)

    Defining a good looking layout that meets the business requirements can sometimes be a daunting task. To simplify this, Brazos comes with a starter template that serves as the foundation of the responsive construct. The template has configuration options to customize its appearance with minimal effort. In this case, we use the Brazos template, populate the project and activity properties, and set a custom CSS. The CSS file is used to alter the appearance of any UI element, whether it is the background of the header, the size of the input box, or the style of the drop-down. 

    With the template in place, the layout is defined by using a combination of Responsive Row (Row) and Responsive Column (Column) CoachViews. First, a Row is added to the Brazos Template. The contents of the Row should only consist of Columns; the Columns then contain actual Brazos controls. Relative width of columns within a given row is defined by using the span configuration option on the Column. The Row will display its Columns in order, from left to right until the screen size shrinks enough to stack the Column contents vertically. This behavior is what lets the UI adjust to any screen from phone to desktop. 

    For this scenario, one row containing two columns is added to the template as shown in Figure 6-9 on page 210. The first column is for Chemical Overview details. Its span value is set to 25% of screen width. The second column, containing both the Chemical Recipe and Machine Usage tables, will have a span of 75%. Since the rows and columns are not visible screen elements, the Section coach view is used to logically group controls on a given interface. One section (labeled Chemical Overview) will be added to the left column and two sections (labeled Chemical Recipe and Machine Usage) will be placed in to the right column. Here is what it looks like in the Process Designer.

    [image: ]

    Figure 6-9   Setting the right column to take up 75% of screen width

    The default behavior for mobile devices will be to stack all three sections one on top of the other, allowing the user to scroll through the content vertically. This is accomplished without any additional configuration.

    Simple controls (Input Box, Drop Down, Check Box, Doc Upload, and so on)

    After defining the layout, we can begin adding controls. The Input String coach view is a simple input box, with a variety of configuration options to cater to more complex business requirements. From this example, we take a look at how this control was used for Location under the Chemical Overview section. To implement the type-ahead feature, we first create an AJAX service that has a String List output. Once this service is created, within the configuration options on the Input String control, check the Typeahead Enabled option and bind your Ajax service to the Selection Service options. To allow for automatic validation of the control, check the Strict configuration option as shown in Figure 6-10 on page 211.
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    Figure 6-10   Type-ahead feature of the Input String coach view

    Another configuration option that is used in this example is the prepend. In Figure 6-11 on page 212, you will notice that we have chosen the Icon Prepend Type, and have set the Prepend Value to icon-building. This will make a building icon appear on the left side of the input field.
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    Figure 6-11   Input field prepend option

    The Combination Box coach view was used in the Machine Usage section of this example for selecting machine type as shown in Figure 6-12 on page 213. This control can bind a list of name-value pairs or query an Ajax lookup service to populate the selection options. We use the latter option. As with the type-ahead feature on the Input String, you need an Ajax service here. However, the service will have an output type of list of name-value pair and input of type String. When the Ajax service is complete, you bind it to the Selection Service option. For our input into the attached service, we will be binding location from the Chemical Overview section. Since each location has a different set of machine types to choose from, we use the location to create a dynamic list of name-value pairs that populate our selection options. 
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    Figure 6-12   Dropdown selection service

    In addition to the more complex configuration options, most Brazos controls have an optional invokeBoundaryEvent configuration. When selected, a Boundary Event will fire when the contents of that control are changed by the user. One of the places we use this feature in this example, is to calculate Man Hours. The Invoke Boundary Event is enabled on both the Machine Type combination box Coach View as shown in Figure 6-13, as well as the Time Needed Input String. When either of these values are changed, a Boundary Event will route to a Server Script that contains code to calculate the associated Man Hours.
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    Figure 6-13   Combination box at run time

    Advanced controls: Table

    The Table Coach View is used to display a list of complex objects. Each table column can consist of any Brazos control-like combination box, input string, output text, modal (discussed in the next section), and even other tables. The Table control is simple to use and has minimal configuration options. It functions much like the out-of-the-box table.

    Using the Machine Usage table as the example, we drag the Table control into the appropriate section and bind it to the list of machine objects. To add columns, drag other controls from the pallet into the table. The first column is the Machine Type combination box, which we covered in the section before this. The second and third columns are simple Input Decimal Coach Views that bind to the TimeNeeded and ManHours attribute of the machine object list. 

    The final column needs to be a row delete button. To accomplish this, we add a Button control from the Brazos toolkit and set the table behavior (of the button) to “delete row”. Enabling the Add Row button for the Table can be done by checking the Allow Row Addition in the configuration options of the table. 

    Advanced controls: Modal

    A unique feature available in Brazos is the Modal Coach View. A modal is a great way to initially hide a set of controls from the user. It is essentially a miniature coach that pops up over the rest of the content when a button is clicked. Although a modal can be used outside of a table, it is most commonly found in tables as shown in Figure 6-14. 
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    Figure 6-14   Modal on-screen load (as a table column button)

    A Modal is a great fit for this scenario because we want to initially hide a few columns from the user as well as a nested table. To implement, the Modal control is first dragged into the Chemical Ingredients table as a new column; when the coach first loads, it will look like a button. The Button contents and the modal title can be modified in the configuration options. Once the modal is in place, you can add any control necessary inside of it. In addition to a few fields, this Modal contains a table of batches as shown in Figure 6-15 on page 215.

    The Weight Used column has an associated Boundary Event that causes Total Batch Weight to update any time a change is made to the table. The SID column of the batch table is populated by using a bar code module in a Hybrid shell described in the next section.
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    Figure 6-15   Modal when the button on a given table row is clicked

    Hybrid application

    If a mobile device capability needs to be used as part of a BPM UI, but it is unavailable to the web browser, going with a hybrid approach may be the best path forward. In a hybrid application, coaches built with Brazos run in a native mobile device shell. This allows you to build all interfaces with Brazos in the coach designer, needing only to implement the specific missing feature in native code.

    For this example, we need to be able to scan a bar code and have the value populated in to a Brazos control. While the mobile web browser can access the device camera, it does not have a built-in API to interpret bar codes. Implementing the image processing capability in client-side JavaScript would be tedious and most likely not perform well, but there are numerous bar code scanning libraries for both Android and iOS. The simplest solution, in this case, is to build the interface with Brazos, and create a CoachView control that can communicate with a native app shell. That native app shell would then open a bar code scanner, scan the bar code, and populate the Brazos control with the bar code value as shown in Figure 6-16 on page 216.
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    Figure 6-16   Bar code scanner module from a hybrid shell

    Bar code Scanner CoachView

    As a baseline for the control, you can duplicate the String Input from Brazos, since the bar code scanner looks the same, except instead of letting a user type in a value, it invokes the bar code scanner. You need to modify the onClick event on the control to communicate with the native shell and open the bar code scanner.

    For iOS support: An invisible iframe needs to be created somewhere in the Document Object Model (DOM). The target for that iframe will be set to something similar to: ‘bp3brazos://myFunc/divID/attr1/attr2’. The native shell listens for that bp3brazos prefix to start the scanner.

    For Android support: All you need to do is simply call: Android.myFunc(divID,attr1,attr2). Android web views create a javascript class on loaded web pages. This makes communicating between CoachViews and the native shell a breeze.

    iOS Shell App (Objective C)

    The object type that is used to display the coach is a UIWebView. Its delegate needs to implement the shouldStartLoadWithRequest method. This is invoked when an iframe attempts to load the fake URL set up in the previous section. We can capture the attempt based on the bp3brazos prefix and treat it as the command to start the bar code scanner.

    Once the bar code is scanned, stringByEvaluatingJavaScriptFromString can be called on the UIWebView, setting the input field of the bar code scanner coach view to the bar code value.

    Android Shell App (Java)

    The Android WebView class is used in this case. To make the Android JavaScript class available to the CoachViews, we first need to add:

    webView.addJavascriptInterface(new WebAppInterface(this), "Android");

    From there, you simply implement myFunc(divID,attr1,attr2) in your class. That function will get called when the user clicks the bar code scanner control. The logic for starting the bar code scanner resides within said function.

    After the bar code is scanned, webView.loadUrl("javascript:..."); is used to set the bar code scanner Coach View to the bar code value.

    Validation

    With the release of BPM version 8.0.1, IBM has provided an out-of-the-box validation framework. The framework gives the option to test a set of variables for validity with a server-side script, when a user triggers a Boundary Event (for example, clicks a button). If the validation script adds errors using the out-of-the-box API, the token will route back to the coach and display the validation errors. If the validation script completes without errors, the original Boundary Event will proceed forward as shown in Figure 6-17 on page 218. 
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    Figure 6-17   OOB Coach Validation setup

    Brazos supports the out-of-the-box validation framework by identifying erroneous fields and displaying their associated errors. Additionally, Brazos adds a unique touch from a UI perspective. Any collapsed sections slide open and get highlighted in red. The validation errors for a given field can be read by hovering over the field that is bound to the erroneous variable as shown in Figure 6-18 on page 219. 
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    Figure 6-18   Result of OOB validation framework errors

    6.3.6  Example 2: Scalability and program success

    The example in this scenario is a complex user interface used for underwriting a loan for the purchase of a home or property. Underwriting a loan is a complicated, and sometimes time consuming process. It involves diving into personal documents for research, performing calculations to ensure financial security, reviewing properties and appraisals, and even performing background checks. This process varies from person to person. Some underwriters have been doing the job for more than 15 years and have a unique approach that works for them and helps them perform their analysis efficiently. The user interface in this business case was designed to be an aid in that process: a fluid, easy to use design that any underwriter could adapt their unique approach to.

    The complexity of this interface led to the need to control the layout to a very precise degree. The controls provided by Brazos are the perfect fit because:

    1.	Defining custom form layouts with variable control sizes is simple and requires no technical expertise. For example, the form in Figure 6-19 on page 220 can be created in under a minute, using eight Input String controls and one combination box.

    2.	The controls offered by Brazos are lightweight: minimal code to provide the needed functionality.

    3.	Nesting tables, responsive sections, and modal windows are simple and consistent.
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    Figure 6-19   Form layout with variable control widths

    Toolkit management

    Even when starting with Brazos, BP3 consultants usually arrive at a need to develop other controls while on a client project. When this need arises, there might be the temptation to go into Brazos and start modifying it to add additional controls. However, this should be avoided. BP3 releases periodic updates and not modifying the actual Brazos toolkit will ensure it can be upgraded to future versions.

    BP3’s suggested approach is to create a separate toolkit with client-specific controls based on Brazos. This toolkit does not need to include co-dependencies with the Brazos toolkit, because all of your Brazos core resources are loaded when you use the Brazos Template. Considering that the dependency loading is done by the template, each control should only contain the incremental code to make it functional. 

    In your main application, you will then have two dependencies: One to the Brazos toolkit, and one to the client-specific toolkit. When a Brazos update comes out or updates to the client toolkit are made, upgrading of the dependencies only needs to occur in one place, the Process Application. You do not need to worry about cross-dependencies between toolkits.

    When designing separate artifacts that rely on Brazos resources, be sure to pay attention to the release documentation with new versions of Brazos. In the rare case that a piece of code that you are relying on is deprecated, you might be required to update your own controls accordingly. 

    Designing a Complex UI

    Starting from the bottom

    Usually requirements for an entire user interface are not available at once. During the design and development phase of a complicated UI, more granularity is uncovered with time, which often leads to rework. Fortunately, if designed correctly, individual components of a Brazos UI can be designed from the bottom up, scaling as needed.

    Responsive Rows and Responsive Columns work at any level of nesting. A Responsive Column that is set to be “Span 6 (50%)” will always be half the width of its parent (a Row) regardless of where it is in the coach. Combining this feature with the reusability of Coach Views, we can begin designing pieces of UIs even before there is a sense of what the overall structure of the coach will be. Consider the following example. We know that on an underwriting worksheet we are going to need an address field in a few different places. We do not know where it will be on the layout, but we know the data model and the required fields, and if we adhere to the Brazos layout paradigm, we can design a UI that will fit in to virtually any future scenario. See Figure 6-20 for an address Coach View.

    [image: ]

    Figure 6-20   An address Coach View

    In Figure 6-20 on page 221, we see the implementation for the address from Figure 6-18 on page 219. The design is straightforward. No code is needed in any of the event handlers or CSS to accomplish this. To build the UI, we drag and drop the components in the pictured format, and adjust the configuration options as wanted. In this case, we need to configure the relative widths of the columns. The top column with the two address lines is Span 12 (100% width), while the bottom columns are Span 6, Span 2, Span 2, Span 2 from left to right (remember that a row’s columns should add up to 12). 

    In just a few minutes, we have created a view that can be used in a multitude of scenarios.

    Working our way up

    Now, when we go to implement the larger UI, we can use the Address Coach View that we just created by simply dragging it in to its parent. When designing complex UIs, it is extremely important to break down components of the UI into smaller more manageable Coach Views. It is easier to work with 10 Coach Views with 10 controls that logically go together rather than a coach with 100 controls on it. With the process outlined above, your individual components do not have to rely on their parent coaches.

    In Figure 6-21 and Figure 6-22 on page 223, you can see the composite Coach View from the above example being used for two different purposes.
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    Figure 6-21   Address coach view usage: Example 1

    In Figure 6-21 on page 222 the address Coach View is being used in the lower right corner of the screen. It is mapped to a business object called “subject property address” and is placed inside a responsive column that happens to be Span 6, or one half the width of the entire coach screen. Note that the child controls adhere to the relative column widths within the space available to the parent Coach View. Our city field was designed to be Span 6 (50%) of the Address Coach View. So when we place the entire Address inside a Span 6 column, the city naturally becomes 25% the width of the entire coach without any extra work on our part.
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    Figure 6-22   Address coach view usage: Example 2

    In Figure 6-22, we can see the same view being used for company contact details as for the loan originator before it. This time, it is in a modal view. Again, with no extra work, we can drop in the control and it will naturally adjust to the size of its parent.

    Implementing complex UI elements

    Developing client-specific controls

    Even though Brazos offers various features, we frequently encounter the need for business-specific controls at our clients. This section covers the general approach to developing controls that are compatible with Brazos. This approach is being used by BP3 in situations where additional controls need to be developed. 

    Consider the following example: While underwriting a loan, we need to capture information about one or more borrowers whose income is being considered for eligibility. At first glance, this seems like a good opportunity to use a table since we have a list of elements. However, since each borrower is associated with a large amount of information (name, address, SSN, monthly income, credit information, and so on) that needs to be captured, a table would not be ideal. A good alternative would be a “dynamic tabs” control: a control that behaves very similar to the table control, but each row is represented by a tab instead of a table row.

    First, consider the HTML markup to construct the Tabs interface. Figure 6-23 shows the layout for the control. Notice that the content box is selected to be a “Table”. It will show up like a table control in our designer because we need the repeating functionality, but it will render like tabs.
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    Figure 6-23   Repeating (Dynamic)Tabs template

    The first Custom HTML box will contain:

    <div>

    <ul class="nav nav-tabs"></ul>

    <div class="tab-content">

    The <ul> will contain individual tabs that the user can click, and the <div> following the <ul></ul> will contain the actual content of the tabs. Notice the classes on each of the elements. These are Bootstrap classes. When creating custom controls to be used with Brazos, it is encouraged to only use either Bootstrap components or components that were specifically implemented to work with Bootstrap. This will speed up the Coach View build process and help make the final interface look and behave consistently. 

    At this point, we move on to the event handlers of the Coach View. Consider the following code shown in Example 6-1, which sets up the clickable tab buttons and our tab panes. This code belongs in the load() event handler for this control.

    Example 6-1   Set up clickable tab buttons and tab panes
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    var _el = this.context.element

    var sections = $("> div > .tab-content > .ContentBox", _el);

     

    sections.addClass("tab-pane");

      each(function(index, section) {

    var href = "#"+$(section).attr("id");

    var title = "Tab Title";

     

    var tabButton = $("<li><a

    href='"+href+"'><span>"+title+"</span></a></li>");

     

    $("a", tabButton).click(function (e) {

    e.preventDefault();

    $(this).tab('show');

    });

     

    $("> div > ul", _el).append(tabButton);

    });

    [image: ]

    Start with line 2. This is a CSS query that returns the list of all sections that are children of the content box we outlined in Figure 6-23 on page 224. Coach Views that are children of other Coach Views are loaded before the parent, and constructed with various helper classes and attributes to aid in referencing them. The query in line 2 returns all “rows” in our table. The remainder of the code turns these table rows into tabs. This query is a jQuery function, and since jQuery is included with Brazos, we can use it in any controls that are children of the Brazos Template.

    Next, we highlight some of the Brazos utilities that we are using to construct the rest of the control. The fourth line, sections.addClass("tab-pane"), adds a utility class to every “row” in our table. This is a Bootstrap class that helps with the hiding and showing of tab panes when we click the tab buttons.

    The remainder of the code sets up the HTML for the clickable tab buttons. The use of Coach View attributes (such as $(section).attr("id")) coupled with Bootstrap styles and functions ($("a").tab('show') is a Bootstrap function to activate a tab pane that is based on a tab button).

    There are many opportunities to expand this control beyond its basic functionality (such as adding and deleting tabs dynamically), but it is remarkable that after writing under 10 lines of HTML and a dozen lines of JavaScript, we have a fully functioning control that leverages the power of the Brazos libraries, and the out-of-the-box functionality of IBM BPM Coach Views. Taking advantage of Bootstrap, Brazos, and CoachViews, as illustrated in this example, simplifies creating new BPM controls.

    Performance testing

    CoachView UIs rely heavily on modern web technologies, including CSS3 and HTML5. As such, modern browsers are recommended when using Brazos. Any recent version of Firefox, Chrome, and Safari are all good options. Although Brazos will work with Internet Explorer 8, IE9+ is strongly suggested because the JavaScript engine in IE8 is dramatically slower and HTM5 tags are not supported. In fact, any Coach View-based IBM BPM user interfaces will perform considerably slower on IE8 because of the poor JavaScript engine.

    With any complex UIs (Brazos or otherwise), it is important to make sure they perform well in a given client’s setup. Since UI rendering, usage, and event handling are all mainly done in-browser, performance testing must be done in the context of an organization’s supported browser, work locations, and ideally on various systems.

    Even though Brazos was specifically designed to contain less code than the out-of-the-box BPM controls in order to improve the performance of complex UIs, the simplicity of UI development provided by the CoachView framework comes at a cost. BPM UIs will always require more HTML/JavaScript/CSS and thus load slower than custom built web applications. Still, performance problems can easily be avoided, even for the most complex UIs, by defining detailed performance SLAs early, and continuously testing the application from actual end-user work locations throughout the build process. 

    In order to ensure that CoachView interfaces perform well, consider the following two main concepts:

    1.	During Coach Load: Coach rendering has changed extensively with the introduction of Coach Views. In previous versions of IBM BPM, the server fed an HTML page to the browser and the browser merely had to render the markup. In IBM BPM 8.0 and greater, the browser is now responsible for more. The server defines the business objects and the base Coach View templates, and the browser is responsible for instantiating each Coach View individually. This means that every Coach View on the screen has its load() event called before the entire page is rendered. This can lead to long load times for complex UIs. If there are 100 controls on a page, there are at least 100 load() events executed before the entire coach is rendered to the end user. That being said, Brazos controls were designed to be lightweight, and any modern browser should be able to easily render 100 controls on a page.

    2.	After Coach Load: After your coach has been rendered, there are quite a few things that happen behind the scenes as an end user is filling out forms and performing actions. It is important to keep in mind that whenever data is changed, a sequence of events is fired that updates the data model. If you have high levels of interactivity between different pieces of data, coaches can slow down as event handlers are triggered. Luckily, because the local data model is updated every time a control value changes, when it comes time to submit a coach or save the data, all the data can be posted to the server immediately because the browser has the most up-to-date copy of all variables.

    In the event of performance issues, there are various analysis tools that can help you. Even if a coach does not have performance issues, it is important to run a few coach profiles to identify potential pain points or bottlenecks. Firefox, Chrome, and Safari all have tools that can analyze performance over the typical usage period of a coach. Figure 6-24 shows some of the performance tools offered with Chrome.
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    Figure 6-24   Google Chrome profiling tools

    Knowledge transfer and support

    When choosing to develop a user interface with Brazos, it is important to educate an organization on the tools and underlying open source frameworks that make Brazos possible. There are hundreds of available functions, styles, and utilities that are built into the Brazos toolkit and can make developing supplemental controls very simple.

    An in-depth knowledge of the code behind each Brazos control is not necessary since the toolkit is fully supported by BP3. BP3 is constantly working on fixing defects, adding new features, and updating the toolkit. If an organization or individual is interested in their feature requests taking priority over the rest of the items in the Brazos back log or would like custom Brazos controls built for them, several levels of Brazos support agreements are offered by BP3. Contact info@bp-3.com for more details.

    6.4  Conclusion

    This chapter highlighted the work that BP3 has done with CoachViews. In order to meet complex mobile and desktop requirements while only using the Process Designer, they have developed Brazos, a CoachView toolkit. This toolkit takes advantage of responsive design to optimally display BPM Coaches on any device, regardless of screen size. The toolkit is available at no cost to use for everyone and can be downloaded at the following location: 

    http://bp-3.com/brazos
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Real world lessons from EmeriCon

    EmeriConVIEWS is a generalist toolkit that can improve both the authoring experience and the user experience for IBM Business Process Manager (BPM) Coach NG User Interface Services. 

    Improved experience means a streamlined and more agile experience for a BPM UI author. For a customer team, it means a more iterative experience and a faster way to implement business requirements. For a user, it means a richer interaction with BPM Coach Pages and visual elements that behave with good performance characteristics.

    EmeriConVIEWS is based on the IBM BPM Coach NG framework. It builds on Coach NG by providing a large set of new and improved controls (45+ compared to 15+ Coach NG stock controls), including:

    •High-performance tables populated through bound data and Ajax-services

    •Drill-down-enabled charts, simple and multi-data series charts

    •Masked input fields

    •Electronic signature

    •Dialogs

    •Timers

    •On-page Ajax

    •Special sections for enhanced layout

    All of which are styled in a manner consistent with the Coach NG look and feel.

    EmeriConVIEWS also extends the Coach NG framework by simplifying and enhancing key aspects of a BPM User Interface Service, such as:

    •Control addressing and exploitation: The ability to refer to controls and to manipulate them meaningfully on a page or in subviews

    •Cross-control interactions: The ability for controls to react to each other’s actions and state changes

    •Control configuration: More configuration-driven control options for common UI requirements in BPM solutions

    EmeriConVIEWS aims to provide an authoring experience and a final BPM solution that is only minimally – if at all – affected by the technical complexities inherent to the base Coach NG framework.

    7.1  Rationale for EmeriConVIEWS

    The Coach NG framework is a powerful and flexible framework compared to its Heritage Coach predecessor. But the added power and flexibility provided with IBM BPM 8.x Coach UIs introduces a new set of technical expectations that is not necessarily typical of technical BPM consultant skills. A priority of EmeriConVIEWS is to bridge the gap between the reality that good BPM consultants often do not make good UI developers, and UI developers do not necessarily make good BPM consultants.

    The following goals are primary drivers for EmeriConVIEWS:

    •Accelerate, streamline, and simplify BPM UI development activities by increasing the consumability of the Coach NG framework – resulting in less moving parts, and providing a more intuitive authoring experience that is more attractive, presentable, and agile in the context of an iterative approach.

    •Focus on solving business problems instead of technical problems. Effectively lower the bar for HTML, CSS, Dojo, Ajax expertise and provide a programming model that is simpler to exploit, more consumable to UI authors/developers, and creates less technical moving parts.

    •Provide users with a richer, more interactive, and responsive experience, which behaves consistently on both computer Web browsers and mobile device Web browsers.

    7.2  Authoring experience

    A primary aim of EmeriConVIEWS is to streamline and simplify the UI authoring experience. Because EmeriConVIEWS is built on top of the IBM BPM Coach NG Framework, all conventional BPM UI development approaches work unaltered with the EmeriConVIEWS toolkit and controls. The value of EmeriConVIEWS is both in its additional controls and in its added capabilities (alluded-to in the introductory paragraphs and described in this section).

    7.2.1  Expectations

    Authoring BPM UIs with EmeriConVIEWS typically entails the following activities:

    •Place and style controls from a rich palette of controls, section types, and charts on a Coach Page and in Reusable Coach Views.

    •Name controls using their control IDs (see below) to make them easier to interact with at authoring time: The control ID, which is unique across view siblings is used to retrieve a reference to and manipulate the control.

    •Bind controls to business data as appropriate: Whereas Coach NG views usually require binding to backing data, EmeriConVIEWS controls are only bound to data if the control represents business data. Otherwise, data binding is not necessary to work with the control.

    •Model client-side interactions between controls when needed through simple-to-use event-handling, control properties, methods, and formulas.

    •Model Boundary Events for page navigation, including simple client-side validation to inhibit/control page navigation.

    In some ways, the authoring experience remains similar to using the base Coach NG framework. In many other ways, the experience is significantly streamlined and accelerated. Some key differences include (in no particular order):

    •A simplified control/field addressing scheme that works the same way everywhere (on coach views or coach pages).

    •Enhanced field interactions through easily consumable event-handling capabilities, further enhanced by functionality, on controls, sections, charts, and so on, to react to those events (including intuitive control methods).

    •Formulas for automatic form-like computations between fields (including support for tabular data).

    •Additional controls (approximately 45 versus 15): Charts, Masked Text, Versatile Sections, Electronic Signature, Dialogs, Event Management, Timers, On-Page Ajax Services, and more.

    •Configurable charts with built-in drill-down capabilities and a simple-to-use drill-down tree pattern for backing Ajax services, which supports both SQL and JavaScript.

    •Pub-sub event management capabilities to manage loosely coupled interactions between UI elements.

    •Styling across all controls, sections, and dialogs to provide a consistent Coach NG look and feel.

    •Flexible client-side validation and Boundary Event constraint capabilities to control when a page can navigate.

    •High-performance tables (displaying both NG Views and lightweight “DOM-based” content rendering) backed by both conventional data bindings and Ajax services.

    •General patterns and capabilities that address certain usage in the current iteration of Coach NG framework (see 7.4, “Technical considerations specifically addressed” on page 332).

    •Additional configurable options for most controls providing additional flexibility and simplified configuration for authors

    7.2.2  Creating interactions between controls

    Simplified interactions between controls on a UI require that controls be addressable and that logic be attached to events of those controls in a straightforward manner. EmeriConVIEWS provides core enhancements to facilitate control interactions.

    View addressing

    A key prerequisite for creating interactions between controls on a Coach NG-based UI is the ability to address/refer to controls and sections on the page or the views/sub-views it might contain. For example, if a UI author needs the title of a section to change when a choice from a Select control is made, for example: 

    horizSection.setTitle("Product: " + select1.getSelectedItem())

    …how are the references to the Section and the Select control obtained in the first place?

    EmeriConVIEWS provides a straightforward addressing scheme to represent the view tree in the UI. In the view tree, the coach page is the root of the tree. The leaves of the tree are EmeriConVIEWS controls (or other controls that implement the EmeriConVIEWS addressing scheme). Subviews are intermediate nodes in the tree. 

    For example, consider the following sample Coach Page that is shown in Figure 7-1 on page 234. 
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    Figure 7-1   Sample Coach Page to illustrate control addressing

    This sample Coach Page can be represented by the following Coach View tree shown in Figure 7-2 on page 235.
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    Figure 7-2   Visual Coach View tree diagram

    Figure 7-1 on page 234 shows that the tree is consistent with the Coach NG View tree accessible through the Coach NG JavaScript API (for example, using context.getSubview()), however such a hierarchy creates authoring and maintenance problems (for example, code breakage) as soon as controls are moved in or out of sections, even if the change is only made for aesthetic reasons.

    EmeriConVIEWS addresses the control referencing problem in two ways:

    •By creating an intuitive addressing scheme. For example, the Text1 control in SubView1 above can be referenced using the path /SubView1/Text1.

    •By not taking sections (except if they are repeatable, such as Tables) into account in the reference of a control. For example, accessing the third check box in Table1 (assuming the table contains at least three rows) is done through the following reference: /Table1/CheckBox1[2] – notice how HorizontalSection1 is not part of the path.

    With EmeriConVIEWS, the view tree previously shown in Figure 7-2 on page 235 changes as shown in Figure 7-3 (from a control referencing standpoint).
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    Figure 7-3   Addressing Coach View tree diagram

    This tree allows authors to make visual adjustments on the UI without risking UI logic breakage.

    The example Coach shown previously is shown again with reference paths for each control, section, and subview as shown in Figure 7-4 on page 237.
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    Figure 7-4   Sample Coach Page with called-out control addresses/paths

     

    
      
        	
          Important: Paths of controls contain their control IDs (not their labels) and the control IDs of their relevant ancestors in the view tree.

        
      

    

    Throughout this chapter, for simplicity and to be able to better visually relate the control on the page or view to the control reference used, the labels of the controls will be the same as, or extremely similar to, the IDs of the controls. But again, the control IDs are used for addressing, not the labels.

    The ID of a control can be set from the Coach Page or View editor as shown in Figure 7-5 on page 238.
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    Figure 7-5   Setting the ID of a control in the Coach Page or Coach View editor

     

    
      
        	
          Note: The Process Designer editor enforces the uniqueness of Control IDs at a given level in the View tree. This ensures that the addressing scheme is never ambiguous, even between sibling views

        
      

    

    EmeriConVIEWS provides several ways to use the addressing scheme. 

    Using a JavaScript block at the top level of a Coach Page, a user might programmatically set the label for Text1 in SubSubView1 as shown in the left part of Figure 7-6 on page 239.

    Control addressing is available in many situations throughout EmeriConVIEWS, in business logic, and for control events and formulas (more on these later). 

    The same behavior can be accomplished with the more compact approach that is shown in the right part of Figure 7-6.
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    Figure 7-6   Example of control addressing in non-inline event-handling logic and example of control addressing in inline event-handling logic

    The ${control-reference} notation is an optional addressing shorthand that can be used in inline event-handling logic. This shorthand, which helps with compactness in inline event logic, is not allowed in regular JavaScript code. A less compact expression of the above logic might be:

    var text1 = page.ui.get("SubView1/SubSubView1/Text1");

    text1.setLabel("Hello world");

    Additional details about event handing are provided in the section below entitled “Control event-handling” on page 241.

    Lastly, Figure 7-7 shows control addressing used in formula-based computations (in this case the formula sums up all Prices in the Order table).
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    Figure 7-7   Example of control addressing in formula-based computations

    Additional details about using formulas are provided below in “Formulas” on page 247.

    In summary, EmeriConVIEWS addressing provides a simple and consistent way of referring to controls and sections in regular JavaScript code (on the Coach page or in the Inline JavaScript section of event handlers of subviews), on configuration-based event handlers of controls/sections, or in formulas. Both absolute and relative addressing are supported.

    Good practices

    Take a look at some good practices:

    •There are appropriate places and practical uses for both absolute and relative addressing. However, relative addressing provides a more self-contained approach, which does not assume that child views know about the structure and naming of their containing parent views. This helps create a more robust and flexible solution.

    •The publish/subscribe feature of EmeriConVIEWS (discussed in “Event subscription” on page 317) can also help create cleaner, more flexible, and more reusable solution components:

     –	For UI requirements that create highly interconnected interactions between UI components that do not have a clear self-contained line of sight between each other.

     –	For loose coupling implementation needs between one to one, or one and many, UI controls.

    Control event-handling

    Coach NG provides event handlers (load, view, change, and so on) for Coach View developers. Accessing or using these event handlers usually entails creating a Coach View, which is not practical in a scenario where the author simply needs to create surface relationships between controls on a page or in a reusable view. 

    The following kinds of interaction:

    •Showing a dialog when clicking a button

    •Changing the title of a section when an item is selected in a Select control

    •Immediately displaying an error message when invalid data is entered

    •Challenging a user before deleting a row in a table

    …should be simple to implement by associating logic with events on the emitting controls (for example: “on click” for a Button, “on change” for a Text or Select control, “on row delete” for a table control), and without the need to create extra logic or constructs to support the interaction.

    EmeriConVIEWS provides an efficient mechanism to connect control events with business logic. 

    Figure 7-8 on page 242 automatically sets an end-date to be five days after the selected start date. 
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    Figure 7-8   Inline event-handling logic for Date Time Picker control “onchange” event

    In addition to the ${…} shorthand reference syntax, inline event handlers provide a me variable (as shown in the prior illustration) for convenience. The me variable refers to the control that originated the event.

    Different controls support different events. Most controls support the “on load” event. Many additional events are supported depending on control/section types. Other examples of events include:

    •On click (for button, link)

    •On change (for text, data time picker, select, check box, masked text, decimal, integer, and so on)

    •On tab/section changed (for tab/accordion/display sections)

    •On row deleted (for tables)

    •On cancel (for dialog sections)

    •On timeout (for timer)

    •On result (for on-page Ajax service control)

    •On event (for event subscription control)

    The ability to attach event logic at the configuration level provides a simple mechanism to create surface interactions between controls without the need for additional constructs or complexity. The event handling/attachment mechanism can be used to create simple to very sophisticated interactions.

    Resolving ambiguity when calling external functions

    Suppose that a Coach View is made of several subviews and each subview and the Coach Page itself contain a <script> JavaScript block with a function named myFunction() defined in each. With JavaScript, the latest global definition of myFunction() will overwrite all the other global definitions.

    To eliminate this situation, EmeriConVIEWS allows the author to define and unambiguously call the wanted version of myFunction. Figure 7-9 shows how myFunction could be defined both at the SubView1 and the Coach Page level.
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    Figure 7-9   Defining functions to be called by event handlers

    And Figure 7-10 shows how to unambiguously call myFunction() when CheckBox1 in Subview1 is changed (notice the @function-name syntax).
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    Figure 7-10   Invoking non-inline logic in event handlers

    When calling functions with the @function-name syntax, the function nearest to the calling control is invoked. Figure 7-11 on page 245 shows how a named function (myFunction in this case) is searched up the view chain from the control calling the function, up through the parent chain until the function is found.
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    Figure 7-11   Event handlers calling external functions unambiguously

    In the previous example, myFunction in the Coach Page script block is never used because myFunction in SubView1 is reached first.

    Good practices:

    •Using inline event-handling is good for simple logic that only requires a few statements. For more involved business logic, call a function using the @function-name syntax either defined in a <script> block or in the “Inline JavaScript” section of a Coach View.

    •When specific actions (whether simple or complex) must be executed by several controls/views as a result of one or more control events. It is sometimes advantageous to either call business logic in a centrally defined function, use the publish/subscribe feature of EmeriConVIEWS (discussed in “Event subscription” on page 317) to create cleaner and more maintainable UI interactions, and avoid duplicating logic across several event handlers.

    •When defining functions to be called by event handlers for controls defined in subviews, it is usually safer to define the functions in the “Inline JavaScript” section of the subview (see Figure 7-9 on page 243).

    •Any function defined in a script block as function myFunction(){...} always ends up in the global namespace. To reduce the potential of unintentional function definition overwrite, script blocks in Custom HTML should not be used in reusable Coach Views. Functions are more safely defined in the Inline JavaScript section of the reusable Coach View.

    •Using functions defined in script blocks at the Coach Page level is appropriate. Such functions are called as last resort as long as functions with the same names are not first found in the parent chain of calling controls.

    Controlling Boundary Events with Event handling

    Certain controls such as Buttons, Timers, Simple Dialogs, can emit Boundary Events, which cause Coach Page navigation. Sometimes it is very useful to be able to inhibit the firing of the Boundary Events based on business logic.

    Inhibiting navigation can be accomplished by returning false in those event handlers. Figure 7-12 shows how a simple confirmation challenge can be issued to an end user when the OK button is pressed.
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    Figure 7-12   Controlling Boundary Event emission in event handlers

    Formulas

    Formulas are most useful when the value of a control is computed from the value of one or more other controls. Formulas allow UI authors to create interactions between controls in a way similar to how cells behave in a spreadsheet. The following examples can benefit from formula support in EmeriConVIEWS:

    •To compute the value of the total cost of an order based on a total plus sales taxes.

    •To compute the cost of a line item based on unit price multiplied by the number of units in a table.

    Formulas can also be used for non-numeric computations where the text content of a control depends on one or more other controls.

    Figure 7-13 on page 248 shows formulas in the context of tabular (that is, array) data where the line item price is calculated based on quantity x item price (on the same row as the line item price) + a surcharge amount.
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    Figure 7-13   Formula-based control value computations

    Formulas use shorthand notations for compactness. For example, the @{control-ref} notation is equivalent to ${control-ref}.getValue() in the case above, but is simpler to input and read. To refer to a field in the same row as the field containing the formula, the control reference uses the {control-ref=} notation. = “means same row as me” and is only useful in the context of tabular data.

    The language for formulas is JavaScript so that the sophistication of formula expressions is only limited by the JavaScript language. For example, the formula above could include additional logic such as the following if business requirements so prescribed:

    Math.ceil(@{Quantity=})*Math.round(@{UnitPrice=})+@{../Surcharge}

    Lastly, conditional calculations could be implemented by using ternary operators to provide both value and logic-based calculation capabilities (Figure 7-16 on page 251).

    Figure 7-14 shows the use of aggregate functions with tabular data.
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    Figure 7-14   Using aggregate functions in formulas

    Note the use of * in the reference ${/Table1/Quantity*}, which signifies all instances of the /Table1/Quantity field in the table.

    Aggregate functions such as COUNT, SUM, AVG, MIN, MAX are available to use in functions. The formula model is extensible and straightforwardly accommodates the creation of other JavaScript based user-defined functions.

    Formula-based calculations are triggered and propagated automatically and efficiently to “interested” controls. A change in one control instantly updates any other control that directly or indirectly references it. 

    Figure 7-15 shows the Coach Page previously designed in its rendered state, and with the effect of a quantity change in one row.
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    Figure 7-15   Example of automatic formula result propagation

    Formulas can also be used with alphanumeric values to create automatic relationships between controls. With such an approach, a section title could be updated with a customer name, or an Output Text control could automatically provide summary information.

    Figure 7-16 on page 251 shows a section title updated based on a selected item. This behavior cannot be achieved using normal bindings because of the “inline” logic that processes the title.
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    Figure 7-16   Using formulas for non-numeric computations

    Note the use of the ternary operator to inject additional logic into the formula that is based on whether an item was selected from the Select control or not. At run time, the following effect is created as shown in Figure 7-17.
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    Figure 7-17   Runtime behavior example for formulas with non-numeric computations

    Good practices:

    •Use formulas when a control potentially needs to be automatically updated several times while the UI is displayed. If the formula is used to merely initialize a control’s value and further automatic updates are not needed, the control’s onload event should likely be used instead

    •Control references in formulas should be expressed using relative addressing when appropriate to make the formula more portable and self-contained

    Numeric calculations with JavaScript are vulnerable to errors due to inherent language limitations with floating point precision. To ensure consistent and deterministic behavior in calculations, use the ROUND(number, precision) formula function for calculations involving decimals in formulas. For example, the line item price formula shown previously could be rewritten as:

    ROUND(@{Quantity=}, 2) * ROUND(@{UnitPrice}, 2) + ROUND(@{../Surcharge}, 2)…to ensure maximum precision for 2 decimals.

    7.2.3  Creating on-page and off-page business logic

    EmeriConVIEWS does not conflict with existing Coach NG functionality to create business logic in BPM UIs. Instead, it fills the common need to express logic and create greater interactivity on the client side, extending the Coach NG programming model with simple to use constructs and control methods.

    All existing Coach NG functionality such as using JavaScript activities with the “Stay On Page” event type, page flows between Coach Pages with logic, or service calls in between is still as usable as before without any adaptation. 

    EmeriConVIEWS simply facilitates (often significantly) the following types of interactions and requirements in a way that is more readily exploitable than with the base Coach NG framework:

    •Creating logic on control events by using client-side event handlers without the need to create additional views and sub-views and supporting logic (for example, see Figure 7-8 on page 242).

    •Creating client-side validation logic and prevent page navigation if validation fails. See 7.2.5, “Handling validation” on page 261 for additional details.

    •Creating reusable views that behave like fully exploitable UI components through configuration/properties, methods, and events, similar to well-established authoring practices and UI authoring tools and environments.

    •Invoking an Ajax service that is based on a user action (for example, looking up shipping costs that are based on a shipping method that is selected in a Select or Radio Button control).

    Adding logic to reusable Coach Views

    Reusable Coach Views can be augmented from purely visual elements to full-blown UI components with properties, events, and methods. The advantage of doing so is that it extends the reusability aspects of a Coach View to include behavioral aspects that can be invoked from client-side business logic.

    For example, the usefulness and convenience of the following reusable view that is shown in Figure 7-18 is augmented by creating a custom isValid method.
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    Figure 7-18   Extending reusable view functionality with author-defined methods

    This approach allows the creation of any control method, whether getter and setter or action methods, to make the control more programmatically usable.

    Good practices:

    •The context object and all other Coach NG objects are fully accessible from inside custom functions, however, this can often be ambiguous in JavaScript depending on how the method is called. This is just as true in the context of EmeriConVIEWS as it is for basic Coach NG. Accordingly, a good practice is to save a reference to this as early as possible in the Inline JavaScript section of the reusable view. In the previous illustration, a view variable is declared on line 1 (which is not visible) as follows:

    var view = this;

    •Then view can reliably be used to refer to the Coach View object in subsequent parts of the Coach View logic and events for such statements as:

    view.context.binding.get(“value”) and so forth…

    Once a view is augmented with methods, those methods can be used in the context of any JavaScript logic. Figure 7-19 on page 255 shows the isValid method is used in the context of a button onclick event to help control whether the page should navigate.
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    Figure 7-19   Invoking augmented reusable view methods in business logic

    Invoking Ajax services based on user actions

    To keep user interactions as seamless and responsive as possible, it is often useful to invoke server-side business logic (as Ajax services) in the background when users perform certain actions on the UI. 

    Figure 7-20 shows a simple way to seamlessly retrieve the cost of shipping based on the selected shipping type in a Select control.
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    Figure 7-20   Triggering Ajax service from control event

    Figure 7-21 shows how the shipping cost value can be updated based on the Ajax service result.

    [image: ]

    Figure 7-21   Reacting to Ajax service results through control update

    7.2.4  UI-only controls (controls with no data bindings)

    There are many instances where controls on a UI have no meaningful relationship with business data. For example:

    •Check box or radio buttons that are used for UI-only behavior (for example, used to change aspect of other controls on the UI).

    •Data entry confirmation (double-entry).

    •Drop-downs or Select controls used for further selection in Select control chain that ultimately lead to a control bound to Business Data (preliminary search or selection pattern). Only the last Select in this chain can have a meaningful data binding.

    •Dialogs for data entry of line items in a table (the table and its associated fields are bound to data, but the line item entry dialog has no need for bound data).

    •Informative fields (for example a line item price) that are presented to the user “on the glass” but are not backed by business data because they are computed at a later stage, or not at all, on the server.

    Coach NG controls typically require to be bound to data in order to function properly. This often causes the proliferation of utility Business Data definitions and holder types to accommodate the various “helper” data elements that need to be created. 

    A specific advantage of EmeriConVIEWS is the ability to use controls without binding them to data. Any EmeriConVIEWS control that does not represent meaningful business data still works as a “first-class” citizen (meaning events, formulas, properties, method remain fully functional) on a Coach Page or a subview.

    This feature can significantly reduce the number of “helper” artifacts to be created for UIs in a BPM solution. This leads to a reduced effort, fewer opportunities for errors, and a solution that is ultimately easier to maintain and enhance in the future.

    Figure 7-22 shows a simple “table line item add” dialog scenario.

    [image: ]

    Figure 7-22   Example of Coach Page using “unbound” controls

    Figure 7-23 shows the same Coach Page in Process Designer. In this scenario, the “Add Row” dialog only exists to add a row to a table and has no particular business meaning beyond adding a row. Accordingly, the Integer, Text, and Check box controls have no data binding:
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    Figure 7-23   Process Designer view of Coach Page using “unbound” controls

    Figure 7-24 shows how those “unbound” controls are still fully usable in business logic to add a row to the table.
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    Figure 7-24   Example of exploiting “unbound” controls in business logic

    7.2.5  Handling validation

    Validation of entered data or user selections is a very common UI requirement. Sometimes it is appropriate to perform validation:

    1.	On the server after a Coach Page has been submitted.

    2.	On the server without submitting the Coach Page – through Ajax (meaning without performing a perceptible navigation from the page).

    3.	On the client (meaning on the web browser), without any interaction with the server.

     

    
      
        	
          Note: The delineation between which validation should be performed by server versus client logic is beyond the scope of this discussion.

        
      

    

    The Coach NG framework provides good options “out-of-the-box” for the first two previously mentioned types of validation. Server-side validation is typically useful for situations where “back-end” resources, such as data, rules, or other services are needed to evaluate data quality, validity, and business-semantic completeness.

    The case for client-side validation

    The third (client-side) validation type is usually for simpler situations where, for example:

    •An order-shipping form should not be submitted if the shipping address is missing

    •An end date is earlier than a start date on a form and needs to be immediately detected and flagged to the user (including an explanation of the problem)

    Other considerations might include:

    •Validation request volumes that are significant enough to justify server load mitigation through client-side logic whenever possible

    •Unreliable or slower connections with mobile devices that justify limiting server requests to minimize usability and responsiveness impacts

    Client-side validation allows more immediate visual feedback and provides more interactive and responsive safeguards to a user. Client-side validation is a common requirement. Aside from proactive capabilities that constrain user input in some way, Coach NG does not readily provide client-side validation capability (at least not without effort). 

    Coach NG out-of-the-box includes default rendering capability for many controls (Text, Select, Tabs, and so on). For example, a Text control flagged as invalid through out-of-the-box Coach NG renders accordingly. See Figure 7-25 on page 263.
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    Figure 7-25   Out-of-the-box Coach NG validation error rendering example

    EmeriConVIEWS uses the Coach NG validation rendering mechanism to manifest validation errors to the user as shown in Figure 7-25. The key difference is how readily the validation mechanism is exploitable for client-side validation purposes. The next few examples illustrate how EmeriConVIEWS facilitates client-side validation.

    Button click-triggered examples

    These next few examples show three different ways of implementing basic client-side validation combined with navigation control on a button click event.

    •Example 1:

    In this first example, validation is handled in a custom manner by displaying an error message on the Coach Page upon validation failure (in this particular scenario, validation errors are manifested in a nonstandard way compared to normal Coach NG behavior). 

    The validation is triggered on click of the “Complete” button. The Coach Page contains the following relevant fields:

     –	Control type: Text; Control id: FirstName

     –	Control type: Text; Control id: LastName

     –	Control type: Output Text; Control id: Error

     –	Control type: Button; Control id: <irrelevant for this example>

    Basic logic: Onclick of button 1) The length of the text entered in the FirstName and LastName fields is checked. 2) If one or both contain no data, the text of the Error field is set to display “** Missing personal information **”. 

    Figure 7-26 shows this approach in the context of Process Designer.
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    Figure 7-26   Validation example #1. Custom error display on failed validation: Inline validation logic

    •Example 2:

    The second example exploits the visual validation aspects of Coach NG through EmeriConVIEWS-specific methods. Most EmeriConVIEWS controls support the following methods:

     –	setValid(booleanFlag, msgIfInvalid)

     –	isValid()

    These methods can be used to set or get the client-side validation status of a control. If false is passed to setValid(), the message also passed is displayed. Figure 7-27 shows how both setValid() and isValid() are used in the button onclick validation logic.
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    Figure 7-27   Validation example #2. Built-in validation activation with inline client-side logic

    The logic above works as follows:

     –	The first setValid receives false as its first argument because the length of first name is 0, which causes a validation error rendering of the Text control, showing the “Missing first name” tooltip

     –	The second setValid receives true as its first argument because length of last name > 0, which renders the Text control as validation error-free, therefore the “Missing last name” tooltip is not shown

     –	Lastly, the returning statement checks on the last valid state of each control with isValid, which is false for first name and true for last name, resulting in a logical false which in turns prevents the button from triggering the Boundary Event

    •Example 3:

    The third case shows how to encapsulate validation logic into a reusable Coach View with a “Personal Information” example as shown in Figure 7-28. A checkValid method is defined on the view.

    [image: ]

    Figure 7-28   Validation example #3A. Encapsulating validation in reusable Coach View: Logic definition

    The checkValid method is then used in the event handling logic for button click at the Coach Page level to both trigger the display of invalid data hints and to prevent Coach Page navigation if checkValid returns false as shown in Figure 7-29.
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    Figure 7-29   Validation example #3A. Reusing Coach View validation logic in Coach Page

    Other Event-Triggered Examples

    Button clicks are not the only triggers of validation with EmeriConVIEWS. Validation (custom or with the setValid method) can be triggered by any event on a Coach Page or Coach View.

    Often (assuming there is sufficient context), providing validation feedback as close to the problem as possible can provide a better user experience and efficiency.

    Figure 7-30 shows how an End Date control can be validated on data entry against the value of a Start Date control to ensure that the End Date is at least one day later than the Start Date.
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    Figure 7-30   Immediate validation trigger example. Validating input on control value changes

    To make this particular solution complete, one could also apply similar logic upon changing the Start Date, either with similar inline logic, or by having onchange events for both Start Date and End Date call a common validation function. Alternatively, the StartDate onchange event could simply clear the End Date by calling:

    ${EndDate}.setDate(null)

    Server-side validation

    EmeriConVIEWS is fully compatible with the Coach NG server-side validation mechanism and does not interfere or modify this capability in any way. Coach Pages or Coach Views that use EmeriConVIEWS work unmodified with out-of-the-box validation firing, Stay On Page events, the tw.system.coachValidation object and the tw.system methods to add, clear, remove, and update validation status. The topic of server-side validation for Coaches is addressed in greater detail earlier in this publication.

    7.2.6  Sampling of EmeriConVIEWS controls

    EmeriConVIEWS provides all the standard (out-of-the-box) Coaches Toolkit controls with specific extensions for addressing, event handling, formula support, and general ease of use enhancements through additional configuration options and methods.

    This section provides a high-level sampling of a few of the additional EmeriConVIEWS controls to further enhance the effectiveness of BPM UI Authors and the experience of BPM UI end-users. 

    Service Call

    The Service Call control provides a way to make Ajax service calls more intuitively and flexibly in an authoring environment like Process Designer.

     

    
      
        	
          Note: This control is presented first because other examples later in this section use it.

        
      

    

    Usage Example

    Figure 7-31 on page 270 shows how the URL and Caption of an Image control are set when the invocation of a Service Call control returns (asynchronously).
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    Figure 7-31   Basic UI interactions for Service Call response example

    Upon successful return, the on result event is triggered, which activates the logic to set the image URL to the URL returned by the Ajax service (and sets the caption of the image to the item name). If the service invocation returns an error, the on error event is triggered instead, which clears the image and sets the caption to the text “** Image unavailable **”.

    The Service Call control method getResults() provides the response from the Ajax service. If the response contains a complex type, the complex type is navigated by simply accessing the additional attributes of the returned object. 

    For example, assuming a returned variable of type Customer containing the attributes name and age, the result data could be extracted as follows:

    var res = ${Service1}.getResults();

    var custName = res.name;

    var custAge = res.age;

    Figure 7-31 on page 270 shows how the UI reacts based on the response from an Ajax service. But how is the Service Call control invoked or triggered in the first place? Figure 7-32 shows how a change in the Item Name Text control triggers the invocation of the Service Call control.
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    Figure 7-32   Basic UI interactions for Service Call request example

    Note how the data passed to the execute() method comes from the Item Name Text control. The data passed to the execute() method is sent directly (as JSON) to the Ajax service. The type of the data can be simple or complex. If the data is complex, the structure and attribute names must match exactly those of the input complex type expected by the Ajax service. Figure 7-33 shows the behavior of the example at run time.
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    Figure 7-33   Runtime behavior of Service Call example

    Good practices

    Take a look at some good practices.

    •Using event handlers from various visual controls (for example Text, Select, Radio Buttons, Date Time Picker, and so on) to call the Service Call control can create very interactive pages that mix client-side and server-side logic

    •Although not the default, using the Show busy indicator option provides an end-user visual feedback that the service is executing (or encountered a problem) without disrupting the user experience. Omitting the visual indicator may leave the end-user guessing unless the progress of the Ajax service is manifested in some other way

    •The Service Call control can also be used to effectively and straightforwardly perform server-side validation that is based on situations that would not typically trigger a Boundary Event

    Fast Table

    The Fast Table control provides a high-performance alternative to the Dojo-based standard Table control, with support for sorting, paging, row-based searching, or filtering. A sample rendering of the Fast Table control, with feature overview, is shown in Figure 7-34.
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    Figure 7-34   Fast Table control at a glance

    To display data from Ajax Services, use the Fast Data Table control, which is the Ajax counterpart for Fast Table.

    Configuration options

    The Fast Table controls provide a number of configuration options to control visual aspects, functional and performance capabilities, and to handle key table control events. 

    Figure 7-35 on page 274 expands the Fast Table properties as seen in Process Designer.
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    Figure 7-35   Fast Table configuration options

    Performance options

    Tabular data can be expensive to display. The sample measurements shown in Table 7-1 contrast the cost of rendering 100 rows over five columns between the regular Table control and the Fast Table control. 

    To keep the comparison simple, Fast Table rendering was performed with all columns displayed as Views and then with all columns displayed as “Simple HTML” Cells.

    Table 7-1   Sample measurements

    
      
        	
           

        
        	
          Full load

        
        	
          Delete row

        
        	
          Add row

        
      

      
        	
          100 rows/5 columns

        
        	
          Time (sec)

        
        	
          1000 Calls

        
        	
          Time (sec)

        
        	
          1000 Calls

        
        	
          Time (sec)

        
        	
          1000 Calls

        
      

      
        	
          Regular Table ControlRegular 
Table Control

        
        	
          94

        
        	
          3520

        
        	
          43

        
        	
          1710

        
        	
          46

        
        	
          1733

        
      

      
        	
          Fast Table – View Rendering

        
        	
          28

        
        	
          1360

        
        	
          0.46

        
        	
          2.17

        
        	
          0.51

        
        	
          17

        
      

      
        	
          Fast Table – Simple HTML Rendering

        
        	
          0.98

        
        	
          52

        
        	
          0.14

        
        	
          0.44

        
        	
          0.09

        
        	
          5.9

        
      

    

    If many columns need to be rendered as Coach Views, the cost of rendering a single row could still be high. Two options are available to mitigate the impact of rendering an expensive row on end-user experience:

    •Paging (which is also available for the standard Table control) reduces the overall cost of rendering the table by only displaying a (hopefully small) subset of the rows

    •In cases where, for business reasons, paging might not be an option, Fast Table provides a tunable asynchronous load mode (see Use asynchronous loading and Async load batch size settings), which fully preserves browser responsiveness even while loading a very large row set

    Usage example

    In the Fast Table example in Figure 7-36 on page 276, a table containing line items is displayed containing item name, description, quantity, unit price, and computed line item price. Clicking the name of an item in the table displays a dialog with basic item details and a picture of the item, the URL of which is retrieved from an Ajax service. This example is built inside a reusable Coach View named OrderTable (although it could just as well have been built directly at the Coach Page level).

    Figure 7-36 on page 276 built below contains a list of OrderItem objects. OrderItem has the following structure:

    •Name (String)

    •Description (String)

    •Quantity (Integer)

    •Unit Price (Decimal)

    Figure 7-36 illustrates the previous requirements in context of the Process Designer Coach Editor and the controls placed on the UI.
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    Figure 7-36   Basic requirements for Fast Table example

    The following Fast Table capabilities are used to implement the preceding requirements:

    •Custom-rendering of cells: This is used to render the clickable link (with logic attached to display the item details dialog) in the Name column

    •Search feature: To filter in rows that match a certain search text and hide the other rows (the footer of the table indicates how many records are hidden if the record set is filtered)

    •Click-to-edit: Similar to the basic Table control. This allows the end-user to click a cell and edit its content. Only the Quantity column should be editable

    •Custom-styling of columns by specifying a CSS class on a column, in this case on the Name (first) and Price (fifth) column

    The rest of the requirements are implemented through other EmeriConVIEWS controls and aspects. The approach that is used to implement those requirements will also be detailed.

    Table configuration

    The following section details the configuration options that are specified on the Fast Table control to support the sample requirements as shown in Figure 7-37 and Figure 7-38 on page 279.
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    Figure 7-37   Configuration of columns for Fast Table example
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    Figure 7-38   Configuration of functional table aspects for Fast Table example

    This last configuration section manages Fast Table events. In this example, the On new cell event is used to allow custom rendering of certain cells in the table (in this case, all cells in the first column). 

    Additional logic is also added in the On delete row event to help prevent the accidental deletion of rows as shown in Figure 7-39.
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    Figure 7-39   Configuration of event handling for Fast Table example

    Note the use of the row variable in the row deletion event handler. The row variable holds a reference to the record in the table at the position of the deletion. If the table contains a list of a complex type with attributes name, unitPrice, description, quantity, those same attributes can be accessed using row.name, row.data.unitPrice, row.data.quantity, and so on.

    Price calculations

    This section details the price calculation aspects of the example requirements. By now, formula-based calculations should be straightforward: Price = Quantity x Unit Price. This translates in the following formula for the Price control as shown in Figure 7-40.
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    Figure 7-40   Price calculations for Fast Table example

    Custom-rendering of first column

    Next is the custom rendering of the first column in the table. The On new cell event for the table specifies that a renderCell method should be invoked. See Figure 7-41.
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    Figure 7-41   Event handler calling custom cell rendering function for Fast Table example

    When the On new cell event handler calls its handling function, the following arguments are passed to the function and can be used by the logic inside the function:

    •Table: The reference to the Fast Table

    •Cell: An object containing contextual information for the cell being rendered. Specifically, the cell object contains the following data elements:

     –	controlType: The kind of control that is in the table column in the Process Designer editor. In this example, the value would be Text 

     –	colIndex: The index of the column for the cell to be rendered 

     –	parentNode: The Document Object Model (DOM) node reference for the parent table cell

     –	Row: An object representing the row containing the cell currently being rendered. The row object contains a data object that points to the data record for this particular row. In this example, row.data would contain name, description, quantity, and unitPrice

    The full definition of the renderCell function (in the Inline JavaScript section of the OrderTable Coach View) is provided in Figure 7-42.
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    Figure 7-42   Custom cell rendering function detail for Fast Table example

    Search feature

    The cross-column search feature of Fast Table allows a user to specify a search string (optionally containing wildcards), which is applied to the table to filter in all matching rows. The search feature relies on the filter() method of the Fast Table control.

    The search feature must be enabled in the Fast Table configuration, otherwise the filter method is inoperative.

    At loading time (assuming searching is enabled), the content of each record is made searchable. Columns that contain custom-rendered content are searchable (and sortable) based on the value function in the object returned to the On new cell event.

    Figure 7-43 shows how to apply a table filter that is based on the content of a Text control.
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    Figure 7-43   Search feature for Fast Table example

    To trigger the search, the filter function is triggered from the Onchange event of the Text field that is used to specify the search string. The filter method removes any filtering if an empty string is specified, so clearing the Text field content effectively clears the filter.

    Styling of columns

    The Fast Table control renders rows, columns, and cells with specific CSS classes to style the table. Additional CSS classes can be specified on a per-column basis. 

    Figure 7-44 puts in context the per-column configuration for the Fast Table control specifying the DetailLink CSS class for the first column (Name) and the PriceColumn CSS class for the fifth column (Price).
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    Figure 7-44   CSS styling for Fast Table example

    Finished example

    Figure 7-45 is the last illustration for this Fast Table example shows the finished product, including the custom-rendered, styled, and filtered aspects of the table control.
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    Figure 7-45   Finished Fast Table example

    Also included but not explicitly called out in this example is paging, sorting support for the first two columns, multi-selection support (which appropriately tracks selection for the list of bound data), and the use of the on row delete event to confirm row deletion (see Figure 7-39 on page 280).

    In summary

    Fast Table and Fast Data Table are versatile high-performance tabular data display controls. They can be used to display data from various sources, such as:

    •Business data from the process/task

    •Business data from a SQL query or logic executed in an Ajax service

    •Data obtained from a Web Service call

    •A tabular report to supplement a chart

    •A custom task list populated through TWSearch

    The controls provide intuitive configuration options combined with event-handling and customization capabilities that support the implementation of sophisticated requirements in an intuitive manner.

    Good practices

    Take a look at some good practices:

    •For a large expected volume of rows in a table, UI authors should take advantage of the Render as view, Use asynchronous loading, and Async load batch size configuration options, balanced with imperatives from business requirements, to optimize the end-user experience.

    •Fast Table (and its Ajax service-backed Fast Data Table counterpart) can be used to display data from data bindings, from Ajax services, and even fully programmatically to add and delete rows through the deleteRecord or appendRecord methods.

    •Use Fast Table instead of the standard Table control, both to mitigate potential performance concerns for large volumes of rows or to take advantage of the additional rendering customization capabilities of the control.

    Masked Text

    The Masked Text control is an example of preemptive client-side validation, which both guides the end-user in the format of the data entry and prevents the entry of invalid characters (instead of flagging an error on the control after the fact). A Masked Text control can still use validation (setValid/isValid. See 7.2.5, “Handling validation” on page 261) to flag errors that go beyond the simple mask specification.

    Configuration options

    The Masked Text control provides a number of configuration options to control visual aspects, functional and performance capabilities, and to handle key table control events. 

    Figure 7-46 on page 288 shows the Masked Text configuration options as seen in Process Designer.
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    Figure 7-46   Configuration options: Masked Text control

    The Masked Text control behaves at runtime as shown in Figure 7-47 on page 289.
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    Figure 7-47   Runtime example: Masked Text control

    A Masked Text control, if bound to Coach data, can control whether its data reflects the masked text (meaning with the decorations from the mask, for example in the case above: 12CA:5501-A11E) or without the decorations (again using the above example: 12CA5501A11E). Masked Text provides special Text getters/setters to distinguish between masked and unmasked data, namely: get/setMaskedText() and get/setUnmaskedText().

    Charts

    Charts provide end-users the ability to view aggregate data returned by Ajax services. EmeriConVIEWS provides the following chart types:

    •Pie Chart

    •Single-data Series Bar Chart

    •Single-data Series Line Chart

    •Multi-data Series Bar Chart

    •Multi-data Series Line Chart

    •Multi-data Series Area Chart

    Figure 7-48 on page 290 shows all the EmeriConVIEWS chart types (enumerated above) rendered at run time.

    [image: ]

    Figure 7-48   Runtime example: Chart controls

    Configuration options

    Charts use their data binding as the input for the Data Series Ajax Service. In addition to the service query input, a number of additional configuration parameters can be specified for each chart. Configuration parameters vary slightly from one chart type to another, but many options are common among charts. 

    Figure 7-49 shows configuration options for the Pie Chart.
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    Figure 7-49   Pie Chart sample configuration options

    Refreshing chart data

    Because EmeriConVIEWS charts obtain data from Ajax services, each chart on a Coach Page or View can be refreshed individually without requiring a reload. The refresh of the chart can be triggered:

    •Manually by an explicit request by the end-user using the chart refresh button.

    •Programmatically by calling the refresh() method on the chart control, new data can be passed into the query by calling the setQueryData() method first.

    •Automatically through the Refresh Interval configuration option (note that auto-refreshes can be suspended if the end-user clicks the pause button).

    •Automatically through the refresh triggered by the reporting group specified in the Reporting Group configuration option (see explanation below).

    If two charts belong to a reporting group G1 and a Chart Player control (see Figure 7-50 on page 293) is configured for Reporting Group G1, both charts will refresh based on triggers from the Chart Player control. A Chart Player is a convenience control so the end-user does not have to click several chart refresh buttons or so that the UI author does not have to configure the same refresh intervals for many charts.

    Figure 7-50 provides an example of two charts and a Chart Player control (under the charts in this example).
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    Figure 7-50   Chart refresh options at run time

    Chart Player control

    The use of a Chart Player control is not mandatory to refresh charts. It is merely a convenience when many charts are on a Coach Page or View to refresh an entire group of charts at the same time. 

    The Chart Player control is manifested visually as shown in Figure 7-50 on page 293. Its configuration options are shown in Figure 7-51.
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    Figure 7-51   Chart Player configuration options

    Ajax Services for charts

    To create an Ajax service for a chart, open the chart’s configuration options, locate the attached data service option at the top, create a new service, and add its logic. Figure 7-52 on page 295 shows a single data series service that is created with sample data for a Pie Chart.
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    Figure 7-52   Creating an Ajax Data Service for a chart

    Data series Ajax services can contain JavaScript logic, SQL queries, Web Service calls, and any other construct available in the BPMN service engine to create and populate the data series to be returned to the chart.

    Single-data series Ajax service example

    Figure 7-53 provides a basic example of a single-data series Ajax service (the same as shown in Figure 7-52 on page 295), with explicit mappings between service input and output variables and the sample JavaScript logic. The disabled variables in the image are for drill-down-enabled service logic and will be discussed shortly.
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    Figure 7-53   Single-data series Ajax service example

    Multi-data series Ajax service example

    Multi-data series charts require a slightly different type of Ajax service to return not one but many data series. 

    Figure 7-54 shows the slightly different signature and different implementation of a multi-data series Ajax service.

    [image: ]

    Figure 7-54   Multi-data series Ajax service example

    Selecting New on the multi-data series service in the configuration options of a multi-data series chart automatically creates an Ajax service that is based on the proper multi-data series output signature. 

    Event support in charts

    Sophisticated charting and reporting behavior can be achieved by combining the use of the on click, on menu action, and on result events for charts with the setQueryData(), refresh(), and addMenuAction() methods of charts. 

    This allows one chart to react to an action or a drill-down on another chart. Or it can, for example, allow a Fast Data Table to be populated with details about a selected chart element. The end result can provide a highly interactive and meaningful reporting experience for end-users.

    In Figure 7-55, a Fast Data Table fetches business data when a custom menu item is clicked in a Bar Chart.

    [image: ]

    Figure 7-55   Example of interactive chart behavior to display data details

    The Process Designer Editor illustration that is seen in Figure 7-56 shows how the chart to table reporting behavior is created.
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    Figure 7-56   Interactive chart behavior authoring

    Chart menu actions can be durable or disposable. Disposable menu actions are usually very context-specific, such as the menu action illustrated in Figure 7-56, which only makes sense if the end-user clicks the chart bar labeled APPLIANCES. Such actions self-cleanup after they are invoked or after the menu disappears. These actions are usually created dynamically as part of a Chart on click event. To create a disposable action, the addMenuAction() method is called with false (meaning not durable) as the third argument.

    A durable action is created by calling addMenuAction() with true (meaning durable) as the third argument.

    With the ability to add chart-specific or context-specific menu items to charts (pie, bar, or line charts) and to attach behaviors to each menu action through configuration-based event logic, Coach UI authors can create sophisticated interdependent behaviors to not only display initial reporting data but also to create meaningful analysis capabilities for report end-users.

    Data analysis through drill-down support

    Single data series charts also support data drill-down. To enable drill-down, the following conditions are necessary:

    •The chart configuration’s Enable drilldown option must be selected

    •The Ajax service that is attached to the chart must support the drill-down pattern (described below)

    A drill down-enabled chart can support the following behavior as shown in Figure 7-57.
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    Figure 7-57   Runtime drill-down enabled chart behavior example

    The drill-down service pattern for EmeriConVIEWS charts allows authors to define a drill-down tree (see Figure 7-58 on page 302). The drill-down tree defines the allowed drill-down dimensions and paths that are taken to the data drill-down analysis. 

    Figure 7-58 shows a tree describing all allowed drill-down paths for a chart (actually for all charts using this particular service implementing this tree).
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    Figure 7-58   Drill-down tree example

    Note how the navigation of a drill-down tree isn’t solely based on dimension, but also potentially based on the value of a dimension. For example, the drill-down tree in Figure 7-58 allows Brand and Gender as drill down choices for Clothing sales, whereas Brand and Kind are the available choices for Appliance sales.

    Figure 7-59 on page 303 shows the behavior of a Pie Chart (including the available drill-down) choices through one of the drill-down paths (following the orange highlight).
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    Figure 7-59   Pie chart following a path in a drill-down tree

    The effort that is required to implement the drill-down logic and behavior, statelessly keep track of each path taken, correlate parent and child queries, support navigation of the tree, and to synchronize the chart accordingly could be non-trivial. The EmeriConVIEWS toolkit contains a special (Execute Drill-down Query) General System Service that can interpret and navigate a drill-down tree. This enables the author to focus exclusively on the business and data analysis requirements. 

    Once a drill-down tree is defined at a high level, the work that is required is limited to defining SQL queries or JavaScript querying logic behind each node in the tree to implement the Ajax service. 

    The next section shows how to create the tree needed to implement the drill-down example above. For clarity and brevity, only one path through the drill-down tree is provided as an example.

    Drill-down service example

    Figure 7-60 on page 305 is an introduction to the drill-down tree structure, in context with the drill-down path (on the left) and the charts (on the right). In the case shown in Figure 7-60 on page 305, each node in the tree is backed by a SQL query. A query can also be implemented by JavaScript code using a <js-query> instead of a <sql-query> tag.
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    Figure 7-60   Drill-down tree specification example

    Note how the structure of the XML drill-down tree mirrors the structure of the conceptual drill-down path. The tree, as specified above, is almost ready to execute. Note also how the name attribute of each <drilldown> element gives the chart the hint that is needed to display which dimensions are available to drill into next (see dashed arrows in Figure 7-60). 

    In the previous example, the first two drill-down elements only have one immediate child drill-down, but this is only for compactness of the example. In practice, a drill-down element can have several child drill-down elements (as shown, for example, in the middle chart of Figure 7-57 on page 301), resulting in chart behaviors providing more extensive data analysis capabilities.

    When combined with the Execute Drill-down Query service (see Figure 7-61), the XML drill-down tree specification above is all the development that is needed to create a drill-down-capable service. The XML tree above can be added to a Server Scriptlet in the Ajax Service that is attached to the chart. The service Figure 7-61 shows how the Ajax service in implemented.
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    Figure 7-61   Drill-down tree in context of Ajax service

    For convenience, the Drill Down Query Template Service Template service is provided in the EmeriConVIEWS toolkit to be copied to the wanted Toolkit or Process Application.

    When copied, the service (shown in Figure 7-62 on page 307) can be customized by changing the content of the drill-down tree. No other change is required unless more sophisticated processing (for example Web Service integration) is needed.
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    Figure 7-62   Drill-down Query Service Template content

    Drill-down tree basics

    A drill-down tree is an XML document made of embedded <drilldown> elements. The <drilldown> elements are arranged in such a way as to replicate the structure of the various drill-down paths that are needed to fulfill data analysis requirements. A <drilldown> element can contain one <sql-query> or one <js-query> element, and zero or more child <drilldown> elements.

    Figure 7-63 on page 308 shows:

    •Where SQL queries are specified in the tree

    •How drill-down values are referenced and inserted into the queries

    •How the output of SQL queries is mapped to the returned data series

    The emphasis/point of interest is on the yellow-highlighted drill-down element.
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    Figure 7-63   Drill-down tree detail

    One last concept is needed to complete the drill-down picture: Conditional drill-downs elements. A conditional element allows the drill-down interaction to take a different direction in the drill-down path based on the value of a selected slice/bar/data point in the chart instead of just the dimension selected. 

    For example, Figure 7-58 on page 302 shows how a different path is taken if the value of the Type of Sales dimension equals “CLOTHING”.

    Those conditions are expressed on a <drilldown> element as shown in Figure 7-64 on page 310.
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    Figure 7-64   Drill-down tree detail: Conditional drill-down elements

    The condition is expressed as on the drill-down element as attributes:

    •cond-field=”../@value” (meaning value of parent drill-down selection: use “../../@value” for the value of the grand-parent drill-down, and so on)

    •cond-operator=”eq” (meaning equals)

    •cond-value=”CLOTHING” the literal value against which to test the condition

    Practically-speaking, the conditional selector on a drill-down element helps control what drill-down choices are displayed on the chart given the value of the currently-selected dimension.

    JavaScript drill-down queries

    JavaScript queries can also be specified on a drill-down element (a particular drill-down element can only have one query style or the other, not both). The sample illustration that is shown in Figure 7-65 shows a JavaScript query using inputs and the populated output data series (the logic below simply builds a data series based on mocked-up data).
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    Figure 7-65   JavaScript drill-down query example

    Summary

    EmeriConVIEWS charts are versatile controls with events, methods, configuration options, auto-refresh, and analytics capabilities that help create simple to sophisticated reporting capabilities in a BPM solution. Charts can become aware of, and react to, each other with minimal effort. Combined with the Ajax Service-backed Fast Data Table control, one can create roll-up and detailed views on a reporting dashboard.

    Charts are not limited to Performance Data Warehouse-based reporting since the Ajax Data Series services to which they are attached can query other SQL data sources, or can use JavaScript logic to populate the data series they produce.

    Signature

    The Signature control provides a canvas that can be used to capture a human signature. It can be used for scenarios where, for example, a signature is captured during one step in the process, then stored or rendered at a later step.

    The BPD fragment that is shown in Figure 7-66 on page 313 illustrates such a scenario.
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    Figure 7-66   Sample process scenario for signatures

    The signature data is stored in bound data in the Coach (which can eventually be stored in process data) and can be redisplayed later.

    Signature controls are placed on the canvas and are typically bound to data (of the string type). Like other EmeriConVIEWS controls, the Signature Coach View includes a number of methods, such as:

    •setValid() / isValid()

    •isSigned() which determines if the signature in the canvas is sufficiently long

    •clear() which programmatically clears the signature

    Figure 7-67 on page 314 shows the behavior of Signature control for capturing signatures at run time.
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    Figure 7-67   Runtime example for using Signature control to capture a signature

    Once the signature is captured, it can be viewed at a later step in the process, as shown in Figure 7-68.
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    Figure 7-68   Runtime example for using Signature control to review a signature

    Timer

    The Timer control provides time-based triggering capabilities (such as regular updates of controls to reflect elapsed time, scheduled service calls, auto Coach completion after a certain amount of time) to Coaches.

    Example

    Figure 7-69 on page 316 shows how a button label is updated every second until a particular session expires.
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    Figure 7-69   Usage example for Timer control

    The Timer control provides methods such as start, stop, getTicks, resetTicks, setTimeout, isRunning to help the author formulate time-based logic using simple constructs.

    Time-based Boundary Events

    Timer controls can fire Boundary Events if:

    •The event corresponding to the timer is wired in the Human Service diagram

    •The logic called from the on timeout event does not return false

    Events from the timer are treated the same way as other Boundary Events, as shown in Figure 7-70 on page 317.
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    Figure 7-70   Boundary Events from Timer controls

    Event subscription

    Sufficiently complex Coach UIs containing controls and subviews with interdependent behaviors can simplify and loosen those interrelationships through event publishing and subscribing. An author can publish an event using EmeriConVIEWS with the following call:

    bpmext.ui.publishEvent("EVENT_NAME", "my payload");

    The event name is used to notify subscribers. The type of the payload is only important if the publisher and the subscribers can agree on the structure of the payload data.

    Event subscription control

    The event subscription control can be placed at the Coach Page level or in a Coach View to listen for event matching the name to which it subscribes. When an event with a matching name is published, the on event event of the control is activated, as shown in Figure 7-71.
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    Figure 7-71   Event Subscription control example

    There can be any number of Event Subscription controls for the same event name in a Coach. The event subscription controls can be placed at the same level, or some on the Coach Page and some in Coach Views and subviews.

    7.3  Responsive UI design for Coach Pages and Coach Views

    Responsive Web Design is an important aspect of BPM Coaches targeted to several devices. A responsive UI addresses what happens when coaches that fit comfortably on a wide screen (where elements are large and often interacted with using a mouse pointer) are displayed on much smaller or narrower screens, such as mobile device screens, and where the pointer is replaced by fingers, as shown in Figure 7-72 on page 319.
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    Figure 7-72   Usability challenge from wide screen to mobile screen coach UI

    EmeriConVIEWS provides specific capabilities to detect media (screen) width and adjust the various controls on a Coach based on screen width change triggers.

    Responsive Web Design components for EmeriConVIEWS

    Designing web pages that properly rearrange themselves often requires the use of “canned” configurable layouts, and good knowledge of CSS to alter the styles of UI components to control size, visibility, and positioning (those being most common attributes).

    Instead of explicitly using CSS and media queries to design a responsive Coach Page or Coach View, EmeriConVIEWS provides a Responsive Section and a Responsive Policy control to fully implement responsive design. 

    The EmeriConVIEWS toolkit also includes a special device detection service for specialized cases when a completely different coach page should be displayed based on the device viewing the Human Service, or for when GeoLocation information needs to be used by the Human Service.

    Responsive Section

    The Responsive Section is the key enabler of responsive design in a Coach. Figure 7-73 shows a Coach Page initially organized to display the Coach on a wide screen.

    For simplicity, plain HTML sections have been used in this example with different background colors to emphasize how the design of the Coach is reacting to width changes. In reality, each responsive section would contain one or more controls, according to the requirements of the particular Coach Page or View.
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    Figure 7-73   Usability challenge from wide screen to mobile screen coach UI

    In Process Designer, authoring a Coach for responsiveness entails selecting a Responsive section, then specifying the width, display mode (and other styling if wanted) of the section at a particular width. 

    Figure 7-74 shows the Coach UI for three distinct form factor-related widths:

    •Up to 320px

    •Up to 480px

    •Greater than 480px
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    Figure 7-74   Responsive Design diagram for coach UI with three form factors

    Translating this into the Process Designer authoring experience, for Section 1 (represented in red in Figure 7-74) for example, the author would select Section 1, then use the Responsive configuration options to specify styling at each distinct width, as shown in Figure 7-75 on page 322.
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    Figure 7-75   Authoring experience for Responsive Design in Process Designer

    By repeating the procedure for each Responsive Section based on the three different form factors, the author enables the Coach UI with full responsive design capability, as shown in a web browser at run time, as shown in Figure 7-76 on page 323.
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    Figure 7-76   Responsive Coach UIs with EmeriConVIEWS

    The responsive design authoring experience with EmeriConVIEWS is significantly streamlined compared to conventional approaches, but the example presented in Figure 7-76 on page 323 is deceptively simple. 

    A well thought-out, useful responsive UI requires planning upfront to determine how the UI will adapt at each width. This planning has little to do with Process Designer and entails plain UI responsiveness behavior planning. Meaning the form factors and the wanted arrangements for each form factor should be planned out before specifying responsive design parameters in Process Designer.

    Figure 7-77 illustrates the preparatory planning that was performed before working in Process Designer to author the Coach.
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    Figure 7-77   Planning for wide screen form factor

    Figure 7-78 on page 325 shows the planning for a medium screen form factor.
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    Figure 7-78   Planning for medium screen form factor

    Figure 7-79 on page 326 shows the planning for a small screen form factor.
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    Figure 7-79   Planning for small screen form factor

    When the UI planning is complete to a level of detail that is similar to what is shown in Figure 7-77 on page 324, Figure 7-78 on page 325, and Figure 7-79 the responsive implementation becomes very straightforward by using the configuration options of the Responsive Section, as shown in Figure 7-75 on page 322.

    Responsive policies

    Specifying responsive behavior in Responsive Sections at the Coach View level assumes that the particular reusable View is always going to be used, positioned, or grouped with other controls in a similar way, in whatever context it is used.

    This assumption is not necessarily correct, especially when implementing more complex Coaches containing many reusable Coach Views arranged in different ways. In other words, the resizing, displaying, and additional styling of a Coach View on one Coach Page might need to work very differently on another Coach Page, hence the need to specify responsive behavior at the Coach Page level, independently of Responsive Section specifications at the Coach View level.

    A separate EmeriConVIEWS Responsive Policy can be added to a Coach Page and configured for each wanted form factor, as shown in Figure 7-80.
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    Figure 7-80   Coach Page-level Responsive Policies

    The Coach Page author then selects a Responsive Policy control and adds wanted behaviors for controls based on the form factor that is specified on the Responsive Policy, as shown in Figure 7-81.
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    Figure 7-81   Responsive Policy configuration for a specific width

    Responsive Policies provide a convenient way to group the behavior of all responsive elements on a Coach Page (and in the Coach View potentially contained by the page). 

    Figure 7-82 on page 329 shows each Responsive Policy configuration against its matching device or form factor.
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    Figure 7-82   Configuration summary for three Responsive Policies

    By design, Responsive Policy behaviors always override configured Responsive Section behaviors. This means that even if Responsive Section S1 contains a configured Display: None behavior for width 320px for example, a configuration entry for S1 in a 320px Responsive Policy specifying Display: Vertical always wins.

    Lastly, note that Responsive Policies are meant to be used in lieu of Responsive Section-based configuration when Coach Views are used on a Coach Page. Because Responsive Section-based configuration may be deemed more convenient (because it is performed “in-place”), EmeriConVIEWS supports both modes of Responsive Policy and Responsive Section-based configurations.

    Good practices

    Following are some good practices:

    •Specifying responsive behavior directly on Responsive Sections is most appropriate (and arguably more convenient) for sections that are at the Coach Page level

    •When using Responsive Sections in a Coach View, it is usually best to express responsive behavior through Responsive Policy controls at the Coach Page level instead of in the configuration of the Responsive Section

    •Responsive Policies control should be added to a Coach Page, not a Coach View. In the rare case that responsive behavior should be specified at a Coach View level, the Responsiveness configuration options of a Responsive Section should be used instead

    •Time-saving tip: To avoid reentering data for each new Responsive Policy (for a new form factor), just copy and paste an existing configured Responsive Policy control in the same Process Application or Toolkit. Doing so also replicates the configuration into the newly pasted control. The author then just needs to change the styling in the already existing entries in the configuration

    •Always plan the responsive behavior of a Coach Page before starting to author it (as shown in Figure 7-77 on page 324, Figure 7-78 on page 325, and Figure 7-79 on page 326). The configuration capabilities of the Responsive Section and Responsive Policy controls are specifically designed to simplify expressing responsive behavior while following the planned approach.

    Device detection

    The last Responsive Design feature of EmeriConVIEWS is the Device Detection service. 

    In certain (albeit more rare) cases, designing a responsive Human Service entails not only rearranging content or changing its style, but also (or instead) presenting a significantly different UI that is more adapted to the device on which it runs. In such cases, what should be displayed as one Coach Page on one device may instead (for example) need to be displayed as several Coach Pages on another.

    The service Figure 7-83 on page 331 provides such an example.

    [image: ]

    Figure 7-83   Using the Device Detection Service in a Human Service

    7.4  Technical considerations specifically addressed

    EmeriConVIEWS addresses specific areas of usability, maintenance, and general capability by extending the IBM BPM Coach NG framework. The extension of the framework uses published and supported mechanisms to enhance the following areas:

    •Addressing/referencing Coach Views: Referencing Coach NG Views or controls entails a level of technical complexity (using context.parentView and context.getSubView) that is significantly simplified by the EmeriConVIEWS addressing scheme. The simplified addressing scheme is then used in consistent ways through all EmeriConVIEWS aspects to provide the author a more intuitive experience for a fundamental aspect of Coach UIs

    •Focusing on business instead of technical aspects: The Coach NG programming model requires a strong programming background with at least additional knowledge of the Dojo library, the HTML DOM, HTML-specific JavaScript, and sometimes Ajax. EmeriConVIEWS normalizes the experience with a higher-level and consistent approach and programming model that is more accessible to non-UI development experts, and arguably more natural to UI developers. The mix of simplified addressing, event handling, and control methods allow sophisticated client-side interactions to be expressed relatively simply, and focusing business requirements instead of technical questions

    •Triggering logic and Ajax services through events: Coach NG does not allow simple actions such as selecting an item from a select control, tabbing off a text field, or selecting a check box, to immediately trigger logic or an Ajax service. At least not without developing some sort of technical glue. EmeriConVIEWS provides very accessible and intuitive mechanisms to achieve such interactions without necessitating the added technical development effort to support them

    •Resilience of logic to aesthetic UI changes: Coach NG Sections such as Horizontal, Vertical, and Tabs sections are often (rightly) used to make a UI more appealing and more visually organized. Moving Coach Views in and out of sections however can cause code breakage in Coach Views because the current client-side control addressing scheme considers aesthetic elements of a UI part of the view tree. Thus, moving a Coach View out of or in to a section effectively changes its address. The EmeriConVIEWS addressing scheme provides a more resilient approach to view references that is not impacted by changes that are merely visual

    •Preserving Coach View encapsulation principles: It is often tempting and sometimes necessary to access the inside details of views (for example access to the contained Dojo, jQuery, Bootstrap component of the view or its HTML DOM) to implement certain behaviors. Having to work with the insides of a view exposes the solution to breakage from internal view changes. To prevent these types of leakages, EmeriConVIEWS treats views or controls as fully encapsulated components with events, methods, and properties, containing enough built-in capabilities without needing to access internal and more technical details

    •Providing CSS Styling at the Coach Page level: With Coach NG, CSS can only be specified at the Coach View level. More often than not however, the Coach Page should dictate the broad styling that should be applied to some, most, or all of the Coach Views that it contains. While it is possible to use a workaround with Coach NG, EmeriConVIEWS directly supports specifying CSS at the Coach Page level (with the Style control), and provides the ability to broadly switch CSS themes dynamically. Coupled with the Device Sensor control, CSS themes can be switched dynamically based on the device on which the Coach runs

    •Limiting artifact proliferation: Certain technical aspects of Coach NG induce the proliferation of artifacts such as Business Object definitions and additional views (because accessing the full functionality of Coach NG is challenging), mostly for technical reasons. This leads to BPM solutions that are not as easy to understand, maintain, or change. By contrast, EmeriConVIEWS helps limit the creation of UI-related artifacts to those that have business meaning. The resulting solution is usually significantly cleaner than for a base Coach NG implementation with comparable functionality

    •Full function both at Coach Page and View level: Authoring capabilities with Coach NG are very limited at the Coach Page level. This usually means that a Coach View needs to be created for each Coach Page in order to create very functional UIs. This tends to proliferate artificial solution components (as mentioned above). EmeriConVIEWS provides a virtually identical authoring experience whether at the Coach Page or the Coach View level. This means that reusable Coach Views are only created when reuse is justified

    •Using controls without data bindings: It is often very convenient to use controls that are not bound to data on a Coach Page or Coach View. Coach NG controls are not easily usable without data bindings whereas EmeriConVIEWS controls work equally well with and without bound data. This allows the author to use business-relevant-only Business Objects without having to create artificial Business Objects to hold extra data that exists only to back controls that have no real business data meaning

    •Optimizing control content and UI behavior for mobile devices: The logic of EmeriConVIEWS controls is fully contained in separate minified script files for improved caching and execution time. The ability to create sophisticated logic that is completely contained on the client side (and therefore limits server interactions to the absolute minimum required) further protects user experience from potentially unpredictable mobile device connectivity. EmeriConVIEWS also provides specific mobile features to support displaying coaches on completely different devices where not only the style (for example, layout of UI elements) is different, but the behavior and overall capability of the UI is different also

    7.5  Mixing EmeriConVIEWS with other toolkits

    EmeriConVIEWS can be used in conjunction with, or as an extension to, other Coach UI toolkits. The following sections address how to EmeriConVIEWS-enable regular Coach NG Coach Views and how other UI toolkits can interact EmeriConVIEWS.

    7.5.1  Making EmeriConVIEWS views out of regular Coach NG views

    Any non-compound Coach View (for example a special text control, a tree control, a chart) can be made an EmeriConVIEWS control with fairly minimal effort. The level of EmeriConVIEWS enablement depends on the expected usage for the Coach View but typically involves:

    •Enabling the control with the EmeriConVIEWS simplified addressing scheme

    •Adding meaningful methods to the control (optional but often useful)

    •Adding event support (optional but often useful)

    •Adding formula support (optional)

    Figure 7-84 on page 335 augments a Gauge Coach View from the BPM Samples Wiki named Horizontal Linear Gauge Green CV (available at the following BPM Samples Wiki link) with all four aspects above: 

    http://bpmwiki.blueworkslive.com/display/samples/CV+-+Gauges

    The Gauge Coach View starts out. 
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    Figure 7-84   Initial Coach View – Before augmenting with EmeriConVIEWS

    Augmenting a Coach View with EmeriConVIEWS simplified addressing

    Enabling the control with the EmeriConVIEWS simplified addressing scheme entails:

    •Adding the EmeriConVIEWS dependency to the toolkit or process application

    •Adding the EmeriConVIEWS core JS file to the control’s included scripts

    •Adding registration and deregistration function calls to the control

    The last two prerequisites are illustrated in Figure 7-85 on page 336. First, the BPMExt-Core.js file in added to the included scripts for the Coach View.
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    Figure 7-85   Adding the Core EmeriConVIEWS script to Included Scripts of Coach View

    Then the two registration and deregistration function calls are added to the load and unload Coach View events respectively, as shown in Figure 7-86 on page 337.
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    Figure 7-86   Adding EmeriConVIEWS registration logic to Coach View

    bpmext.ui.loadView() adds the Coach View to the EmeriConVIEWS simplified addressing scheme. It also augments the Coach View with methods common to all controls such as:

    •isVisible()/setVisible(), isEnabled()/setEnabled() programmatically get and set visibility or enabled status

    •isValid()/setValid() get and set client-side validation status

    Conversely, bpmext.ui.unloadView() removes the Coach View from the EmeriConVIEWS addressing scheme. 

    Note that for Coach Views that act as containers (such as sections), the bpmext.ui.loadContainer()/bpmext.ui.unloadContainer() functions should be used instead.

    The Gauge control is now ready to be addressed through the simplified EmeriConVIEWS addressing scheme.

    Adding methods to the Coach View

    The next step is to add meaningful functions to the Coach View to make it act more like a control with useful methods. 

    For example, a simplified way to get and set the value of the gauge could be provided, as shown in Figure 7-87.
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    Figure 7-87   Adding UI developer-friendly methods: Coach View

    Figure 7-87 is only an example of possible methods. Other control methods could be created to dynamically alter the aspect of the control, manage validation, change the range of allowed values, and so on.

    With the added get/setValue methods, the following example logic can now be added. This is demonstrated in Figure 7-88 on page 339.
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    Figure 7-88   Showing Gauge Coach View value on button click

    Adding event support to the Coach View

    Useful controls also need easily exploitable event support, for example, to react to user interactions. The following example shows how to add “on change” event support for the Gauge control. Creating support for an event such as “on change”, the developer must decide what will cause the event to be fired and if the event firing will occur only if the control is bound to data or in all cases. In this example, “on change” will be fired whether the control is bound to data or not. The event will be fired if one of the following actions occurs:

    •A user moves the slider

    •The data bound to the control (if the control is bound) is updated

    •The setValue() method is called

    The first step is to add a configuration option that will either contain the inline logic to be invoked when the event is fired, or the name of a function to be called as shown in Figure 7-89 (see “Control event-handling” on page 241).
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    Figure 7-89   Adding a Gauge Coach View configuration option for “on change” event support

    The name of the option is onChange only because it is more meaningful than a non-descript name. The name of the option is used further in the registration and event firing mechanism as shown in Figure 7-90 on page 341.

    The next step is to register the event so the event can be fired later.
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    Figure 7-90   Registering the Gauge Coach View onChange option as an event

    At the stage of event registration, the inline logic specified for the event is preprocessed so that any control reference in the form ${control-id} is translated into a real JavaScript reference expression and the inline logic is turned into a real JavaScript function.

    The last step is to insert the logic that fires the on change event in appropriate locations in the Coach View code. The work required for this step can vary significantly from one view to the next and depends upon whether the existing Coach View provides straightforward hooks for event handling or not.

    Handling on change events for Coach Views that are bound to data is straightforward with Coach NG Views because a change event handler already exists, as shown in Figure 7-91 on page 342.
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    Figure 7-91   Adding “on change” event firing logic to Gauge Coach View through existing change event handler

    The approach in Figure 7-91 works well for Gauge that has a data binding; however, a different approach must be used to detect changes in the Coach View if it has no data binding.

    If the Coach View is used without a data binding, the Coach View change event will not be fired. In this example, the Gauge Coach View uses the Horizontal Gauge Dojo component, which provides change detection hook with the endEditing Dojo control event, as shown in Figure 7-92 on page 343.
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    Figure 7-92   Adding “on change” event firing logic to Gauge Coach View through Dojo gauge event handler

    Lastly, setting the value of the slider through the setValue() method that was created previously only automatically fires a change event if the Gauge Coach View has a data binding. If not, specific logic can be added to the setValue() method to fire an event, as shown in Figure 7-93 on page 344.
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    Figure 7-93   Adding “on change” event firing logic to Gauge Coach View through setValue method

    Adding formula support to the Coach View

    It is convenient to enable certain controls with formula support. Formula support for a control can mean that:

    •A control can be referenced in formulas

    •A control can use a formula to set its value automatically

    This section shows how to support both scenarios.

    For a Coach View to use a formula to automatically set its value based on the computation of that formula, a special expression configuration option must be created to hold the formula for the view, as shown in Figure 7-94 on page 345.
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    Figure 7-94   Adding a Gauge Coach View configuration “expression” option for formula support

    Similarly to event handling, a Coach View is registered for formula support through a special EmeriConVIEWS function:

    bpmext.ui.setupFormulaTriggeredUpdates(

    coachViewRef, //Reference to the Coach View

    onFormulaComputedFn, //Callback to invoke on formula result

    defaultValueFn //Function ref to map to @{ctrl-ref} in formulas)

    Figure 7-95 on page 346 shows how setupFormulaTriggeredUpdates is used in the Gauge Coach View.

    [image: ]

    Figure 7-95   Setting up formula support for the Gauge Coach View

    The formula support registration through setupFormulaTriggeredUpdates() is sufficient to let the Gauge Coach view participate in the EmeriConVIEWS formula framework, however, it is currently unable to push value updates to other formula-aware controls that may be using the value of this Coach View in their formula.

    Enabling this last aspect is simple in this case since the locations for potential changes in this Coach View were already identified with the on change event handler. In every location where the on change event is fired, the broadcast to the formula framework will need to be fired also. The function that is used to publish a value change to the formula framework is:

    bpmext.ui.broadcastExpressionTrigger(coachViewRef)

     

     

    
      
        	
          Performance: Notification of value changes through broadcastExpressionTrigger to the formula framework is performed very efficiently. Even with hundreds of controls on a form, controls only receive formula-based notifications from the other controls in which they are interested. This provides end-users with instantaneous response experience and avoids unnecessary chatter even in a Coach that is densely populated and relies heavily on formulas.

        
      

    

    The next three illustrations that are shown in Figure 7-96, Figure 7-97 on page 348, and Figure 7-98 on page 349 shows where the broadcastExpressionTrigger call is made in the Gauge Coach View.

    [image: ]

    Figure 7-96   Value change broadcast for the Gauge Coach View (1)

    [image: ]

    Figure 7-97   Value change broadcast for the Gauge Coach View (2)
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    Figure 7-98   Value change broadcast for the Gauge Coach View (3)

    7.5.2  Using Coach subviews with EmeriConVIEWS

    Unlike non-compound Coach Views, any subview that directly or indirectly contains at least one EmeriConVIEWS control is automatically added to the EmeriConVIEWS simplified addressing scheme. So there is no need to call bpmext.ui.loadView/unloadView explicitly for such a view. 

    The author of a Coach subview (meaning a Coach View that contains other Coach Views) does not need to do anything more to start using the subview. However, it may add convenience and usability to outfit the subview with author-friendly methods and events in a way that is similar to other EmeriConVIEWS controls. 

    The section entitled “Adding logic to reusable Coach Views” on page 253 provides an overview of how a method can be added to a Coach subview, and how the added method can be used.

    7.5.3  Interacting with non-EmeriConVIEWS controls

    EmeriConVIEWS are fundamentally Coach NG Views and can be seamlessly mixed with non-EmeriConVIEWS controls without any need for coding adjustments or reconfiguration. 

    However, although there no added complexity to mixing controls, non-EmeriConVIEWS controls must be interacted on their own terms and may not provide the referencing, encapsulation, and event-handling benefits provided by EmeriConVIEWS controls. 

    7.5.4  EmeriConVIEWS-enabling other UI toolkits

    As shown in 7.5.1, “Making EmeriConVIEWS views out of regular Coach NG views” on page 334, a UI toolkit can be EmeriConVIEWS-enabled by adding the EmeriConVIEWS toolkit (assuming it has already been imported in the Process Center Server environment) as a toolkit dependency, as shown in Figure 7-99.

    [image: ]

    Figure 7-99   Adding the EmeriConVIEWS toolkit dependency

    Once the dependency is added, the Toolkit (or Process Application) can use EmeriConVIEWS controls and create its own controls with the referencing, event handling, formula support made available by following the guidelines provided in 7.5.1, “Making EmeriConVIEWS views out of regular Coach NG views” on page 334 section.

    7.6  Conclusion

    EmeriConVIEWS provides a consistent BPM Coach UI authoring experience and normalizes key aspects, such as view referencing, event handling, formulas, the creation of new controls, working at the Coach Page level or inside a Coach View, or creating responsive Coach UI behaviors.

    Instead of bringing together potentially disparate approaches in a BPM solution with different toolkits working in different ways, EmeriConVIEWS offers the BPM author a familiar authoring experience, similar to other well-known UI-authoring environments, where the author has the choice to focus the UI development effort on solving business problems in a highly consistent manner. EmeriConVIEWS does not in any way preclude lower-level web UI programming using HTML5, Dojo, jQuery, Ajax, HTML, CSS, the Coach NG API – but it does not mandate it.

    EmeriConVIEWS is also fully compliant with existing Coach NG capabilities and approaches (such as server-side validation, client-side visibility controls, stay on page) and simply provides additional convenience and sometimes performance benefits to the base Coach NG framework. 

    In addition to the core aspects of the toolkit, EmeriConVIEWS also contains a rich set of Coach Views/controls and capabilities for enhanced form entry fields, electronic signature, charting and reporting, data analysis, responsive design for Coach UIs on mobile devices, and high-performance tabular data.

    7.7  FAQs

    This section provides a sampling of topics and questions frequently asked by IBM BPM customers and EmeriCon business partners regarding EmeriConVIEWS.

    How does EmeriConVIEWS deal with BPM upgrades?

    EmeriConVIEWS has been in existence since the introduction of the Coach NG framework with BPM 8.0. Although many new Coach View types (meaning controls) have been added over time, the core framework itself has remained stable. EmeriCon makes updates to EmeriConVIEWS when a new BPM product version introduces the need for adjustments or opportunities for feature enhancements.

    EmeriCon typically produces EmeriConVIEWS toolkit updates within two weeks of an official IBM BPM product release.

    Why extend IBM BPM stock controls instead of creating new ones?

    EmeriConVIEWS contains both IBM extended Coach Views and completely new ones. 

    All Coach Views from the Coaches toolkit are indeed extended in EmeriConVIEWS. This allows EmeriCon to take advantage of IBM updates and fixes, incorporate them into the extended stock controls and make those IBM updates available to users of EmeriConVIEWS.

    The intent of this approach is to make the latest IBM stock controls, available in their latest state of fixes or updates, with the added benefit of the EmeriConVIEWS usability enhancements.

    What is the minimum browser requirement for EmeriConVIEWS?

    EmeriConVIEWS works on all major modern web browsers, including Chrome, Chrome on Android, Firefox, Internet Explorer 9+, and Safari on the iPad or the iPhone.

    Only a subset of EmeriConVIEWS controls work on Internet Explorer 8. The performance of the JavaScript engine under Internet Explorer 8 also provides a less responsive end-user experience than Internet Explorer 9. For these reasons, broadly using EmeriConVIEWS for Coach UIs under Internet Explorer 8 is discouraged.

    Can EmeriConVIEWS be used with other UI toolkits?

    Yes, either side by side, or to extend other toolkits with EmeriConVIEWS capabilities. EmeriConVIEWS is always dependent on the most current Coaches and System Data toolkits for the BPM product under which it is loaded. To reduce the potential for compatibility issues, other toolkits should do the same.

    The approach to use EmeriConVIEWS with other Coach UI toolkits is explained in 7.5, “Mixing EmeriConVIEWS with other toolkits” on page 334.

    How to obtain EmeriConVIEWS

    To request a copy of the EmeriConVIEWS toolkit, you can contact EmeriCon at emericon.sales@emericon.com, or see the following website:

    http://www.emericon.com/emericonviews

     

  
    Related publications

    The publications listed in this section are considered particularly suitable for a more detailed discussion of the topics covered in this book.

    IBM Redbooks

    The following IBM Redbooks publications provide additional information about the topic in this document. Note that some publications referenced in this list might be available in softcopy only. 

    •Business Process Management Deployment Guide Using IBM Business Process Manager V8.5, SG24-8175

    •IBM Business Process Manager Version 8.0 Production Topologies, SG24-8135

    •IBM Business Process Manager V8.0 Performance and Tuning Best Practices, REDP-4935

    You can search for, view, download, or order these documents and other Redbooks, Redpapers, Web Docs, draft and additional materials, at the following website: 

    ibm.com/redbooks

    Online resources

    This website is also relevant as a further information source:

    •The IBM Business Process Manager V8.5 information center can be found here:

    http://pic.dhe.ibm.com/infocenter/dmndhelp/v8r5m0/index.jsp?topic=%2Fcom.ibm.wbpm.main.doc%2Fic-homepage-bpm.html

    Help from IBM

    IBM Support and downloads

    ibm.com/support

    IBM Global Services

    ibm.com/services

     

  
[image: ]
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Additional material

    This book refers to additional material that can be downloaded from the Internet as described in the following sections. 

    Locating the Web material

    The Web material associated with this book is available in softcopy on the Internet from the IBM Redbooks Web server. Point your Web browser at:

    ftp://www.redbooks.ibm.com/redbooks/SG248210

    Alternatively, you can go to the IBM Redbooks website at:

    ibm.com/redbooks

    Select the Additional materials and open the directory that corresponds with the IBM Redbooks form number, SG248210.

    Using the Web material

    The additional Web material that accompanies this book includes the following files:

    File name	Description

    Chapter_2_Sample - V1.twx	Zipped Code Samples used in Chapter 2, “Assembling user interfaces with Coach Views” on page 11.

    Downloading and extracting the Web material

    Create a subdirectory (folder) on your workstation, and extract the contents of the Web material .zip file into this folder.

  
    Leveraging the IBM BPM Coach Framework in Your Organization

     

     

     

     

     

  
    Leveraging the IBM BPM Coach Framework in Your Organization

    Understand how to develop and assemble user interfaces with Coach Views

Investigate three IBM Business Partner offerings from:

Apex Process Consultants, BP3, and EmeriCon

    The IBM Coach Framework is a key element of the IBM Business Process Manager (BPM) product suite. With the Coach Framework, process authors can create and maintain custom web-based user interfaces that are embedded within their business process solutions. This ability to create and maintain custom user interfaces is a key factor in the successful deployment of business process solutions. Coaches have proven to be an extremely powerful element of IBM BPM solutions, and with the release of IBM BPM version 8.0 they were rejuvenated to incorporate the recent advances in browser-based user interfaces. 

    This IBM Redbooks publication focuses on the capabilities that Coach Framework delivers with IBM BPM version 8.5, but much of what is shared in these pages continues to be of value as IBM evolves coaches in the future. This book has been produced to help you fully benefit from the power of the Coach Framework.
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